NumPy是一个关于矩阵运算的库，熟悉Matlab的都应该清楚，这个库就是让python能够进行矩阵话的操作，而不用去写循环操作。

下面对numpy中的操作进行总结。

numpy包含两种基本的数据类型：数组和矩阵。

数组(Arrays)

>>> from numpy import \*

>>> a1=array([1,1,1]) #定义一个数组

>>> a2=array([2,2,2])

>>> a1+a2 #对于元素相加

array([3, 3, 3])

>>> a1\*2 #乘一个数

array([2, 2, 2])

##

>>> a1=array([1,2,3])

>>> a1

array([1, 2, 3])

>>> a1\*\*3 #表示对数组中的每个数做平方

array([ 1, 8, 27])

##取值，注意的是它是以0为开始坐标，不matlab不同

>>> a1[1]

2

##定义多维数组

>>> a3=array([[1,2,3],[4,5,6]])

>>> a3

array([[1, 2, 3],

[4, 5, 6]])

>>> a3[0] #取出第一行的数据

array([1, 2, 3])

>>> a3[0,0] #第一行第一个数据

1

>>> a3[0][0] #也可用这种方式

1

##数组点乘，相当于matlab点乘操作

>>> a1=array([1,2,3])

>>> a2=array([4,5,6])

>>> a1\*a2

array([ 4, 10, 18])

Numpy有许多的创建数组的函数：

import numpy as np

a = np.zeros((2,2)) # Create an array of all zeros

print a # Prints "[[ 0. 0.]

# [ 0. 0.]]"

b = np.ones((1,2)) # Create an array of all ones

print b # Prints "[[ 1. 1.]]"

c = np.full((2,2), 7) # Create a constant array

print c # Prints "[[ 7. 7.]

# [ 7. 7.]]"

d = np.eye(2) # Create a 2x2 identity matrix

print d # Prints "[[ 1. 0.]

# [ 0. 1.]]"

e = np.random.random((2,2)) # Create an array filled with random values

print e # Might print "[[ 0.91940167 0.08143941]

# [ 0.68744134 0.87236687]]"

数组索引(Array indexing)

矩阵

矩阵的操作与Matlab语言有很多的相关性。

#创建矩阵

>>> m=mat([1,2,3])

>>> m

matrix([[1, 2, 3]])

#取值

>>> m[0] #取一行

matrix([[1, 2, 3]])

>>> m[0,1] #第一行，第2个数据

2

>>> m[0][1] #注意不能像数组那样取值了

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

File "/usr/lib64/python2.7/site-packages/numpy/matrixlib/defmatrix.py", line 305, in \_\_getitem\_\_

out = N.ndarray.\_\_getitem\_\_(self, index)

IndexError: index 1 is out of bounds for axis 0 with size 1

#将Python的列表转换成NumPy的矩阵

>>> list=[1,2,3]

>>> mat(list)

matrix([[1, 2, 3]])

#矩阵相乘

>>> m1=mat([1,2,3]) #1行3列

>>> m2=mat([4,5,6])

>>> m1\*m2.T #注意左列与右行相等 m2.T为转置操作

matrix([[32]])

>>> multiply(m1,m2) #执行点乘操作，要使用函数，特别注意

matrix([[ 4, 10, 18]])

#排序

>>> m=mat([[2,5,1],[4,6,2]]) #创建2行3列矩阵

>>> m

matrix([[2, 5, 1],

[4, 6, 2]])

>>> m.sort() #对每一行进行排序

>>> m

matrix([[1, 2, 5],

[2, 4, 6]])

>>> m.shape #获得矩阵的行列数

(2, 3)

>>> m.shape[0] #获得矩阵的行数

2

>>> m.shape[1] #获得矩阵的列数

3

#索引取值

>>> m[1,:] #取得第一行的所有元素

matrix([[2, 4, 6]])

>>> m[1,0:1] #第一行第0个元素，注意左闭右开

matrix([[2]])

>>> m[1,0:3]

matrix([[2, 4, 6]])

>>> m[1,0:2]

matrix([[2, 4]])

扩展矩阵函数tile()

例如，要计算[0,0,0]到一个多维矩阵中每个点的距离，则要将[0,0,0]进行扩展。

tile(inX, (i,j)) ;i是扩展个数，j是扩展长度

实例如下：

>>>x=mat([0,0,0])

>>> x

matrix([[0, 0, 0]])

>>> tile(x,(3,1)) #即将x扩展3个，j=1,表示其列数不变

matrix([[0, 0, 0],

[0, 0, 0],

[0, 0, 0]])

>>> tile(x,(2,2)) #x扩展2次，j=2,横向扩展

matrix([[0, 0, 0, 0, 0, 0],

[0, 0, 0, 0, 0, 0]])

1.协方差

如果两个变量的变化趋势一致，也就是说如果其中一个大于自身的期望值时另外一个也大于自身的期望值，那么两个变量之间的协方差就是正值；如果两个变量的变化趋势相反，即其中一个变量大于自身的期望值时另外一个却小于自身的期望值，那么两个变量之间的协方差就是负值。

可以通俗的理解为：两个变量在变化过程中是同方向变化？还是反方向变化？同向或反向程度如何？

你变大，同时我也变大，说明两个变量是同向变化的，这时协方差就是正的;

你变大，同时我变小，说明两个变量是反向变化的，这时协方差就是负的;

从数值来看，协方差的数值越大，两个变量同向程度也就越大。反之亦然。

![](data:image/png;base64,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)

import numpy as np

a = np.array([1,2,3])

b = np.array([4,3,4])

x = np.vstack((a,b))

np.cov(a, b)

np.cov(a, b, bias=True)

np.cov(x)

输出：

>>> np.cov(a, b)

array([[ 1. , 0. ],

[ 0. , 0.33333333]])

>>> np.cov(a, b, bias=True)

array([[ 0.66666667, 0. ],

[ 0. , 0.22222222]])

>>> np.cov(x)

array([[ 1. , 0. ],

[ 0. , 0.33333333]])

这里使用numpy库的cov函数来计算协方差，输出结果为一个协方差矩阵，results[i][j]表示第i个变量与第j个变量的协方差,比如np.cov(x)的结果为

>>> np.cov(x)

array([[ 1. , 0. ],

[ 0. , 0.33333333]])

x为变量矩阵，x的第 i 行表示第 i 个随机变量，这里第0个随机变量与第0个随机变量的协方差为1，第0个随机变量与第1个随机变量的协方差为0，第1个随机变量与第0个随机变量的协方差为0，第1个随机变量与第1个随机变量的协方差为0.33333333.

还有一点就是bais参数的意义，默认为False，那么计算均值的时候除以 n - 1，如果设为True，那么计算均值的时候除以n，其中n为随机变量的维度数。具体理论涉及到统计学知识，可以参考知乎回答。

numpy的cov函数使用的三点：

变量矩阵的一行表示一个随机变量；

bais参数控制计算时除以n-1还是n, True表示除以n，False表示除以n-1；

输出结果是一个协方差矩阵, results[i][j]表示第i个随机变量与第j个随机变量的协方差.

2. 相关系数

相关系数是用以反映变量之间相关关系密切程度的统计指标。相关系数也可以看成协方差：一种剔除了两个变量量纲影响、标准化后的特殊协方差,它消除了两个变量变化幅度的影响，而只是单纯反应两个变量每单位变化时的相似程度。
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并且

|r|≤1

其中，δx,δy表示X，Y的方差。

import numpy as np

a = np.array([1,2,3])

b = np.array([2,5,8])

x = np.vstack((a,b))

np.corrcoef(a, b)

np.corrcoef(x)

输出

>>> np.corrcoef(a, b)

array([[ 1., 1.],

[ 1., 1.]])

>>> np.corrcoef(x)

array([[ 1., 1.],

[ 1., 1.]])

numpy中函数corrcoef的用法与函数cov的用法相似，只是corrcoef中bais参数不起作用。

numpy的cov函数使用的两点：

变量矩阵的一行表示一个随机变量；

输出结果是一个相关系数矩阵, results[i][j]表示第i个随机变量与第j个随机变量的相关系数.