# AJAX

## AJAX概述

### 1　什么是AJAX

AJAX（Asynchronous Javascript And XML）翻译成中文就是“异步Javascript和XML”。即使用Javascript语言与服务器进行异步交互，传输的数据为XML（当然，传输的数据不只是XML）。

AJAX还有一个最大的特点就是，当服务器响应时，不用刷新整个浏览器页面，而是可以局部刷新。这一特点给用户的感受是在不知不觉中完成请求和响应过程。

* 与服务器异步交互；
* 浏览器页面局部刷新；

### 2.　同步交互与异步交互

* 同步交互：客户端发出一个请求后，需要等待服务器响应结束后，才能发出第二个请求；
* 异步交互：客户端发出一个请求后，无需等待服务器响应结束，就可以发出第二个请求。

### 3.　AJAX常见应用情景
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当我们在百度中输入一个“传”字后，会马上出现一个下拉列表！列表中显示的是包含“传”字的10个关键字。

其实这里就使用了AJAX技术！当文件框发生了输入变化时，浏览器会使用AJAX技术向服务器发送一个请求，查询包含“传”字的前10个关键字，然后服务器会把查询到的结果响应给浏览器，最后浏览器把这10个关键字显示在下拉列表中。

* 整个过程中页面没有刷新，只是刷新页面中的局部位置而已！
* 当请求发出后，浏览器还可以进行其他操作，无需等待服务器的响应！
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当输入用户名后，把光标移动到其他表单项上时，浏览器会使用AJAX技术向服务器发出请求，服务器会查询名为zhangSan的用户是否存在，最终服务器返回true表示名为zhangSan的用户已经存在了，浏览器在得到结果后显示“用户名已被注册！”。

* 整个过程中页面没有刷新，只是局部刷新了；
* 在请求发出后，浏览器不用等待服务器响应结果就可以进行其他操作；

### 4　AJAX的优缺点

优点：

* AJAX使用Javascript技术向服务器发送异步请求；
* AJAX无须刷新整个页面；
* 因为服务器响应内容不再是整个页面，而是页面中的局部，所以AJAX性能高；

缺点：

* AJAX并不适合所有场景，很多时候还是要使用同步交互；
* AJAX虽然提高了用户体验，但无形中向服务器发送的请求次数增多了，导致服务器压力增大；
* 因为AJAX是在浏览器中使用Javascript技术完成的，所以还需要处理浏览器兼容性问题；

## AJAX技术

四步操作：

* 创建核心对象；
* 使用核心对象打开与服务器的连接；
* 发送请求
* 注册监听，**监听服务器响应。**

XMLHTTPRequest

* open(请求方式, URL, 是否异步)
* send(请求体)
* onreadystatechange，指定监听函数，它会在xmlHttp对象的状态发生变化时被调用
* readyState，当前xmlHttp对象的状态，其中4状态表示服务器响应结束
* status：服务器响应的状态码，只有服务器响应结束时才有这个东东，200表示响应成功；
* responseText：获取服务器的响应体

### 1　AJAX第一例

#### 1.1 准备工作

因为AJAX也需要请求服务器，异步请求也是请求服务器，所以我们需要先写好服务器端代码，即编写一个Servlet！

这里，Servlet很简单，只需要输出“Hello AJAX!”。

|  |
| --- |
| **public** **class** AServlet **extends** HttpServlet {  **public** **void** doGet(HttpServletRequest request, HttpServletResponse response)  **throws** ServletException, IOException {  System.*out*.println("Hello AJAX!");  response.getWriter().print("Hello AJAX!");  }  } |

#### 1.2　AJAX核心（XMLHttpRequest）

其实AJAX就是在Javascript中多添加了一个对象：XMLHttpRequest对象。所有的异步交互都是使用XMLHttpServlet对象完成的。也就是说，我们只需要学习一个Javascript的新对象即可。

注意，各个浏览器对XMLHttpRequest的支持也是不同的！大多数浏览器都支持DOM2规范，都可以使用：**var xmlHttp = new XMLHttpRequest()**来创建对象；但IE有所不同，IE5.5以及更早版本需要：**var xmlHttp = new ActiveXObject(“Microsoft.XMLHTTP”)**来创建对象；而IE6中需要：**var xmlHttp = new ActiveXObject(“Msmxl2.XMLHTTP”)**来创建对象；而IE7以及更新版本也支持DOM2规范。

为了处理浏览器兼容问题，给出下面方法来创建XMLHttpRequest对象：

|  |
| --- |
| **function** createXMLHttpRequest() {  **var** xmlHttp;  // 适用于大多数浏览器，以及IE7和IE更高版本  **try**{  xmlHttp = **new** XMLHttpRequest();  } **catch** (e) {  // 适用于IE6  **try** {  xmlHttp = **new** ActiveXObject("Msxml2.XMLHTTP");  } **catch** (e) {  // 适用于IE5.5，以及IE更早版本  **try**{  xmlHttp = **new** ActiveXObject("Microsoft.XMLHTTP");  } **catch** (e){}  }  }  **return** xmlHttp;  } |

#### 1.3　打开与服务器的连接（open方法）

当得到XMLHttpRequest对象后，就可以调用该对象的open()方法打开与服务器的连接了。open()方法的参数如下：

open(method, url, async)：

* method：请求方式，通常为GET或POST；
* url：请求的服务器地址，例如：/ajaxdemo1/AServlet，若为GET请求，还可以在URL后追加参数；
* async：这个参数可以不给，默认值为true，表示异步请求；

|  |
| --- |
| **var** xmlHttp = createXMLHttpRequest();  xmlHttp.open("GET", "/ajaxdemo1/AServlet", **true**); |

#### 1.4　发送请求

当使用open打开连接后，就可以调用XMLHttpRequest对象的send()方法发送请求了。send()方法的参数为POST请求参数，即对应HTTP协议的请求体内容，若是GET请求，需要在URL后连接参数。

注意：若没有参数，需要给出null为参数！若不给出null为参数，可能会导致FireFox浏览器不能正常发送请求！

|  |
| --- |
| xmlHttp.send(**null**); |

#### 1.5　接收服务器响应

当请求发送出去后，服务器端Servlet就开始执行了，但服务器端的响应还没有接收到。接下来我们来接收服务器的响应。

XMLHttpRequest对象有一个onreadystatechange事件，它会在XMLHttpRequest对象的状态发生变化时被调用。下面介绍一下XMLHttpRequest对象的5种状态：

* 0：初始化未完成状态，只是创建了XMLHttpRequest对象，还未调用open()方法；
* 1：请求已开始，open()方法已调用，但还没调用send()方法；
* 2：请求发送完成状态，send()方法已调用；
* 3：开始读取服务器响应；
* 4：读取服务器响应结束。

onreadystatechange事件会在状态为1、2、3、4时引发。

　　下面代码会被执行四次！对应XMLHttpRequest的四种状态！

|  |
| --- |
| xmlHttp.onreadystatechange = **function**() {  alert('hello');  }; |

但通常我们只关心最后一种状态，即读取服务器响应结束时，客户端才会做出改变。我们可以通过XMLHttpRequest对象的readyState属性来得到XMLHttpRequest对象的状态。

|  |
| --- |
| xmlHttp.onreadystatechange = **function**() {  **if**(xmlHttp.readyState == 4) {  alert('hello');  }  }; |

其实我们还要关心服务器响应的状态码是否为200，其服务器响应为404，或500，那么就表示请求失败了。我们可以通过XMLHttpRequest对象的status属性得到服务器的状态码。

最后，我们还需要获取到服务器响应的内容，可以通过XMLHttpRequest对象的responseText得到服务器响应内容。

|  |
| --- |
| xmlHttp.onreadystatechange = **function**() {  **if**(xmlHttp.readyState == 4 && xmlHttp.status == 200) {  alert(xmlHttp.responseText);  }  }; |

#### 1.6　AJAX第一例小结

* 创建XMLHttpRequest对象；
* 调用open()方法打开与服务器的连接；
* 调用send()方法发送请求；
* 为XMLHttpRequest对象指定onreadystatechange事件函数，这个函数会在XMLHttpRequest的1、2、3、4，四种状态时被调用；

XMLHttpRequest对象的5种状态：

* 0：初始化未完成状态，只是创建了XMLHttpRequest对象，还未调用open()方法；
* 1：请求已开始，open()方法已调用，但还没调用send()方法；
* 2：请求发送完成状态，send()方法已调用；
* 3：开始读取服务器响应；
* 4：读取服务器响应结束。

通常我们只关心4状态。

XMLHttpRequest对象的status属性表示服务器状态码，它只有在readyState为4时才能获取到。

XMLHttpRequest对象的responseText属性表示服务器响应内容，它只有在readyState为4时才能获取到！

### 2　AJAX第二例（发送POST请求）

发送POST请求

* 需要设置请求头：ContentType，其值为：application/x-www-form-urlencoded
* 使用xmlHttp对象的setRequestHeader(“Content-Type”, “application/x-www-form-urlencoded”)；
* 在发送时可以指定请求体了：xmlHttp.send(“username=张三&password=123”)

#### 2.1　发送POST请求注意事项

POST请求必须设置ContentType请求头的值为application/x-www.form-encoded。表单的enctype默认值就是为application/x-www.form-encoded！因为默认值就是这个，所以大家可能会忽略这个值！当设置了<form>的enctype=” application/x-www.form-encoded”时，等同与设置了Cotnent-Type请求头。

但在使用AJAX发送请求时，就没有默认值了，这需要我们自己来设置请求头：

|  |
| --- |
| xmlHttp.setRequestHeader("Content-Type", "application/x-www-form-urlencoded"); |

当没有设置Content-Type请求头为application/x-www-form-urlencoded时，Web容器会忽略请求体的内容。所以，在使用AJAX发送POST请求时，需要设置这一请求头，然后使用send()方法来设置请求体内容。

|  |
| --- |
| xmlHttp.send("b=B"); |

　　这时Servlet就可以获取到这个参数！！！

AServlet

|  |
| --- |
| **public** **void** doPost(HttpServletRequest request, HttpServletResponse response)  **throws** ServletException, IOException {  System.*out*.println(request.getParameter("b"));  System.*out*.println("Hello AJAX!");  response.getWriter().print("Hello AJAX!");  } |

ajax2.jsp

|  |
| --- |
| <script type=*"text/javascript"*>  **function** createXMLHttpRequest() {  **try** {  **return new** XMLHttpRequest();//大多数浏览器  } **catch** (e) {  **try** {  **return new** ActiveXObject("Msxml2.XMLHTTP");  } **catch** (e) {  **return new** ActiveXObject("Microsoft.XMLHTTP");  }  }  }  **function** send() {  **var** xmlHttp = createXMLHttpRequest();  xmlHttp.onreadystatechange = **function**() {  **if**(xmlHttp.readyState == 4 && xmlHttp.status == 200) {  **var** div = document.getElementById("div1");  div.innerText = xmlHttp.responseText;  div.textContent = xmlHttp.responseText;  }  };  xmlHttp.open("POST", "/ajaxdemo1/AServlet?a=A", **true**);  xmlHttp.setRequestHeader("Content-Type", "application/x-www-form-urlencoded");  xmlHttp.send("b=B");  }  </script> |
| <h1>AJAX2</h1>  <button onclick="send()">测试</button>  <div id=*"div1"*></div> |

### 3　AJAX第三例（用户名是否已被注册）

#### 3.1　功能介绍

在注册表单中，当用户填写了用户名后，把光标移开后，会自动向服务器发送异步请求。服务器返回true或false，返回true表示这个用户名已经被注册过，返回false表示没有注册过。

客户端得到服务器返回的结果后，确定是否在用户名文本框后显示“用户名已被注册”的错误信息！

#### 3.2　案例分析

* regist.jsp页面中给出注册表单；
* 在username表单字段中添加onblur事件，调用send()方法；
* send()方法获取username表单字段的内容，向服务器发送异步请求，参数为username；
* RegistServlet：获取username参数，判断是否为“itcast”，如果是响应true，否则响应false；

#### 3.3　代码

regist.jsp

|  |
| --- |
| <script type=*"text/javascript"*>  **function** createXMLHttpRequest() {  **try** {  **return new** XMLHttpRequest();  } **catch** (e) {  **try** {  **return new** ActiveXObject("Msxml2.XMLHTTP");  } **catch** (e) {  **return new** ActiveXObject("Microsoft.XMLHTTP");  }  }  }  **function** send() {  **var** xmlHttp = createXMLHttpRequest();  xmlHttp.onreadystatechange = **function**() {  **if**(xmlHttp.readyState == 4 && xmlHttp.status == 200) {  **if**(xmlHttp.responseText == "true") {  document.getElementById("error").innerText = "用户名已被注册！";  document.getElementById("error").textContent = "用户名已被注册！";  } **else** {  document.getElementById("error").innerText = "";  document.getElementById("error").textContent = "";  }  }  };  xmlHttp.open("POST", "/ajaxdemo1/BServlet", **true**, "json");  xmlHttp.setRequestHeader("Content-Type", "application/x-www-form-urlencoded");  **var** username = document.getElementById("username").value;  xmlHttp.send("username=" + username);  }  </script> |
| <h1>注册</h1>  <form action=*""* method=*"post"*>  用户名：<input id=*"username"* type=*"text"* name=*"username"* onblur="send()"/><span id=*"error"*></span><br/>  密　码：<input type=*"text"* name=*"password"*/><br/>  <input type=*"submit"* value=*"注册"*/>  </form> |

RegistServlet.java

|  |
| --- |
| **public** **void** doPost(HttpServletRequest request, HttpServletResponse response)  **throws** ServletException, IOException {  request.setCharacterEncoding("utf-8");  response.setContentType("text/html;charset=utf-8");    String username = request.getParameter("username");  **if**("itcast".equals(username)) {  response.getWriter().print(**true**);  } **else** {  response.getWriter().print(**false**);  }  } |

### 4　AJAX第四例（省市二级联动）

#### 4.1　功能介绍

![](data:image/png;base64,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)

select.jsp

|  |
| --- |
| <h1>省市联动</h1>  省：  <select name=*"province"* id=*"province"*>  <option>===请选择===</option>  </select>  市：  <select name=*"city"* id=*"city"*>  <option>===请选择===</option>  </select> |

　　当select.jsp页面打开时，向服务器发送异步请求，得到所有省份的名称（文本数据）。然后使用每个省份名称创建<option>，添加到<select name=”province”>中。

　　并且为<select name=”province”>元素添加onchange事件监听。当选择的省份发生变化时，再向服务器发送异常请求，得到当前选中的省份下所有城市（XML数据）。然后客户端解析XML文档，使用每个城市名称创建<option>，添加到<select name=”city”>元素中。

#### 4.2　代码实现

服务器端：使用china.xml保存所有省份和城市名称：

china.xml

|  |
| --- |
| <?xml version=*"1.0"* encoding=*"utf-8"*?>  <china>  <province name=*"北京"*>  <city>东城区</city>  <city>西城区</city>  ……  </province>  <province name=*"天津"*>  <city>和平区</city>  <city>河东区</city>  ……  </province>  <province name=*"河北"*>  <city>石家庄</city>  <city>衡水</city>  ……  </province>  ……  </china> |

* ProvinceServlet：负责把所有省份名称响应给客户端，这需要使用dom4j解析china.xml，得到所有<province>元素的name属性值，连接成一个字符串发送给客户端；
* CityServlet：负责得到某个省份元素，然后以字符串形式发送给客户端；

ProvinceServlet.java

|  |
| --- |
| **public** **class** ProvinceServlet **extends** HttpServlet {  **public** **void** doGet(HttpServletRequest request, HttpServletResponse response)  **throws** ServletException, IOException {  // 注意设置编码  response.setContentType("text/html;charset=utf-8");    // 使用DOM4J解析xml文档  InputStream input = **this**.getClass().getClassLoader().getResourceAsStream("china.xml");  SAXReader reader = **new** SAXReader();  **try** {  Document doc = reader.read(input);  // xpath查询所有province元素的name属性  List<Attribute> provinceNameAttributeList = doc.selectNodes("//province/@name");  // 用来装载所有name属性值  List<String> provinceNames = **new** ArrayList<String>();  // 遍历每个属性，获取属性名称，添加到list中  **for**(Attribute proAttr : provinceNameAttributeList) {  provinceNames.add(proAttr.getValue());  }  // System.out.println(provinceNames);  // 把list转换成字符串  String str = provinceNames.toString();  // 把字符串前后中的[]去除发送给客户端  response.getWriter().print(str.substring(1, str.length()-1));  } **catch** (DocumentException e) {  **throw** **new** RuntimeException(e);  }  }  } |

CityServlet.java

|  |
| --- |
| **public** **class** CityServlet **extends** HttpServlet {  **public** **void** doPost(HttpServletRequest request, HttpServletResponse response)  **throws** ServletException, IOException {  request.setCharacterEncoding("utf-8");  // 注意，这里内容类型必须是text/xml，不然客户端得到的就不是xml文档对象，而是字符串了。  response.setContentType("text/xml;charset=utf-8");  // 获取省份参数  String provinceName = request.getParameter("provinceName");    InputStream input = **this**.getClass().getClassLoader().getResourceAsStream("china.xml");  SAXReader reader = **new** SAXReader();  **try** {  Document doc = reader.read(input);  // 查询指定省份名称的<province>元素  Element provinceElement = (Element)doc.selectSingleNode("//province[@name='" + provinceName + "']");  // System.out.println(provinceElement.asXML());  // 把元素转换成字符串发送给客户端  response.getWriter().print(provinceElement.asXML());  } **catch** (Exception e) {  **throw** **new** RuntimeException(e);  }  }  } |

客户端：

* 在打开select.jsp页面时就向服务器请求所有省份的名称，添加到<select name=”province”>元素中。
* 给<select name=”province”>元素添加onchange事件监听，内容为向服务器发送请求，得到XML文档：<province>元素，然后解析它，添加到<select name=”city”>中。

|  |
| --- |
| // 文档加载完成后  // 加载所有省份名称  window.onload = **function**() {  /\*  请求服务器，加载所有省名称到<select>中  \*/  /\*  1. ajax四步  \*/  **var** xmlHttp = createXMLHttpRequest();  xmlHttp.onreadystatechange = callback;//服务器响应完成后执行callback函数  xmlHttp.open("GET", "/ajaxdemo1/ProvinceServlet", **true**);//向服务器发送GET请求  xmlHttp.send(**null**);//发送请求  }; |
| // 本方法获取服务器响应的所有省份的名称  **function** callback() {  **if**(**this**.readyState == 4 && **this**.status == 200) {  // 把服务器响应的省份名称，使用逗号分割成字符串数组  **var** provinceNameArray = **this**.responseText.split(", ");  // 遍历每个省份名称，使用每个省份名称创建<option>元素，添加到province的<select>中  **for**(**var** i = 0; i < provinceNameArray.length; i++) {  addProvinceOption(provinceNameArray[i]);  }  // 为province的<select>元素添加onchange事件监听  document.getElementById("province").onchange = loadCities;  }  } |
| // 本函数在province的<select>元素发送变化时执行！  // 本函数会使用当前选中的省份名称为参数，向服务器发送请求，获取当前省份下的所有城市！  **function** loadCities() {  **var** proName = **this**.value;//获取<select>选择的省份名称  /\*  AJAX4步  \*/  **var** xmlHttp = createXMLHttpRequest();//创建异常对象  // 指定回调函数  xmlHttp.onreadystatechange = **function**() {  **if**(xmlHttp.readyState == 4 && xmlHttp.status == 200) {  // 得到服务器响应的xml文档对象  **var** doc = xmlHttp.responseXML;//注意，这里使用的是resopnseXML属性，不是resopnseText  // 获取文档中所有city元素  **var** cityElementList = doc.getElementsByTagName("city");  // 获取html元素：city的<select>  **var** citySelect = document.getElementById("city");  // 删除city的<select>元素的所有子元素  removeChildNodes(citySelect);    // 创建<option>元素，指定文本内容为“请选择”  **var** qxzOption = document.createElement("option");  **var** textNode = document.createTextNode("===请选择===");  qxzOption.appendChild(textNode);  // 把"请选择"这个<option>添加到<select>元素中  citySelect.appendChild(qxzOption);    // 循环遍历每个服务器端响应的每个<city>元素  **for**(**var** i = 0; i < cityElementList.length; i++) {  **var** cityEle = cityElementList[i];  **var** cityName = **null**;  // 获取<city>元素的文本内容！处理浏览器差异！  **if**(window.addEventListener) {  cityName = cityEle.textContent;  } **else** {  cityName = cityEle.text;  }  // 使用城市名称创建<option>，并添加到<select>元素中  addCityOption(cityName);  }  }  };  xmlHttp.open("POST", "/ajaxdemo1/CityServlet", **true**);//打开与服务器的连接  // 因为是POST请求，所以要设置Content-Type请求头  xmlHttp.setRequestHeader("Content-Type", "application/x-www-form-urlencoded");  // 参数为当前选中的省份名称  xmlHttp.send("provinceName=" + proName);  } |
| // 使用proName创建<option>元素添加到<select>元素中  **function** addProvinceOption(proName) {  **var** option = document.createElement("option");//创建<option>元素  **var** textNode = document.createTextNode(proName);//使用省份名称创建文本节点  option.appendChild(textNode);//把省份名称的文本节点添加到<option>元素中  option.setAttribute("value", proName);//使用省份名称来设置<option>元素的value属性  document.getElementById("province").appendChild(option);//把<option>元素添加到<select>元素中  } |
| // 本函数用来创建城市的<option>，并添加到<select>元素中  **function** addCityOption(cityName) {  **var** citySelect = document.getElementById("city");//获取id为city的<select>  **var** cityOption = document.createElement("option");//创建<option>元素  **var** textNode = document.createTextNode(cityName);//使用城市名称创建文本节点  cityOption.appendChild(textNode);//把文本节点添加到<option>元素中  cityOption.setAttribute("value", cityName);//设置<option>元素的value属性为城市名称  citySelect.appendChild(cityOption);//把<option>元素添加到<select>元素中  } |
| //删除指定元素的所有子元素  **function** removeChildNodes(ele) {  **var** nodes = ele.childNodes;//获取当前元素的所有子元素集合  **while**(nodes.length > 0) {//遍历所有子元素  ele.removeChild(nodes[0]);//删除子元素  }  } |

### XStream

#### 1　XStream的作用

XStream可以把JavaBean对象转换成XML！

通常服务器向客户端响应的数据都是来自数据库的一组对象，而我们不能直接把对象响应给响应端，所以我们需要把对象转换成XML再响应给客户端，这时就需要使用XStream组合了。

#### 2　XStream入门

为了演示XStream的作用，我们需要先写两个类，Province和City。

City.java

|  |
| --- |
| **public** **class** City {  **private** String name;  **private** String description;  ……  } |

Province.java

|  |
| --- |
| **public** **class** Province {  **private** String name;  **private** List<City> cities = **new** ArrayList<City>();    **public** **void** addCity(City city) {  cities.add(city);  }  ……  } |

接下来，我们需要写一个main()，创建一个List，List中存放两个Province对象！最终我们把List转换成XML。

|  |
| --- |
| Province p1 = **new** Province("辽宁省");  p1.addCity(**new** City("沈阳", "shenyang"));  p1.addCity(**new** City("大连", "dalian"));    Province p2 = **new** Province("吉林省");  p2.addCity(**new** City("长春", "changchen"));  p2.addCity(**new** City("白城", "baicheng"));    List<Province> list = **new** ArrayList<Province>();  list.add(p1);  list.add(p2); |

##### 2.1　XStream相关JAR包

我们可以到http://xstream.codehaus.org/地址去下载XStream安装包！

XStream的必导JAR包：

* 核心JAR包：xstream-1.4.7.jar；
* 必须依赖包：xpp3\_min-1.1.4c（XML Pull Parser，一款速度很快的XML解析器）；

##### 2.2　使用XStream把Java对象转换成XML

下面是使用XStream转换list为XML的代码：

|  |
| --- |
| XStream xstream = **new** XStream();  String s = xstream.toXML(list);  System.*out*.println(s); |
| <list>  <cn.itcast.xstream.demo1.Province>  <name>辽宁省</name>  <cities>  <cn.itcast.xstream.demo1.City>  <name>沈阳</name>  <description>shenyang</description>  </cn.itcast.xstream.demo1.City>  <cn.itcast.xstream.demo1.City>  <name>大连</name>  <description>dalian</description>  </cn.itcast.xstream.demo1.City>  </cities>  </cn.itcast.xstream.demo1.Province>  <cn.itcast.xstream.demo1.Province>  <name>吉林省</name>  <cities>  <cn.itcast.xstream.demo1.City>  <name>长春</name>  <description>changchen</description>  </cn.itcast.xstream.demo1.City>  <cn.itcast.xstream.demo1.City>  <name>白城</name>  <description>baicheng</description>  </cn.itcast.xstream.demo1.City>  </cities>  </cn.itcast.xstream.demo1.Province>  </list> |

　　也就是说，XStream是根据对象名、类名、属性名来生成XML文档的！

##### 2.3　alias用法

大家也看到了，生成的XML中，与类名对应的元素名称包含了包名部分，这很不好看！若想自定义生成的元素名称，需要使用XStream为类名提供别名：

|  |
| --- |
| xstream.alias("province", Province.**class**);  xstream.alias("china", List.**class**);  xstream.alias("city", City.**class**); |
| <china>  <province>  <name>辽宁省</name>  <cities>  <city>  <name>沈阳</name>  <description>shenyang</description>  </city>  <city>  <name>大连</name>  <description>dalian</description>  </city>  </cities>  </province>  <province>  <name>吉林省</name>  <cities>  <city>  <name>长春</name>  <description>changchen</description>  </city>  <city>  <name>白城</name>  <description>baicheng</description>  </city>  </cities>  </province>  </china> |

##### 2.4　把子元素变为元素属性

例如我们需要把<province>子元素<name>变成：<province name=””>样式，那么需要调用如下方法：

|  |
| --- |
| xstream.useAttributeFor(Province.**class**, "name"); |
| <china>  <province name="辽宁省">  <cities>  <city>  <name>沈阳</name>  <description>shenyang</description>  </city>  <city>  <name>大连</name>  <description>dalian</description>  </city>  </cities>  </province>  <province name="吉林省">  <cities>  <city>  <name>长春</name>  <description>changchen</description>  </city>  <city>  <name>白城</name>  <description>baicheng</description>  </city>  </cities>  </province>  </china> |

##### 2.5　去除集合属性对应元素

大家可能已经发现了，因为Pronvice类有一个cities成员，所以生成了<cities>元素，但这个元素对XML文档而言没有什么意义，所以我们希望把它去除！

|  |
| --- |
| xstream.addImplicitCollection(Province.**class**, "cities"); |
| <china>  <province name="辽宁省">  <city>  <name>沈阳</name>  <description>shenyang</description>  </city>  <city>  <name>大连</name>  <description>dalian</description>  </city>  </province>  <province name="吉林省">  <city>  <name>长春</name>  <description>changchen</description>  </city>  <city>  <name>白城</name>  <description>baicheng</description>  </city>  </province>  </china> |

##### 2.6　让类的成员不生成对应XML元素

到现在为止，我们都是每个类，每个成员都有对应的元素（或属性）存在，但有时我们并不希望某些类的成员在对应的XML文档中出现，例如我们不希望City类的description成员出现在XML文档中，可以使用下面方法：

|  |
| --- |
| xstream.omitField(City.**class**, "description"); |
| <china>  <province name="辽宁省">  <city>  <name>沈阳</name>  </city>  <city>  <name>大连</name>  </city>  </province>  <province name="吉林省">  <city>  <name>长春</name>  </city>  <city>  <name>白城</name>  </city>  </province>  </china> |

### JSON

#### 1　什么是JSON

JSON(JavaScript Object Notation) 是一种轻量级的数据交换格式。

JSON是用字符串来表示Javascript对象，例如可以在Servlet中发送一个JSON格式的字符串给客户端Javascript，Javascript可以执行这个字符串，得到一个Javascript对象。

XML也可以用来佟大为数据交换，前面已经学习过在Servlet中发送XML给Javascript，然后Javascript再去解析XML。

#### 2　JSON对象语法

JSON 语法：

* 数据在名称/值对中（与java的map相似）
* 数据由逗号分隔（多个键值对使用逗号分隔）
* 花括号保存对象（对象需要使用大括号括起来）
* 方括号保存数组（数组使用中括号括起来）

|  |
| --- |
| **var** person = {"name":"zhangSan", "age":"18", "sex":"male"};  alert(person.name + ", " + person.age + ", " + person.sex); |

　　注意，key也要在双引号中！

JSON值：

* [数字](http://baike.baidu.com/view/37407.htm" \t "_blank)（整数或浮点数）
* 字符串（在双引号中）
* 逻辑值（true 或 false）
* 数组（在方括号中）
* 对象（在花括号中）
* null

|  |
| --- |
| **var** person = {"name":"zhangSan", "age":"18", "sex":"male", "hobby":["cf", "sj", "ddm"]};  alert(person.name + ", " + person.age + ", " + person.sex + ", " + person.hobby); |

带有方法的JSON对象：

|  |
| --- |
| **var** person = {"name":"zhangSan", "getName":**function**() {**return this**.name;}};  alert(person.name);  alert(person.getName()); |

#### 3　JSON与XML比较

* 可读性：XML胜出；
* 解码难度：JSON本身就是JS对象（主场作战），所以简单很多；
* 流行度：XML已经流行好多年，但在AJAX领域，JSON更受欢迎。

#### 4　把Java对象转换成JSON对象

apache提供的json-lib小工具，它可以方便的使用Java语言来创建JSON字符串。也可以把JavaBean转换成JSON字符串。

##### 4.1　json-lib核心jar包

json-lib的核心jar包有：

* json-lib.jar

json-lib的依赖jar包有：

* commons-lang.jar
* commons-beanutils.jar
* commons-logging.jar
* commons-collections.jar
* ezmorph.jar
* xom-1.1.jar

##### 4.2　json-lib中的核心类

在json-lib中只有两个核心类：

* JSONObject；
* JSONArray；

##### 4.1　JSONObject

JSONObject类本身是一个Map，所以学习它很方便。

|  |
| --- |
| JSONObject jo = **new** JSONObject();  jo.put("name", "zhangSan");  jo.put("age", "18");  jo.put("sex", "male");  System.*out*.println(jo.toString()); |

|  |
| --- |
| Person person = **new** Person("liSi", 18, "female");  JSONObject jo = JSONObject.*fromObject*(person);  System.*out*.println(jo.toString()); |

|  |
| --- |
| Map map = **new** HashMap();  map.put("name", "wangWu");  map.put("age", "81");  map.put("sex", "male");    JSONObject jo = JSONObject.*fromObject*(map);  System.*out*.println(jo.toString()); |

|  |
| --- |
| String xml = "<person><name>zhaoLiu</name><age>59</age><sex>female</sex></person>";  XMLSerializer serial = **new** XMLSerializer();  JSONObject jo = (JSONObject)serial.read(xml);  System.*out*.println(jo.toString()); |

##### 4.2　JSONArray

JSONArray本身是一个List，所以使用起来很方便。

|  |
| --- |
| JSONArray ja = **new** JSONArray();  Person p1 = **new** Person("zhangSan", 18, "male");  Person p2 = **new** Person("liSi", 23, "female");  ja.add(p1);  ja.add(p2);    System.*out*.println(ja.toString()); |

|  |
| --- |
| Person p1 = **new** Person("zhangSan", 18, "male");  Person p2 = **new** Person("liSi", 23, "female");  List<Person> list = **new** ArrayList<Person>();  list.add(p1);  list.add(p2);    JSONArray ja = JSONArray.*fromObject*(list);    System.*out*.println(ja.toString()); |

|  |
| --- |
| Person p1 = **new** Person("zhangSan", 18, "male");  Person p2 = **new** Person("liSi", 23, "female");  Person[] persons = {p1, p2};    JSONArray ja = JSONArray.*fromObject*(persons);    System.*out*.println(ja.toString()); |

#### 5　JS解释服务器发送过来的JSON字符串

服务器发送过来JSON字符串后，客户端需要对其进行解析。这时客户端需要使用eval()方法对JSON字符串进行执行！但要注意，eval()方法在执行JSON时，必须把JSON字符串使用一对圆括号括起来。

|  |
| --- |
| **var** json = "{\"name\":\"zhangSan\", \"age\":\"18\", \"sex\":\"male\"}";  **var** person = eval("(" + json + ")");  alert(person.name + ", " + person.age + ", " + person.sex); |