# 类型转换

## 概述

从一个HTML表单到一个动作对象,类型转换将是从字符串到非字符串.因为HTTP没有“类型”的概念，所以一切表单输入都将以请求参数的形式被发送到服务器，而每一项表单输入之可能是一个String或一个String数组。在服务器端，必须先把这些String值转换为特定的数据类型，才能进行相应的处理。

把请求参数映射到动作属性的工作由Parameters拦截器负责，它是defaultStack拦截器栈的一员。所有的请求参数都是String类型，但并非所有的动作属性都是String类型，所以每一种非String类型的动作属性需要对相关的请求参数进行类型转换。

## struts2提供的转换解决方案

Struts2在类型转换失败时会发生错误，具体如何处理取决于你的动作类是否实现了com.opensymphony.xwork2.ValidationAware接口。

1. 没有实现该接口：struts在遇到类型转换错误时仍会继续调用其动作方法，就好像什么问题都没有发生过那样。
2. 如果实现了该接口：struts在遇到类型转换错误时不会继续调用其动作方法，它将检查相关动作元素中是否包含着一个input结果。如果是，struts将把控制权转交给那个result元素；如果找不到这样的结果，struts将抛出一个异常。

注：如果你的动作类继承自com.opensymphony.xwork2.ActionSupport，就相当于你间接实现了com.opensymphony.xwork2.ValidationAware接口。

## 类型转换错误消息的定制

conversionError拦截器负责添加与类型转换有关的出错消息和保存各请求参数的原始值，它是defaultStack中的一员。使用该拦截器的前提是你实现了com.opensymphony.xwork2.ValidationAware接口。

如果你用来呈现这个字段的标签使用的不是simple主题，有非法值的字段将导致一条有着以下格式的出错消息：

Invalid field value for field "*fieldName*".

我们可以通过以下方式来改变该消息：

1. 在动作类所在的包中创建一文件，文件的命名规则是*ClassName*.properties。
2. 在该文件中增加以下内容：invalid.fieldvalue.*fieldName*=Your message。*fieldName*是你动作类中队应的字段。

## 示例

## 自定义类型转换器

### TypeConverter接口

struts2内建的类型转换器并不能解决所有的问题，那就需要自己创建类型转换器。

自定义的类型转换器必须实现ognl.TypeConverter接口或对这个接口的某种具体实现做进一步扩展。
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TypeConverter接口只有一个名为convertValue的方法，它的方法签名如下：

public Object convertValue(Map<String, Object> context, Object target, Member member, String propertyName, Object value, Class toType);

参数：

context：将在其中进行类型转换的OGNL上下文环境。

target：将在其中对有关属性进行设置的目标对象。

member：将被设置的类成员的名字。

propertyName：将被设置的属性的名字。

value：将被转换的值。

toType：转换结果的类型。

### DefaultTypeConverter

与自行实现TypeConverter接口相比，对该类扩展更容易一些，他是对TypeConverter金额接口的一种默认实现类，且他有简单的方法签名。

**public** Object convertValue(Map<String, Object> context, Object value, Class toType) {

**return** convertValue(value, toType);

}

**public** Object convertValue(Map<String, Object> context, Object target, Member member,

String propertyName, Object value, Class toType) {

**return** convertValue(context, value, toType);

}

### 自定义类型转换器的配置

在使用一个自定义的类型转换器之前，必须先对它进行配置。这种配置可以基于字段，也可以基于类。

#### 基于字段：

在动作类所在的包中创建*ActionClass*-conversion.properties的文件，其中的内容可能为下所示：

*fieldname*=customConverter1

#### 基于类：

在WEB-INF/classes子目录下创建一个conversion.properties文件，其中的内容可能为下所示：

*fullQualifieldClassName*=customerConverter1

## 与复杂对象的配合使用

### 与Collection配合使用

### 与Map配合使用

# 验证

Strut2验证可以通过一个XML配置文件和注解的方式来实现，当然手工验证（编码验证）也是支持的。同时也可以通过XML和注解共同使用的方式实现联合验证。

Struts2的验证是通过validation和workflow拦截器实现的，它们都属于default interceptor stack。validation拦截器用于验证并组织错误消息。workflow拦截器用于检测是否包含错误消息，假如有，它将返回结果为input所指向的页面，并将错误消息和原先输入的数据一同呈现给客户。

如果您的程序中使用了默认的验证（或者转换器）而没有提供为input的结果，则将出现错误。

## 注解验证

注解验证从struts2.1版本开始就不建议使用了。

## 示例

### 基础验证Basic Validation

让我们一步一步做一个基础验证的示例

1. 步骤一：创建输入表单

|  |
| --- |
| **create.jsp** |
| <body>  <s:form action="helloValidation">  <s:textfield name="name" label="姓名"></s:textfield>  <s:textfield name="age" label="年龄"></s:textfield>  <s:textfield name="address" label="籍贯"></s:textfield>  <s:submit value="提交"></s:submit>  </s:form>  </body> |

1. 步骤二：创建动作类

|  |
| --- |
| **HelloAction.java** |
| package cn.wzhting;  import com.opensymphony.xwork2.ActionSupport;  public class HelloAction extends ActionSupport {  private static final long serialVersionUID = 117358005790515177L;  private String name;  private Integer age;  private String address;  public String getName() {  return name;  }  public void setName(String name) {  this.name = name;  }    public Integer getAge() {  return age;  }  public void setAge(Integer age) {  this.age = age;  }  public String getAddress() {  return address;  }  public void setAddress(String address) {  this.address = address;  }    } |

1. 步骤三：创建验证器。验证配置文件必须是以下两种形式之一

* <ActionClassName>-validation.xml
* <ActionClassName>-<ActionAliasName>-validation.xml

|  |
| --- |
| **HelloAction-validation.xml** |
| <?xml version="1.0" encoding="UTF-8"?>  <!DOCTYPE validators PUBLIC  "-//OpenSymphony Group//XWork Validator 1.0.2//EN"  "http://www.opensymphony.com/xwork/xwork-validator-1.0.2.dtd">  <validators>  <field name="name">  <field-validator type="requiredstring">  <message>请输入姓名</message>  </field-validator>  </field>  <field name="age">  <field-validator type="int">  <param name="min">13</param>  <param name="max">19</param>  <message>年龄为13~19周岁的才允许填写</message>  </field-validator>  </field>  </validators> |

1. 步骤四：请确认你的struts.xml文件中该动作有input的结果。

|  |
| --- |
| **struts.xml** |
| …  <action name="helloValidation" class="cn.wzhting.HelloAction">  <result name="success">/createConfirm.jsp</result>  <result name="error">/error.jsp</result>  <result name="input">/create.jsp</result>  </action>  … |

假如你没有这样设置，你将会得到“No result defined for action \*\*\* and result input”的错误提示。

### 客户端验证Client-side Validation

让我们一步一步做一个客户端验证的示例

* <s:form>标签的validate设置为true;
* 某些主题（themes）不支持客户端验证；

步骤一：创建输入表单

|  |
| --- |
| **create.jsp** |
| <head>  <meta http-equiv="Content-Type" content="text/html; charset=UTF-8" />  <title>Validation - Basic</title>  <s:head/>  </head>  <body>  <s:form action="helloValidation.action" validate="true">  <s:textfield name="name" label="姓名"></s:textfield>  <s:textfield name="age" label="年龄"></s:textfield>  <s:textfield name="address" label="籍贯"></s:textfield>  <s:submit value="提交"></s:submit>  </s:form>  </body> |

注意：

* 虽然使用了<s:head/>标签，此处我们只是利用其默认样式。
* 虽然struts2中的动作带不带action后缀效果一样，但是在此处最好加上action后缀，不然会报错。

步骤二、三、四通《基础验证 Basic Validation》一节，此处省略。

#### 动作和命名空间(Action and namespace)

如果表单提交到的动作不在默认命名空间里，在使用<s:form>时必须指定其namespace属性。例如，helloValidation在命名空间/ns内，可能的struts.xml如下：

|  |
| --- |
| **struts.xml** |
| …  <package name="p1" extends="struts-default" namespace="/ns">  <action name="helloValidation" class="cn.wzhting.HelloAction">  <result name="success">/createConfirm.jsp</result>  <result name="error">/error.jsp</result>  <result name="input">/create.jsp</result>  </action>  </package>  … |

输入表单如下：

|  |
| --- |
| **create.jsp** |
| <head>  <meta http-equiv="Content-Type" content="text/html; charset=UTF-8" />  <title>Validation - Basic</title>  <s:head/>  </head>  <body>  <s:form action="helloValidation.action" validate="true" namespace="/ns">  <s:textfield name="name" label="姓名"></s:textfield>  <s:textfield name="age" label="年龄"></s:textfield>  <s:textfield name="address" label="籍贯"></s:textfield>  <s:submit value="提交"></s:submit>  </s:form>  </body> |

看上去应该能正常运行，客户端验证将不能。struts必须准确的知道动作所在的命名空间（不是通过URL），因此正确的写法如下：

|  |
| --- |
| **create.jsp** |
| <head>  <meta http-equiv="Content-Type" content="text/html; charset=UTF-8" />  <title>Validation - Basic</title>  <s:head/>  </head>  <body>  <s:form action="/ns/helloValidation.action" validate="true">  <s:textfield name="name" label="姓名"></s:textfield>  <s:textfield name="age" label="年龄"></s:textfield>  <s:textfield name="address" label="籍贯"></s:textfield>  <s:submit value="提交"></s:submit>  </s:form>  </body> |

## 内建验证器

struts2为我们共内置了16个验证器，且全部是基于字段的验证器。

### required validator

#### 功能

用来验证某个给定的字段的值不是null。注意，空字符串不是null。

#### 参数

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 参数名 | 类型 | 默认值 | 必须的 | 描述 |
| fieldName | String |  | no | 要验证的字段名 |

（用法见后面的说明）

#### 示例

页面：

<s:fielderror/>

<s:form action=*"validate"*>

<s:textfield name=*"userName"* label=*"用户名"*></s:textfield>

<s:submit value=*"登录"*></s:submit>

</s:form>

动作类:

**import** com.opensymphony.xwork2.ActionSupport;

**public** **class** ValidationAction **extends** ActionSupport {

**private** **static** **final** **long** *serialVersionUID* = 6877330242746547448L;

**private** String userName;

**private** String password;

**public** String getUserName() {

**return** userName;

}

**public** **void** setUserName(String userName) {

**this**.userName = userName;

}

**public** String getPassword() {

**return** password;

}

**public** **void** setPassword(String password) {

**this**.password = password;

}

}

验证配置文件:

<validators>

<field name=*"password"*>

<field-validator type=*"required"*>

<message>The password field is required!</message>

</field-validator>

</field>

</validators>

运行结果:

![](data:image/png;base64,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)

#### 说明

验证配置文件的另外一种写法：

<validators>

<validator type=*"required"*>

<param name=*"fieldName"*>password</param>

<message>The password field is required!</message>

</validator>

</validators>

### requiredstring validator

#### 功能

验证给定的字段的值既不是null、也不是空白。

#### 参数

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 参数名 | 类型 | 默认值 | 必须的 | 描述 |
| fieldName | String |  | no | 要验证的字段名 |
| trim | Boolean | true | no | 验证前是否要去掉前导和尾缀的空白字符 |

#### 示例

页面：

<s:form action=*"validate"*>

<s:textfield name=*"userName"* label=*"用户名"* required=*"true"* requiredposition=*"left"*></s:textfield>

<s:password name=*"password"* label=*"密码"* required=*"true"* requiredposition=*"left"*></s:password>

<s:submit value=*"登录"*></s:submit>

</s:form>

动作类:

**import** com.opensymphony.xwork2.ActionSupport;

**public** **class** ValidationAction **extends** ActionSupport {

**private** **static** **final** **long** *serialVersionUID* = 6877330242746547448L;

**private** String userName;

**private** String password;

**public** String getUserName() {

**return** userName;

}

**public** **void** setUserName(String userName) {

**this**.userName = userName;

}

**public** String getPassword() {

**return** password;

}

**public** **void** setPassword(String password) {

**this**.password = password;

}

}

验证配置文件:

<validators>

<field name=*"userName"*>

<field-validator type=*"requiredstring"*>

<message>Please input the userName!</message>

</field-validator>

</field>

<field name=*"password"*>

<field-validator type=*"requiredstring"*>

<param name=*"trim"*>false</param>

<message>Please input the password!</message>

</field-validator>

</field>

</validators>

运行结果:

![](data:image/png;base64,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)

#### 说明

验证配置文件的另外一种写法：

<validators>

<validator type=*"requiredstring"*>

<param name=*"fieldName"*>userName</param>

<message>Please input the userName!</message>

</validator>

<validator type=*"requiredstring"*>

<param name=*"fieldName"*>password</param>

<param name=*"trim"*>false</param>

<message>Please input the password!</message>

</validator>

</validators>

### int validator

#### 功能

用来验证某个字段的值是否可以被转换为一个整数。若指定参数，还验证是否在允许的范围内。

#### 参数

|  |  |  |  |
| --- | --- | --- | --- |
| 参数名 | 类型 | 默认值 | 描述 |
| fieldName | String |  | 要验证的字段名 |
| min | Integer |  | 允许的最小值。若没有给出该参数则无限制 |
| max | Integer |  | 允许的最大值。若没有给出该参数则无限制 |

#### 示例

页面：

<s:form action=*"validate"*>

<s:textfield name=*"age"* label=*"年龄"*></s:textfield>

<s:submit value=*"登录"*></s:submit>

</s:form>

动作类:

**private** Integer age;

**public** Integer getAge() {

**return** age;

}

**public** **void** setAge(Integer age) {

**this**.age = age;

}

验证配置文件:

<validators>

<field name=*"age"*>

<field-validator type=*"int"*>

<param name=*"min"*>18</param>

<param name=*"max"*>60</param>

<message>The age must be between ${min} and ${max}</message>

</field-validator>

</field>

</validators>

运行结果:
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#### 说明

验证配置文件的另外一种写法：

<validators>

<validator type=*"int"*>

<param name=*"fieldName"*>age</param>

<param name=*"min"*>18</param>

<param name=*"max"*>60</param>

<message>The age must be between ${min} and ${max}</message>

</validator>

</validators>

### long validator

#### 功能

用来验证某个字段的值是否可以被转换为一个长整数。若指定参数，还验证是否在允许的范围内。

#### 参数

|  |  |  |  |
| --- | --- | --- | --- |
| 参数名 | 类型 | 默认值 | 描述 |
| fieldName | String |  | 要验证的字段名 |
| min | Long |  | 允许的最小值。若没有给出该参数则无限制 |
| max | Long |  | 允许的最大值。若没有给出该参数则无限制 |

#### 示例

页面：

动作类:

验证配置文件:

运行结果:

#### 说明

### short validator

#### 功能

用来验证某个字段的值是否可以被转换为一个短整数。若指定参数，还验证是否在允许的范围内。

#### 参数

|  |  |  |  |
| --- | --- | --- | --- |
| 参数名 | 类型 | 默认值 | 描述 |
| fieldName | String |  | 要验证的字段名 |
| min | Short |  | 允许的最小值。若没有给出该参数则无限制 |
| max | Short |  | 允许的最大值。若没有给出该参数则无限制 |

#### 示例

页面：

动作类:

验证配置文件:

运行结果:

#### 说明

### double validator

#### 功能

用来验证某个字段的值是否可以被转换为一个双精度浮点数。若指定参数，还验证是否在允许的范围内。

#### 参数

|  |  |  |  |
| --- | --- | --- | --- |
| 参数名 | 类型 | 默认值 | 描述 |
| fieldName | String |  | 要验证的字段名 |
| minInclusive | Double |  | 允许的最小值。若没有给出该参数则无限制（含最小值） |
| maxInclusive | Double |  | 允许的最大值。若没有给出该参数则无限制（含最大值） |
| minExclusive | Double |  | 允许的最小值。若没有给出该参数则无限制（不含最小值） |
| maxExclusive | Double |  | 允许的最大值。若没有给出该参数则无限制（不含最大值） |

#### 示例

页面：

<s:form action=*"validate"*>

<s:textfield name=*"percentage1"* label=*"百分比1"*></s:textfield>

<s:textfield name=*"percentage2"* label=*"百分比2"*></s:textfield>

<s:submit value=*"保存"*></s:submit>

</s:form>

动作类:

**private** Double percentage1;

**private** Double percentage2;

**public** Double getPercentage1() {

**return** percentage1;

}

**public** **void** setPercentage1(Double percentage1) {

**this**.percentage1 = percentage1;

}

**public** Double getPercentage2() {

**return** percentage2;

}

**public** **void** setPercentage2(Double percentage2) {

**this**.percentage2 = percentage2;

}

验证配置文件:

<validators>

<field name=*"percentage1"*>

<field-validator type=*"double"*>

<param name=*"minInclusive"*>20.1</param>

<param name=*"maxInclusive"*>50.1</param>

<message> The age must be between ${ *minInclusive* } and ${ *maxInclusive* }(含)</message>

</field-validator>

</field>

<field name=*"percentage2"*>

<field-validator type=*"double"*>

<param name=*"minExclusive"*>0.345</param>

<param name=*"maxExclusive"*>99.987</param>

<message> The age must be between ${ *minExclusive* } and ${ *maxExclusive* }(不含)</message>

</field-validator>

</field>

</validators>

运行结果:
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#### 说明

验证配置文件的另外一种写法：

<validators>

<validator type=*"double"*>

<param name=*"fieldName"*>percentage1</param>

<param name=*"minInclusive"*>20.1</param>

<param name=*"maxInclusive"*>50.1</param>

<message> The age must be between ${ minInclusive } and ${ maxInclusive }(含)</message>

</validator>

<validator type=*"double"*>

<param name=*"fieldName"*>percentage2</param>

<param name=*"minExclusive"*>0.345</param>

<param name=*"maxExclusive"*>99.987</param>

<message> The age must be between ${ minExclusive } and ${ maxExclusive }(不含)</message>

</validator>

</validators>

### date validator

#### 功能

用来确保给定的日期字段的值落在一个给定的范围内。

#### 参数

|  |  |  |  |
| --- | --- | --- | --- |
| 参数名 | 类型 | 默认值 | 描述 |
| fieldName | String |  | 要验证的字段名 |
| min | java.util.Date |  | 允许的最小值。若没有给出该参数则无限制（含最小值） |
| max | java.util.Date |  | 允许的最大值。若没有给出该参数则无限制（含最大值） |

#### 示例

页面：

<s:form action=*"validate"*>

<s:textfield name=*"birthday"* label=*"出生日期"*></s:textfield>

<s:submit value=*"保存"*></s:submit>

</s:form>

动作类:

**private** Date birthday;

**public** Date getBirthday() {

**return** birthday;

}

**public** **void** setBirthday(Date birthday) {

**this**.birthday = birthday;

}

验证配置文件:

<validators>

<field name=*"birthday"*>

<field-validator type=*"date"*>

<param name=*"min"*>2011-01-01</param>

<param name=*"max"*>2011-12-31</param>

<message>日期必须为2011年</message>

</field-validator>

</field>

</validators>

运行结果:
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#### 说明

验证配置文件的另外一种写法：

<validators>

<validator type=*"date"*>

<param name=*"fieldName"*>birthday</param>

<param name=*"min"*>2011-01-01</param>

<param name=*"max"*>2011-12-31</param>

<message>日期必须为2011年</message>

</validator>

</validators>

### expression validator

#### 功能

用于验证是否满足一个OGNL表达式。这是一个非字段的验证。只有给定的参数的返回值是true时才能验证通过。验证不通过时产生一个动作错误，因此要显示该错误，需要使用<s:actionerror/>标签。

#### 参数

|  |  |  |  |
| --- | --- | --- | --- |
| 参数名 | 类型 | 默认值 | 描述 |
| expression | String |  | OGNL表达式，只有该表达式为true才能验证通过 |

#### 示例

页面：

<s:actionerror/>

<s:form action=*"validate"*>

<s:textfield name=*"minNumber"* label=*"最小值"*></s:textfield>

<s:textfield name=*"maxNumber"* label=*"最大值"*></s:textfield>

<s:submit value=*"保存"*></s:submit>

</s:form>

动作类:

**private** Integer minNumber;

**private** Integer maxNumber;

**public** Integer getMinNumber() {

**return** minNumber;

}

**public** **void** setMinNumber(Integer minNumber) {

**this**.minNumber = minNumber;

}

**public** Integer getMaxNumber() {

**return** maxNumber;

}

**public** **void** setMaxNumber(Integer maxNumber) {

**this**.maxNumber = maxNumber;

}

验证配置文件:

<validators>

<validator type=*"expression"*>

<param name=*"expression"*>

maxNumber>minNumber

</param>

<message>最大值必须大于最小值</message>

</validator>

</validators>

运行结果:

![](data:image/png;base64,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)

#### 说明

该验证器没有字段形式的写法。要进行字段验证，请使用fieldexpression验证器。

### fieldexpression validator

#### 功能

用于验证某个字段是否满足一个OGNL表达式。这是一个基于字段的验证。只有给定的参数的返回值是true时才能验证通过。验证不通过时产生一个字段错误。

#### 参数

|  |  |  |  |
| --- | --- | --- | --- |
| 参数名 | 类型 | 默认值 | 描述 |
| fieldName | String |  | 要验证的字段名 |
| expression | String |  | OGNL表达式，只有该表达式为true才能验证通过 |

#### 示例

页面：

<s:form action=*"validate"*>

<s:textfield name=*"minNumber"* label=*"最小值"*></s:textfield>

<s:textfield name=*"maxNumber"* label=*"最大值"*></s:textfield>

<s:submit value=*"保存"*></s:submit>

</s:form>

动作类:

**private** Integer minNumber;

**private** Integer maxNumber;

**public** Integer getMinNumber() {

**return** minNumber;

}

**public** **void** setMinNumber(Integer minNumber) {

**this**.minNumber = minNumber;

}

**public** Integer getMaxNumber() {

**return** maxNumber;

}

**public** **void** setMaxNumber(Integer maxNumber) {

**this**.maxNumber = maxNumber;

}

验证配置文件:

<validators>

<field name=*"maxNumber"*>

<field-validator type=*"fieldexpression"*>

<param name=*"expression"*>

maxNumber>minNumber

</param>

<message>最大值必须大于最小值1</message>

</field-validator>

</field>

</validators>

运行结果:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAQMAAAB5CAIAAACyfdOPAAAAAXNSR0IArs4c6QAADM1JREFUeF7tXV9oXkkVT1LTprtpkiZNt1qrxTYBl/ogu08J+CQLifXNUixoECHFp12UvGhBBBGkKM2TNCBLVqiU+iBYG1l8EtKnXVawxNJEiay6bdPapM12002beNJpprNz586cuf9mvvv9LqHc7+bMOWd+5/zmnPN9X2jrOzffa8EFBJoegbamRwAAAIEtBMAE5AEQABOQA0BgGwHUBOQCEEBNQA4AAdQE5AAQUBFAd4R8AAJbCLTW4POEB7c/fLy0sby8gpA2OgI9Pd2f6m/bs//F6jdSBybsXz+4a/fO/X3d1cMHi8UicPvuyv0HD1d23ypWLUebd3f06oEvG/WmPVeFM8hwlpAJ0IAT7PhlAsbRmwmEJmVn8qcGXVb8iQIPy0PArzuynNBOJtBapoyvFeqODn22vzyMoLlKBBYWPwjSHXkzwZjN/Cy3YJpUwlG71RqBCVWmasm2QjHBuzvyao2YXb6GbXKVt56FyeHW0zNS79bLZ5fytOSQQn1DIeDHBCoIxh8xPHDOe8vArVYbwTd6Im98UJ05PfDG1ecLtl4eu7K5dV0ZnxodnlzwUQbZ5kCAxQRjHdAeJrsmY28jkttSBMQq8UNimtr3p8ZePX7h/fTYPD39R6+Njw9JmZnfTw2dmxh5+npk4tzQ1bn55ogtdumDAIsJWjo6B19RIqSYcQAQThqPfI1jPttpaRk8M7+5OTvx8vNVI+c3Z18/+uz1/JxSLPw0Q7rWCLCYoJ3TAhDLyW2fdFUiCSWavNqAaWXh0Pj0O5dPHUoPydGRke2kNwgtTP70eX2odVyxOV8EWEyQh7exsdFKBPMNH6Oj6mwgKoPvfizy1DhtzQvP60OBuqGq4RHgMkFr3NNmWeY7ofb+SqsJhWD8lAYt5+bPi3kBFxDQEHAzQT2nRXGQKpIJzRkhNA808qQP4rM/OzD228UsEXxWDZRxIYsWrKk1AjYmyP5Ezgmya5f0KBAcdRqRJagA/QuTY6gGBeBYcxU2JmhdSvINftkjpTX9eWYGoVOZFoZ/eHP6m4e94zFzlj5buPrGwPZHa63qR27e2rCgrgh4fNtC9EUZ+h8LdmptSX7UwLSFb1vUKTtDfdvCgwnRwg0mRBuaDI6FYoJ7Ys6wGSwBAg2HAJjQcCGDw6UgUBMm0F/9lQIPlFaLQMA41mFO6Nh4oXvH/mpDBmtlIbDy5PZa28OytKfrrQMTqkcNFuuHQE26o/oFBjuqGAEwoWLAYS5SBMCESAMDtypGoPQ54RXrN6vfdf2PPmK5U4xkNEn+Qi/E86jNs9buZM1A9opIUcIVMSGZysy0YIplZgJfv0BcyluSL423HFv2nBY+8MHkWExCZ8mtao6bopLbS09FTEjzyXnYM2Mpw2nZPDNBLRaNv/L10LlldQtM5RXXhAwgeyVlEOGKmMA/xjQUvFJBtcJcqJ30lgMyJw28jl4JAnMXaWI5lztjwdQfJLN9jVY0MRNk2o+vo9XI81NKbEcSSe6uGj+NVhoF5IAQWUyXXhP42+a0yKo2WQHkQnqSpsTYkyTz3nnwa3NCWhXKvBfnMczH0y6p7jTtPtmn0RNfkItyuGw9ZTGhylRIMsHZJtGSj3/8/Z0/+aUIrdYjcUaFJCWcrYJdIANiGZYY+y7NMctxoDLBCXLZuVus/rKYIHNr47WvvPfWpOiSn4x9468//5HXBpjpJXTyjys7E4S3Kkk0qqgCliqR/4B3bl94kgFkex0wcsMXZK9ABxcufU5oe/svon+VyaS1sxYI1FVGsbREIUrIHybEzpxzCnC6EUkhpldMMV+QvfZSIMjM7QQRK50JdFyJpFS3l3ySbfNpelSyJTWL0P7te9+Sv0oGWzisUVE+/NKvfpPN4ZJWFQ6yuv1sIJe00/LUls4E7biyJF9aL6ElJQcLr5rgPCCdAk6XpIYMe3EqJwEvkPNvR7ZJvoWXs5dQMqUzQTuuSkqFJItkWUgjmFajVIpqk6h6KGr1RAw/Xh+WlRFpPshF0UAUzDSQy9hj2TpLZ4KEjG52TP+OsJN5Y0kgLWC+/LHUBGOrZkQ5Kal6pdFD7IvzXq3vXpgZIIcxO8j8vtQp6VV4mbsIKFYWE2RgqHDT9kT4xfGZbQ4uPIG0g98Zg+RpKp7Qu2EW34xncFF7yQOyc7/NJlDiu6haEqiZpw1kKuj28p32W2ZayzNb6klbqJ3uaTRQxTgyXjtdfWuy89uvy3PEmJrZQFZbQY4VIe8LcmNxqUQmGBt0La4SXLVW2NtudYkaUXvG8FMwGT9+iicJlmEv2TalJWuSomn48CcHvmRjcUB4Wx0TGhEd+Nw8CJQ1JzQPgthpPRAAE+oRR+wiLwJgQl4Esb4eCIAJ9YgjdpEXATAhL4JYXw8EwIR6xBG7yItAHd5Fvfavj/++2La4tJoXDKwPjcDh/s4vHt449vmd1TtSByY8uv+5rs72Y5/eUz18sFgsAtc+ePDve2v9ff8pVi1Hm3d3lPaRO+ej+AwynCW0T9CAE+z4ZQLG0ZsJhKb44pf24/xmMsk7ZeIPFTysKwJ+TGCe0JnBEmxROaYRL7NmLAQCdgT85oS0c9153jsFRMYnvwHKKSM0JwwN9CLS9UDgT3NLQeYEbyYY4TZ+h5kTGO0rk/Lb2mk3Rp0GJixMDg/Mndk8P6IuMD7keAmZChFoDCZYALGf+s6aoAokv6ptrwwJJsycbh2dahm/8gkmGB9WGGGY4iEQigmsOcE4IvMnZud0oQoISsg/HdQ4sHtq7JXjF3anY0rnfmvr6LXx8SFFxviQFxdINQsCLCZo6cjp3Zn4CTolmyttaGZq2xIbPDO/uTk78fInlhgfeiiFaP0RYDFBO6cFKpaTW4XN3hcJJZqM1CwYovLko/Hpdy+f+ig9LkdHRo4mfmt8WP/YYoc+CLCYQArlIa0pzzkeGLVlLwg+O4csEFAR4DJBa9zlu/7MTkn9M2VnALSa4JSHABDIj4CbCeqnXaI4SKsWGqQNAEmPtaqSPojPfuHA2GcW828ZGoCAAQEbE0RSiuzXaoKkhxFUVV6jjeV9JHUakeYQNCBQDQI2Jmhdiloc5Cwr2SLcNZYCTg1J262if/ifN6f/e7gaWGCl6RDw+IxZHOdpHZH9t5ZElyNEcpZgDiH4tkWd0jbUJ2seTIgWbjAh2tBkcCwUE9wTc4bNYAkQaDgEwISGCxkcLgWBmjCB/uqvFHigtFoEAsaxDnPCk/UXNzZfqjZksFYWAm2tt3a0f1iW9nS9dWBC9ajBYv0QqEl3VL/AYEcVIwAmVAw4zEWKAJgQaWDgVsUIgAkVAw5zkSKAiTnSwFTv1p8vvH3v1v8ePXpUvWmyuGvXrr0v9X711GtBrJNRMCEU8nHZvfLm5e4Xuk6ePLlv374gnt25c+fixYsrD++Pfud4EAfAhCCwR2f04i8uTExM9PT0rK2tBXGuo6NjeXn57NmzJ39wKogDmBOCwB6d0fX19d7eXg4Nurq6mN7zJUkhmSYHyA2m8sLFwITCIW1UhZu8i7ZHgpTl6mVcKiS9roDYgQkBwY/OtDNru7u7qYchMXKdbsSlZjwJyIueqy/FvcVEWDjAhLD4x2XdyQSZ9Gr2q/f3ti96KO/VGzAhrpDDmyQClKMb1mvv3r20SojQDb0Ul3woV9PDu3fv0kspI27s+kWpCXWhJoRCPka7lgO7r6+P3uiUxz/di5fiRluoiUlJe80JiwiYEBb/uKxbMnVpaUmc2fQvfeYgLnop7+Va8VxVRU/EcjAhrnjDGyMCjx8/vu+6aCGJ/GP7opfyXizt7++nJ0KM7sVFL+W9xQI5EDA0qAkBwW9s00eOHKENiH/lJWggLiNhot0zmBBtaAI4Zp9oxaAsZIgA8/Pz9JL+pXttoRST47VTs1Ae8AITAoIfnWlXJ/9sThgYGLhx44YcG+ienqhraWOWl2lWwsIBJoTFPyLrzndRZU24fv26dtjLJ8kiMDg4qJWItPqAd1EjyoYmd8XZw8zNzaky2kv5K/U53aeJJXuqgPijJgQEPy7TnJrgpEoeAdSEuBKimb3Jk8f514ZFHjUhLP4RWXeOyxUIBIQDTAgIfkSm29vb6XtyBw8ezH+0Z9NApskBciMUKPibtVDIx2V35s3LnR2dJ06coC9OB/FsZWXl0qVLq2urI/jrzSABgFGJwB9//YfV5Qeh/mqMqkFnz56vfffroSKCmhAKediNCwHMCXHFA96EQgBMCIU87MaFAJgQVzzgTSgEwIRQyMNuXAiACXHFA96EQgBMCIU87MaFAJgQVzzgTSgEwIRQyMNuXAiACXHFA96EQgBMCIU87MaFAJgQVzzgTSgEwIRQyMNuXAiACXHFA96EQgBMCIU87MaFwP8Bgxhuaq35F7gAAAAASUVORK5CYII=)

#### 说明

验证配置文件的另外一种写法：

<validators>

<validator type=*"fieldexpression"*>

<param name=*"fieldName"*>maxNumber</param>

<param name=*"expression"*>

maxNumber>minNumber

</param>

<message>最大值必须大于最小值</message>

</validator>

</validators>

### email validator

#### 功能

用来验证给定的字段是否符合一个Email的规范。它的正则表达式为

\\b(^[\_A-Za-z0-9-](\\.[\_A-Za-z0-9-])\*@([A-Za-z0-9-])+((\\.com)|(\\.net)|(\\.org)|(\\.info)|(\\.edu)|(\\.mil)|(\\.gov)|(\\.biz)|(\\.ws)|(\\.us)|(\\.tv)|(\\.cc)|(\\.aero)|(\\.arpa)|(\\.coop)|(\\.int)|(\\.jobs)|(\\.museum)|(\\.name)|(\\.pro)|(\\.travel)|(\\.nato)|(\\..{2,3})|(\\..{2,3}\\..{2,3}))$)\\b

#### 参数

|  |  |  |  |
| --- | --- | --- | --- |
| 参数名 | 类型 | 默认值 | 描述 |
| fieldName | String |  | 要验证的字段名 |

#### 示例

页面：

<s:form action=*"validate"*>

<s:textfield name=*"email"* label=*"邮箱"*></s:textfield>

<s:submit value=*"保存"*></s:submit>

</s:form>

动作类:

**private** String email;

**public** String getEmail() {

**return** email;

}

**public** **void** setEmail(String email) {

**this**.email = email;

}

验证配置文件:

<validators>

<field name=*"email"*>

<field-validator type=*"email"*>

<message>请输入正确的邮箱</message>

</field-validator>

</field>

</validators>

运行结果:

![](data:image/png;base64,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)

#### 说明

验证配置文件的另外一种写法：

<validators>

<validator type=*"email"*>

<param name=*"fieldName"*>email</param>

<message>请输入正确的邮箱</message>

</validator>

</validators>

### url validator

#### 功能

用来验证给定的字段值是否是一个合法的URL地址。

#### 参数

|  |  |  |  |
| --- | --- | --- | --- |
| 参数名 | 类型 | 默认值 | 描述 |
| fieldName | String |  | 要验证的字段名 |

#### 示例

页面：

<s:form action=*"validate"*>

<s:textfield name=*"url"* label=*"个人主页"*></s:textfield>

<s:submit value=*"保存"*></s:submit>

</s:form>

动作类:

**private** String url;

**public** String getUrl() {

**return** url;

}

**public** **void** setUrl(String url) {

**this**.url = url;

}

验证配置文件:

<validators>

<field name=*"url"*>

<field-validator type=*"url"*>

<message>请输入正确的地址</message>

</field-validator>

</field>

</validators>

运行结果:

![](data:image/png;base64,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)

#### 说明

验证配置文件的另外一种写法：

<validators>

<validator type=*"url"*>

<param name=*"fieldName"*>url</param>

<message>请输入正确的地址</message>

</validator>

</validators>

### visitor validator

#### 功能

该验证程序可以提高代码的可重用性，你可以利用它把同一个验证程序配置文件用于多个动作。

#### 参数

#### 示例

页面：

<s:form action=*"customer\_save"*>

<s:textfield name=*"address.streetName"* label=*"街道"*></s:textfield>

<s:submit></s:submit>

</s:form>

动作类:

**public** **class** Customer **extends** ActionSupport {

**private** Address address;

**public** Address getAddress() {

**return** address;

}

**public** **void** setAddress(Address address) {

**this**.address = address;

}

}

**public** **class** Address {

**private** String streetName;

**public** String getStreetName() {

**return** streetName;

}

**public** **void** setStreetName(String streetName) {

**this**.streetName = streetName;

}

}

验证配置文件:

Address-validation.xml

<validators>

<field name=*"streetName"*>

<field-validator type=*"requiredstring"*>

<message>请输入正确街道地址</message>

</field-validator>

</field>

</validators>

Customer-validation.xml

<validators>

<field name=*"address"*>

<field-validator type=*"visitor"*>

<message>Address:</message>

</field-validator>

</field>

</validators>

运行结果:

![](data:image/png;base64,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)

#### 说明

### conversion validator

#### 功能

#### 参数

#### 示例

页面：

动作类:

验证配置文件:

运行结果:

#### 说明

### stringlength validator

#### 功能

用来验证一个非空的字段值是不是有足够的长度。

#### 参数

#### 示例

页面：

动作类:

验证配置文件:

运行结果:

#### 说明

### regex validator

#### 功能

用来检查给定字段是否与给定的正则表达式相匹配。正则表达式的详细内容可以参考JDK的java.util.regex.Pattern类。

#### 参数

|  |  |  |  |
| --- | --- | --- | --- |
| 参数名 | 类型 | 默认值 | 描述 |
| fieldname | String |  | 要验证的字段名 |
| expression | String |  | 正则表达式。此参数是必须的 |
| caseSensitive | Boolean | true | 是否区分大小写的情况 |
| trim | Boolean | true | 验证前是否要去掉前导和尾缀的空白字符 |

#### 示例

页面：

<s:form action=*"validate"*>

<s:textfield name=*"userName"* label=*"用户名"*></s:textfield>

<s:submit value=*"保存"*></s:submit>

</s:form>

动作类:

**private** String userName;

**public** String getUserName() {

**return** userName;

}

**public** **void** setUserName(String userName) {

**this**.userName = userName;

}

验证配置文件:

<validators>

<field name=*"userName"*>

<field-validator type=*"regex"*>

<param name=*"expression"*><![CDATA[([aAbBcCdD][123][eEfFgG][456])]]></param>

<message> 用户名必须符合规范</message>

</field-validator>

</field>

</validators>

运行结果:

![](data:image/png;base64,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)

#### 说明

验证配置文件的另外一种写法：

<validators>

<validator type=*"regex"*>

<param name=*"fieldName"*>userName</param>

<param name=*"expression"*><![CDATA[([aAbBcCdD][123][eEfFgG][456])]]></param>

<message> 用户名必须符合规范</message>

</validator>

</validators>

### conditionalvisitor

#### 功能

#### 参数

#### 示例

页面：

动作类:

验证配置文件:

运行结果:

#### 说明

## 编写自定义的验证程序

### 编写步骤：

* 实现特定的接口，常用的是继承已经实现相应接口的类，如com.opensymphony.xwork2.validator.validators.FieldValidatorSupport或com.opensymphony.xwork2.validator.validators.ValidatorSupport
* 注册该验证程序

验证的实现全是靠验证器(validators)完成的，这些验证器必须在ValidatorFactory(利用registerValidator方法)中进行注册。自定义的验证器可以通过一种很简单的方式注册进去，那就是在构建路径中（/WEB-INF/classes）中创建validators.xml文件，在该文件中声明你要注册的验证器。

以下列出了struts2框架中默认的验证器，自定义的验证器的定义语法可以参考以下内容。

|  |
| --- |
| **com.opensymphony.xwork2.validator.validators.default.xml** |
| <?xml version="1.0" encoding="UTF-8"?>  <!DOCTYPE validators PUBLIC  "-//OpenSymphony Group//XWork Validator Config 1.0//EN"  "http://www.opensymphony.com/xwork/xwork-validator-config-1.0.dtd">  <!-- START SNIPPET: validators-default -->  <validators>  <validator name="required" class="com.opensymphony.xwork2.validator.validators.RequiredFieldValidator"/>  <validator name="requiredstring" class="com.opensymphony.xwork2.validator.validators.RequiredStringValidator"/>  <validator name="int" class="com.opensymphony.xwork2.validator.validators.IntRangeFieldValidator"/>  <validator name="long" class="com.opensymphony.xwork2.validator.validators.LongRangeFieldValidator"/>  <validator name="short" class="com.opensymphony.xwork2.validator.validators.ShortRangeFieldValidator"/>  <validator name="double" class="com.opensymphony.xwork2.validator.validators.DoubleRangeFieldValidator"/>  <validator name="date" class="com.opensymphony.xwork2.validator.validators.DateRangeFieldValidator"/>  <validator name="expression" class="com.opensymphony.xwork2.validator.validators.ExpressionValidator"/>  <validator name="fieldexpression" class="com.opensymphony.xwork2.validator.validators.FieldExpressionValidator"/>  <validator name="email" class="com.opensymphony.xwork2.validator.validators.EmailValidator"/>  <validator name="url" class="com.opensymphony.xwork2.validator.validators.URLValidator"/>  <validator name="visitor" class="com.opensymphony.xwork2.validator.validators.VisitorFieldValidator"/>  <validator name="conversion" class="com.opensymphony.xwork2.validator.validators.ConversionErrorFieldValidator"/>  <validator name="stringlength" class="com.opensymphony.xwork2.validator.validators.StringLengthFieldValidator"/>  <validator name="regex" class="com.opensymphony.xwork2.validator.validators.RegexFieldValidator"/>  <validator name="conditionalvisitor" class="com.opensymphony.xwork2.validator.validators.ConditionalVisitorFieldValidator"/>  </validators>  <!-- END SNIPPET: validators-default --> |

注意：

在struts2.0.7和之前的版本中，如果加入了自定义的验证器，你必须同时还得拥有一份默认验证器的拷贝，即在类路径中的validators.xml的验证器会覆盖掉默认的验证器。但之后的版本则避免了此问题。

### 示例

用来检查密码强度的验证程序。规则：至少包含一个数字、一个小写字母和一个大写字母。此外该验证程序还可以接受一个minLength参数，用户可以通过设置该参数来设置一个可接受的口令的最小长度。

1、编写验证器

**package** wiva.struts2.train.validator;

**import** com.opensymphony.xwork2.validator.ValidationException;

**import** com.opensymphony.xwork2.validator.validators.FieldValidatorSupport;

**public** **class** StrongPasswordValidator **extends** FieldValidatorSupport {

**private** **int** minLength = -1;

**public** **int** getMinLength() {

**return** minLength;

}

**public** **void** setMinLength(**int** minLength) {

**this**.minLength = minLength;

}

**public** **void** validate(Object object) **throws** ValidationException {

String feildName = getFieldName();

String value = (String)getFieldValue(feildName, object);

**if**(value == **null**||value.length()==0){

addFieldError(feildName, object);

}**else** **if**((minLength>-1)&&(value.length()<minLength)){

addFieldError(feildName, object);

}**else** **if**(!isPasswordStrong(value)){

addFieldError(feildName, object);

}

}

**private** **static** **final** String *GROUP1* = "abcdefghijklmnopqrstuvwxyz";

**private** **static** **final** String *GROUP2* = "ABCDEFGHIJKLMNOPQRSTUVWXYZ";

**private** **static** **final** String *GROUP3* = "0123456789";

**protected** **boolean** isPasswordStrong(String password) {

**boolean** ok1 = **false**;

**boolean** ok2 = **false**;

**boolean** ok3 = **false**;

**int** length = password.length();

**for**(**int** i=0;i<length;i++){

**if**(ok1&&ok2&&ok3)

**break**;

String character = password.substring(i,i+1);

**if**(*GROUP1*.contains(character)){

ok1 = **true**;

**continue**;

}

**if**(*GROUP2*.contains(character)){

ok2 = **true**;

**continue**;

}

**if**(*GROUP3*.contains(character)){

ok3 = **true**;

**continue**;

}

}

**return** ok1&&ok2&&ok3;

}

}

2、注册验证器（WEB-INF/classes/validators.xml）

<?xml version=*"1.0"* encoding=*"UTF-8"*?>

<!DOCTYPE validators PUBLIC

"-//OpenSymphony Group//XWork Validator Config 1.0//EN"

"http://www.opensymphony.com/xwork/xwork-validator-config-1.0.dtd">

<validators>

<validator name=*"strongpassword"* class=*"wiva.struts2.train.validator.StrongPasswordValidator"*></validator>

</validators>

3、使用（\*Action-validation.xml）

<?xml version=*"1.0"* encoding=*"UTF-8"*?>

<!DOCTYPE validators PUBLIC

"-//OpenSymphony Group//XWork Validator 1.0.2//EN"

"http://www.opensymphony.com/xwork/xwork-validator-1.0.2.dtd">

<validators>

<field name=*"password"*>

<field-validator type=*"strongpassword"*>

<param name=*"minLength"*>6</param>

<message>少包含一个数字、一个小写字母和一个大写字母且不能少于6个</message>

</field-validator>

</field>

</validators>

## 编程验证

之前所使用和编写的验证程序都是声明性的，先声明，后使用。在某些场合，可能因为验证规则过于复杂，用声明性验证会困难一些，因而需要为它们编写必要的验证代码，即需要进行“编程验证”。

Struts2提供了一个com.opensymphony.xwork2.Validateable接口，可以在自己的动作类内通过实现该接口以提供编程验证的功能。

package com.opensymphony.xwork2;

public interface Validateable {

void validate();

}

如果动作类实现了该接口，Struts会调用它的validate方法，所以应把用来验证用户输入的代码编写在这个方法内。ActionSupport实现了该接口，因此动作类继承ActionSupport就不需要直接实现该接口了。

### 示例1

用户注册程序。如果用户输入的用户名已经在数据库中存在了，则要求用户换另外一个用户名进行注册。

动作类

**package** wiva.struts2.train.action;

**import** java.util.LinkedList;

**import** java.util.List;

**import** com.opensymphony.xwork2.ActionSupport;

**public** **class** UserRegAction **extends** ActionSupport {

/\*\*

\*

\*/

**private** **static** **final** **long** *serialVersionUID* = 2227569782574386186L;

**private** String userName;

**private** String password;

**private** **static** List<String> *userNames* = **new** LinkedList<String>();

**static**{

//实际业务中,userNames中的内容应该从数据库中查询出来

*userNames*.add("admin");

*userNames*.add("wzhting");

}

**public** String getUserName() {

**return** userName;

}

**public** **void** setUserName(String userName) {

**this**.userName = userName;

}

**public** String getPassword() {

**return** password;

}

**public** **void** setPassword(String password) {

**this**.password = password;

}

**public** **void** validate() {

**if**(*userNames*.contains(userName))

addFieldError("userName", "用户名"+userName+"已经存在");

}

}

### 示例2

若针对某个动作方法单独进行验证,你需要编写一个方法public void validate方法名().方法名的第一个字母大写

<s:form action=*"addAction"*>

<s:textfield name=*"userName"* label=*"用户名"*></s:textfield>

<s:submit value=*"添加"*></s:submit>

</s:form>

<s:form action=*"editAction"*>

<s:textfield name=*"userName"* label=*"用户名"*></s:textfield>

<s:submit value=*"修改"*></s:submit>

</s:form>

动作类

**package** wiva.struts2.train.action;

**import** com.opensymphony.xwork2.ActionSupport;

**public** **class** ValidateAction **extends** ActionSupport {

**private** **static** **final** **long** *serialVersionUID* = -739143505400361615L;

**private** String userName;

**public** String getUserName() {

**return** userName;

}

**public** **void** setUserName(String userName) {

**this**.userName = userName;

}

**public** String add(){

**return** *SUCCESS*;

}

**public** String edit(){

**return** *SUCCESS*;

}

**public** **void** validateAdd() {

**if**(userName==**null**||userName.length()==0)

addFieldError("userName","请输入用户名");

}

}

# 本地化（Localization）

## 概述

struts2框架在以下方面支持国际化(i18n):

* UI标签
* 来源于ValidationAware接口的消息和错误（ActionSupport、ValidationAwareSupport实现了该接口）
* 通过动作类的getText()方法获得的文本内容（动作类继承了ActionSupport）

## 绑定消息的搜索顺序

* 1. 动作类的属性文件。该文件名与动作类的名字一样且存放在同一个包中。例如：某动作类为train.struts2.actions.SomeAction，它的默认属性文件就是/WEB-INF/classes/train/struts2/actions/SomeAction.properties。
  2. 动作类所实现的各个接口（含间接实现的接口）的属性文件。例如SomeAction实现了接口SomeInterface，那么其对应的属性文件就是SomeInterface.properties。如果第1步中未找到对应的key，则会在此处进行搜索。
  3. 动作类所继承的父类（含间接父类）的属性文件。如果在第2步中还未找到，则会搜索其父类的属性文件并上溯到java.lang.Object。
  4. 如果动作类实现了com.opensymphony.xwork2.ModelDriven接口，则搜寻其模型对象且按照从第1步开始的搜索顺序。
  5. 包属性文件。如果前面还没有找到，则搜索包里的默认属性文件（含其父包中的属性文件），该文件名为package.properties。
  6. ？？
  7. 全局资源文件。

## 访问消息资源文件

我们可以通过在标签中使用getText方法、text标签、i18n标签等形式访问资源文件。

### 使用getText方法

<s:property value=”getText(‘some.key’)”/>

### 使用text标签

第一种：<s:text name=”some,key”/>

如果some.key没有找到，则显示“some.key”；若找到则显示其对应的值。

第二种：<s:text name=”some,key”>

默认值

</s:text>

如果some.key没有找到，则显示“默认值”；若找到则显示其对应的值。

### 使用i18n标签

<s:i18n name="StudentAction">

<s:text name="student.name"></s:text>

</s:i18n>

### 使用UI标签中的key属性

<s:textfield name="name" key="student.name"></s:textfield>

## i18n拦截器

## 日期和数字的格式化

# 文件上传

编写步骤

前提：上传文件表单的enctype必须是multipart/form-data;method必须是post

1. 在你的上传文件的表单里使用<s:file>标签，给他起一个名字。如果需要一次上传多个文件，就必须使用多个file标签，但它们的名字必须是相同的。
2. 编写动作类。此类必须有以下3个属性

|  |  |  |
| --- | --- | --- |
| 属性类型 | 属性名 | 说明 |
| java.io.File | [inputName] | 代表要上传的文件 |
| java.lang.String | [inputName]FileName | 代表要上传的文件文件名 |
| java.lang.String | [inputName]ContentType | 代表要上传的文件内容类型 |
| 注：适用于单文件上传 | | |

1. 多文件上传(暂略)[[查看示例](http://localhost:8080/Upload/multipleUpload.jsp)]

三、File Upload拦截器

struts2应用程序里，File Upload拦截器和Jakarta Commons FileUpload库可以帮助分析并负责上传文件。它是defaultStack拦截器组的成员。

程序员一般会设置以下两个File Upload拦截器的属性:

maximumSize:上传文件的最大长度(单位字节),默认值2MB.

allowedTypes:允许上传得内容类型的清单,各类型之间以逗号分隔.

**public** **class** SingleFileUploadAction **extends** ActionSupport **implements** ServletContextAware{

**private** **static** **final** **long** *serialVersionUID* = -8952900773638870479L;

**private** File attachment;

**private** String attachmentFileName;

**private** String attachmentContentType;

**private** String description;

**private** ServletContext servletContext;

**public** String upload(){

**if**(attachment!=**null**){

String dataDir = servletContext.getRealPath("/WEB-INF/");

File saveFile = **new** File(dataDir,attachmentFileName);

**boolean** r = attachment.renameTo(saveFile);

**return** *SUCCESS*;

}**else**{

**return** *INPUT*;

}

}

**public** **void** setServletContext(ServletContext servletContext) {

**this**.servletContext = servletContext;

}

**public** File getAttachment() {

**return** attachment;

}

**public** **void** setAttachment(File attachment) {

**this**.attachment = attachment;

}

**public** String getAttachmentFileName() {

**return** attachmentFileName;

}

**public** **void** setAttachmentFileName(String attachmentFileName) {

**this**.attachmentFileName = attachmentFileName;

}

**public** String getAttachmentContentType() {

**return** attachmentContentType;

}

**public** **void** setAttachmentContentType(String attachmentContentType) {

**this**.attachmentContentType = attachmentContentType;

}

**public** String getDescription() {

**return** description;

}

**public** **void** setDescription(String description) {

**this**.description = description;

}

}

<struts>

<constant name=*"struts.devMode"* value=*"true"*></constant>

<package name=*"p1"* extends=*"struts-default"*>

<action name=*"singleFileUploadInput"*>

<result>/SingleUpload.jsp</result>

</action>

<action name=*"singleFileUpload"* class=*"cn.sdxhce.action.SingleFileUploadAction"* method=*"upload"*>

<interceptor-ref name=*"fileUpload"*>

<param name=*"maximumSize"*>1048576</param>

</interceptor-ref>

<interceptor-ref name=*"basicStack"*></interceptor-ref>

<result name=*"input"*>/SingleUpload.jsp</result>

<result>/SingleConfirm.jsp</result>

</action>

<action name=*"uploadAction"* class=*"cn.sdxhce.action.FileUpload"*>

<result>/uploadResult.jsp</result>

<result name=*"input"*>/upload.jsp</result>

</action>

<action name=*"multipleUploadAction"* class=*"cn.sdxhce.action.MultipleUploadAction"* method=*"upload"*>

<result name=*"input"*>/multipleUpload.jsp</result>

<result>/multipleUploadResult.jsp</result>

</action>

</package>

</struts>

# 自定义拦截器

Struts自带的拦截器有35个之多。例如：输入验证是由名为validation拦截器处理的，如果禁用该拦截器，输入验证将停止工作；文件上传如此简单和顺利，要感谢名为fileUpload的拦截器。

Struts自带的默认拦截器足以满足绝大多数的应用程序的需要，但迟早会遇到需要自己建立一个拦截器的时候，这就是自定义拦截器。

## 了解拦截器
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## 二、Struts自带的拦截器

拦截器的使用必须先遵循先编写拦截器、再定义后使用的原则。我们所使用的默认拦截器其实都是Struts之前已经编写好了的，并且在某个配置文件中进行了定义，这个文件便是存放在Struts的发行包中，具体位置为struts2-core-\*.jar(\*为版本号)中的struts-default.xml文件中。

<interceptors>

<interceptor name="alias" class="com.opensymphony.xwork2.interceptor.AliasInterceptor"/>

<interceptor name="autowiring" class="com.opensymphony.xwork2.spring.interceptor.ActionAutowiringInterceptor"/>

<interceptor name="chain" class="com.opensymphony.xwork2.interceptor.ChainingInterceptor"/>

<interceptor name="conversionError" class="org.apache.struts2.interceptor.StrutsConversionErrorInterceptor"/>

<interceptor name="cookie" class="org.apache.struts2.interceptor.CookieInterceptor"/>

<interceptor name="clearSession" class="org.apache.struts2.interceptor.ClearSessionInterceptor" />

<interceptor name="createSession" class="org.apache.struts2.interceptor.CreateSessionInterceptor" />

<interceptor name="debugging" class="org.apache.struts2.interceptor.debugging.DebuggingInterceptor" />

<interceptor name="externalRef" class="com.opensymphony.xwork2.interceptor.ExternalReferencesInterceptor"/>

<interceptor name="execAndWait" class="org.apache.struts2.interceptor.ExecuteAndWaitInterceptor"/>

<interceptor name="exception" class="com.opensymphony.xwork2.interceptor.ExceptionMappingInterceptor"/>

<interceptor name="fileUpload" class="org.apache.struts2.interceptor.FileUploadInterceptor"/>

<interceptor name="i18n" class="com.opensymphony.xwork2.interceptor.I18nInterceptor"/>

<interceptor name="logger" class="com.opensymphony.xwork2.interceptor.LoggingInterceptor"/>

<interceptor name="modelDriven" class="com.opensymphony.xwork2.interceptor.ModelDrivenInterceptor"/>

<interceptor name="scopedModelDriven" class="com.opensymphony.xwork2.interceptor.ScopedModelDrivenInterceptor"/>

<interceptor name="params" class="com.opensymphony.xwork2.interceptor.ParametersInterceptor"/>

<interceptor name="actionMappingParams" class="org.apache.struts2.interceptor.ActionMappingParametersInteceptor"/>

<interceptor name="prepare" class="com.opensymphony.xwork2.interceptor.PrepareInterceptor"/>

<interceptor name="staticParams" class="com.opensymphony.xwork2.interceptor.StaticParametersInterceptor"/>

<interceptor name="scope" class="org.apache.struts2.interceptor.ScopeInterceptor"/>

<interceptor name="servletConfig" class="org.apache.struts2.interceptor.ServletConfigInterceptor"/>

<interceptor name="sessionAutowiring" class="org.apache.struts2.spring.interceptor.SessionContextAutowiringInterceptor"/>

<interceptor name="timer" class="com.opensymphony.xwork2.interceptor.TimerInterceptor"/>

<interceptor name="token" class="org.apache.struts2.interceptor.TokenInterceptor"/>

<interceptor name="tokenSession" class="org.apache.struts2.interceptor.TokenSessionStoreInterceptor"/>

<interceptor name="validation" class="org.apache.struts2.interceptor.validation.AnnotationValidationInterceptor"/>

<interceptor name="workflow" class="com.opensymphony.xwork2.interceptor.DefaultWorkflowInterceptor"/>

<interceptor name="store" class="org.apache.struts2.interceptor.MessageStoreInterceptor" />

<interceptor name="checkbox" class="org.apache.struts2.interceptor.CheckboxInterceptor" />

<interceptor name="profiling" class="org.apache.struts2.interceptor.ProfilingActivationInterceptor" />

<interceptor name="roles" class="org.apache.struts2.interceptor.RolesInterceptor" />

<interceptor name="jsonValidation" class="org.apache.struts2.interceptor.validation.JSONValidationInterceptor" />

<interceptor name="annotationWorkflow" class="com.opensymphony.xwork2.interceptor.annotations.AnnotationWorkflowInterceptor" />

<interceptor name="multiselect" class="org.apache.struts2.interceptor.MultiselectInterceptor" />

<!-- Basic stack -->

<interceptor-stack name="basicStack">

<interceptor-ref name="exception"/>

<interceptor-ref name="servletConfig"/>

<interceptor-ref name="prepare"/>

<interceptor-ref name="checkbox"/>

<interceptor-ref name="multiselect"/>

<interceptor-ref name="actionMappingParams"/>

<interceptor-ref name="params">

<param name="excludeParams">dojo\..\*,^struts\..\*</param>

</interceptor-ref>

<interceptor-ref name="conversionError"/>

</interceptor-stack>

<!-- Sample validation and workflow stack -->

<interceptor-stack name="validationWorkflowStack">

<interceptor-ref name="basicStack"/>

<interceptor-ref name="validation"/>

<interceptor-ref name="workflow"/>

</interceptor-stack>

<!-- Sample JSON validation stack -->

<interceptor-stack name="jsonValidationWorkflowStack">

<interceptor-ref name="basicStack"/>

<interceptor-ref name="validation">

<param name="excludeMethods">input,back,cancel</param>

</interceptor-ref>

<interceptor-ref name="jsonValidation"/>

<interceptor-ref name="workflow"/>

</interceptor-stack>

<!-- Sample file upload stack -->

<interceptor-stack name="fileUploadStack">

<interceptor-ref name="fileUpload"/>

<interceptor-ref name="basicStack"/>

</interceptor-stack>

<!-- Sample model-driven stack -->

<interceptor-stack name="modelDrivenStack">

<interceptor-ref name="modelDriven"/>

<interceptor-ref name="basicStack"/>

</interceptor-stack>

<!-- Sample action chaining stack -->

<interceptor-stack name="chainStack">

<interceptor-ref name="chain"/>

<interceptor-ref name="basicStack"/>

</interceptor-stack>

<!-- Sample i18n stack -->

<interceptor-stack name="i18nStack">

<interceptor-ref name="i18n"/>

<interceptor-ref name="basicStack"/>

</interceptor-stack>

<!-- An example of the paramsPrepareParams trick. This stack

is exactly the same as the defaultStack, except that it

includes one extra interceptor before the prepare interceptor:

the params interceptor.

This is useful for when you wish to apply parameters directly

to an object that you wish to load externally (such as a DAO

or database or service layer), but can't load that object

until at least the ID parameter has been loaded. By loading

the parameters twice, you can retrieve the object in the

prepare() method, allowing the second params interceptor to

apply the values on the object. -->

<interceptor-stack name="paramsPrepareParamsStack">

<interceptor-ref name="exception"/>

<interceptor-ref name="alias"/>

<interceptor-ref name="i18n"/>

<interceptor-ref name="checkbox"/>

<interceptor-ref name="multiselect"/>

<interceptor-ref name="params">

<param name="excludeParams">dojo\..\*,^struts\..\*</param>

</interceptor-ref>

<interceptor-ref name="servletConfig"/>

<interceptor-ref name="prepare"/>

<interceptor-ref name="chain"/>

<interceptor-ref name="modelDriven"/>

<interceptor-ref name="fileUpload"/>

<interceptor-ref name="staticParams"/>

<interceptor-ref name="actionMappingParams"/>

<interceptor-ref name="params">

<param name="excludeParams">dojo\..\*,^struts\..\*</param>

</interceptor-ref>

<interceptor-ref name="conversionError"/>

<interceptor-ref name="validation">

<param name="excludeMethods">input,back,cancel,browse</param>

</interceptor-ref>

<interceptor-ref name="workflow">

<param name="excludeMethods">input,back,cancel,browse</param>

</interceptor-ref>

</interceptor-stack>

<!-- A complete stack with all the common interceptors in place.

Generally, this stack should be the one you use, though it

may do more than you need. Also, the ordering can be

switched around (ex: if you wish to have your servlet-related

objects applied before prepare() is called, you'd need to move

servletConfig interceptor up.

This stack also excludes from the normal validation and workflow

the method names input, back, and cancel. These typically are

associated with requests that should not be validated.

-->

<interceptor-stack name="defaultStack">

<interceptor-ref name="exception"/>

<interceptor-ref name="alias"/>

<interceptor-ref name="servletConfig"/>

<interceptor-ref name="i18n"/>

<interceptor-ref name="prepare"/>

<interceptor-ref name="chain"/>

<interceptor-ref name="debugging"/>

<interceptor-ref name="scopedModelDriven"/>

<interceptor-ref name="modelDriven"/>

<interceptor-ref name="fileUpload"/>

<interceptor-ref name="checkbox"/>

<interceptor-ref name="multiselect"/>

<interceptor-ref name="staticParams"/>

<interceptor-ref name="actionMappingParams"/>

<interceptor-ref name="params">

<param name="excludeParams">dojo\..\*,^struts\..\*</param>

</interceptor-ref>

<interceptor-ref name="conversionError"/>

<interceptor-ref name="validation">

<param name="excludeMethods">input,back,cancel,browse</param>

</interceptor-ref>

<interceptor-ref name="workflow">

<param name="excludeMethods">input,back,cancel,browse</param>

</interceptor-ref>

</interceptor-stack>

<!-- The completeStack is here for backwards compatibility for

applications that still refer to the defaultStack by the

old name -->

<interceptor-stack name="completeStack">

<interceptor-ref name="defaultStack"/>

</interceptor-stack>

<!-- Sample execute and wait stack.

Note: execAndWait should always be the \*last\* interceptor. -->

<interceptor-stack name="executeAndWaitStack">

<interceptor-ref name="execAndWait">

<param name="excludeMethods">input,back,cancel</param>

</interceptor-ref>

<interceptor-ref name="defaultStack"/>

<interceptor-ref name="execAndWait">

<param name="excludeMethods">input,back,cancel</param>

</interceptor-ref>

</interceptor-stack>

</interceptors>

<default-interceptor-ref name="defaultStack"/>

## 三、Interceptor接口

从技术角度上讲，每个拦截器都是直接或间接地实现了com.opensymphony.xwork2.interceptor.Interceptor接口的java类，该接口的定义如下：

package com.opensymphony.xwork2.interceptor;

import com.opensymphony.xwork2.ActionInvocation;

import java.io.Serializable;

public interface Interceptor extends Serializable {

void destroy();

void init();

String intercept(ActionInvocation invocation) throws Exception;

}

方法说明：

1. init（）：这个方法将在拦截器被创建出来后立刻被调用，它在拦截器的生命周期内只会调用一次。自定义的拦截器必须实现这个方法对相关资源进行必要的初始化。
2. destroy():这个方法将在拦截器被销毁之前被调用，它在拦截器的生命周期内只会调用一次。自定义的拦截器必须实现这个方法来释放拦截器曾经占用的资源。
3. intercept(ActionInvocation invocation):每拦截到一个动作请求，这个方法就会被调用一次，给拦截器一个机会在该动作开始之前或执行完毕后做些事情。

Struts会依次调用程序员为某个动作而注册的每一个拦截器的intercept方法。在每次调用该方法的时候，都会向它传递一个com.opensymphony.xwork2.ActionInvocation （接口）的实例。一个ActionInvocation对象代表一个给定动作的执行状态,拦截器可以从这个对象获得与该动作相关联的Action对象和Result对象.在完成自己的任务后,拦截器将调用ActionInvocatio的invoke方法前进到动作处理流程的下一个环节.com.opensymphony.xwork2.interceptor.AbstractInterceptor类实现了Interceptor接口,并为init和destroy方法分别提供了一个空白的实现.并非所有的拦截器都需要对某些资源进行初始化和销毁,因此我们自定义的拦截器一般选择继承该类,以节省开发时间.

## 四.自定义拦截器示例

利用拦截器用于登陆用户是否超时

### 拦截器

**public** **class** SessionInterceptor **extends** AbstractInterceptor {

**private** **static** **final** **long** *serialVersionUID* = 6072772019059317328L;

**public** String intercept(ActionInvocation invocation) **throws** Exception {

HttpServletRequest request = ServletActionContext.*getRequest*();

HttpSession session = request.getSession();

Object o = session.getAttribute("user");

**if**(o==**null**)

**return** "sessionInvalided";

**else**

**return** invocation.invoke();

}

}

### Struts配置文件

<struts>

<constant name=*"struts.devMode"* value=*"true"*></constant>

<package name=*"p1"* extends=*"struts-default"*>

<interceptors>

<interceptor name=*"sessionCheck"* class=*"cn.sdxhce.interceptor.SessionInterceptor"*></interceptor>

</interceptors>

<global-results>

<result name=*"sessionInvalided"*>/sessionInvalid.jsp</result>

</global-results>

<action name=*"register"* class=*"cn.sdxhce.action.StudentAction"*>

<interceptor-ref name=*"sessionCheck"*></interceptor-ref>

<interceptor-ref name=*"defaultStack"*></interceptor-ref>

<result>/result.jsp</result>

</action>

</package>

</struts>

# 使用标准插件

## JFreeChart使用

### 所需jar包:

/jfreechart-1.0.13.jar/jcommon-1.0.16.jar/struts2-jfreechart-plugin-2.1.8.1.jar

### 动作类

**public** **class** GetChartAction **extends** ActionSupport {

**private** **static** **final** **long** *serialVersionUID* = -7814290464584999876L;

**private** JFreeChart chart;

**public** JFreeChart getChart() {

**return** chart;

}

**public** String execute(){

ValueAxis xAxis = **new** NumberAxis("年度");

ValueAxis yAxis = **new** NumberAxis("产值");

XYSeries xySeries = **new** XYSeries("绿豆");

xySeries.add(0,300);

xySeries.add(1,200);

xySeries.add(2,400);

xySeries.add(3,500);

xySeries.add(4,600);

xySeries.add(5,500);

xySeries.add(6,800);

xySeries.add(7,1000);

xySeries.add(8,1100);

XYSeriesCollection xyDataset = **new** XYSeriesCollection(xySeries);

XYPlot xyPlot = **new** XYPlot(xyDataset,xAxis,yAxis,**new** StandardXYItemRenderer(StandardXYItemRenderer.*SHAPES\_AND\_LINES*));

chart = **new** JFreeChart(xyPlot);

**return** *SUCCESS*;

}

}

### 配置文件

<package name=*"p2"* extends=*"jfreechart-default"*>

<action name=*"chart"* class=*"wiva.struts2.train.action.GetChartAction"*>

<result type=*"chart"*>

<param name=*"width"*>600</param>

<param name=*"height"*>400</param>

</result>

</action>

</package>

### 页面

<body>

<s:url action=*"chart"* var=*"url"*></s:url>

<img src="<s:property value=*"url"*/>" alt=*"hello"* />

</body>