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做什么：下五子棋，目前可以实现先手后手的选择（但是黑白子不会换，只是改变了下棋顺序），对对局进行存档和读取（目前只能存下一局的数据）

怎么做：调用的库主要是c语言标准 I/O 库，比较特别的是easyx的库，头文件还引用了windows.h。

代码整体分成了三个源文件和一个头文件，其中头文件里是包含了所有的声明和引用，为了利于使用便把这些代码放在头文件里。game.cpp文件里面放的主要是和游戏运行有关的函数定义，比如判定胜负的函数、开始界面的动画、游戏内按键的交互（包含选择先后手、存档、和落子）、游戏内功能等使游戏可以运行的函数（但是里面不包含ai，只是单纯刨除ai后的整个游戏逻辑的实现）。这一部分代码实现的逻辑就是将落子的位置放在数组里面（因为多维数组和棋盘和坐标有很大的相似性，可以更加方便的将棋子表示出来，也很容易对棋盘进行遍历（虽然耗费很大）），然后先将棋盘打印出来，在棋盘的位置上利用坐标关系相应打印出棋子。

test.cpp只有一个main函数，是将game.cpp里的函数实现的一个平台（相当于game.cpp里的函数是基石，test.cpp就是搭建出来的平台的外观），这个源文件的用意主要是在按照游戏逻辑搭建游戏里的基础函数时便于即时运行（就是写完一个函数可以直接运行看看有没有问题，不用全部写完再来找问题，写完之后也就懒得删掉了）。

最后一个ai.cpp里面就是实现ai的估值等函数，其中给局势打分的函数写了两种（只用了一种，另一种还没舍得删）：一种是根据五子棋的一些行内局势的术语（如活三、眠四）来将连子的情况进行穷尽（用一个容量为五的一维数组将所有可能定义下来），随后利用两个循环对棋盘上每一个棋子进行估值（就是将数组正中央的区域空出来，然后遍历棋盘和数组进行一一比较），另一种就是根据遍历棋盘的每一个位置，根据位置上下左右五个棋子的位置来进行打分。目前我选用的是第一种，因为在实战中第一种的表现明显优于第二种，但是由于局势后期的复杂性，第一种方法并不灵活，会有误判局势的可能，而且数组容量有些小，导致虽然降低了穷举连子的情况的数量，但是在五子相连的情况出现时经常会被误判成四子相连的情况。

反思：比较的函数采用的是dfs的算法来遍历每一个位置的黑白棋的得分（其中有利得正分，无利得负分），目前估值的第二种方法在面对层数增多的情况时表现有所提升，但是还是不如第一种，第一种方法增加层数后表现直线下滑，目前还在思考原因。在搜索遍历中目前还没有采用剪枝的算法（主要现在看了很久但是还没有学会…），再尝试中反思感觉应该是数据结构选择数组来进行遍历体现不出决策里树的结构，可能用树的数据结构，通过链表来完成这一方面代码会更好一些。

后续更新：这次更新尝试了阿尔法贝塔剪枝的工作，但是最后代码改造失败了，ai只会在偏僻点落子，不符合预期，最终在遍历过程中采用了剪去偏僻节点（如外围位置）的遍历。本次工程把之前没有删掉的代码进行了清理，最终重新编写了估值的一系列代码，但是感觉ai的棋力有所减弱，攻击性变强但是同时防守能力被大幅削弱，同时本次更新修复了一些之前没注意过的bug（如先手如果抢占中间位置，ai会进行强行覆盖）。

随后增加了悔棋的功能，这个功能的实现利用了处理文件这方面的函数，实际上是每下一步棋就记录一次下棋的位置，如果选择悔棋就会将悔棋那一步之前已经保存好的存档再打印上来。

这次在网山找到了[(44条消息) AI五子棋第二篇-运用极大极小值算法书写AI三子棋，可拓展到五子棋（建议收藏）\_Ja\_King\_ZH的博客-CSDN博客](https://blog.csdn.net/Ja_king_/article/details/119295652?spm=1001.2014.3001.5506)这样一篇文章，我模仿里面的代码写了我的版本的极大极小值的剪枝（层数是两层的），其中全局评估函数还是借用了一下文章的代码（偷了个小懒），剪枝代码我阅读完他的代码后发现了之前自己对于这一算法的一个误区，像上文中对自己的代码介绍中提到的，我给棋局评估的思路是对每一步的棋子来获取得分，这样在评估时可以不用两次遍历，损耗就少了一点，但是它的本质我个人感觉更像是贪心算法，就是求取局部的最优解，而更好的方法应该是求全局的最优解，也就是求取下了好几步后的局面，而不是一步一步求解，这也可以解释为什么当我固定连子的情况时下棋的表现更佳，而在用回溯算法的时候表现很差。目前ai棋力就是突飞猛进了，但是我注意到源代码实际上还对偏僻处进行了剪枝，这个我还在尝试理解源代码的思路。