TETROMINO
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**Cómo jugar tetromino**

Tetromino es un clon de Tetris. Bloques de formas diferentes (cada uno compuesto por cuatro cajas) caen desde la parte superior de la pantalla, y el jugador debe guiarlos hacia abajo para formar filas completas que no tengan espacios. Cuando se forma una fila completa, la fila desaparece y cada fila de arriba se mueve hacia abajo una fila. El jugador intenta seguir formando líneas completas hasta que la pantalla se llena y un nuevo bloque que cae no cabe en la pantalla.

**Alguna nomenclatura de tetromino**

En este capítulo, he creado un conjunto de términos para las diferentes cosas en el programa del juego.

         **Tablero** : el tablero está formado por 10 x 20 espacios en los que los bloques caen y se apilan.

         **Caja** : una caja es un único espacio cuadrado rellenado en el tablero.

         **Pieza** : las cosas que caen desde la parte superior del tablero que el jugador puede rotar y colocar. Cada pieza tiene una forma y se compone de 4 cajas.

         **Forma** : las formas son los diferentes tipos de piezas del juego. Los nombres de las formas son T, S, Z, J, L, I y O.

![http://inventwithpython.com/pygame/chapter7_files/image002.jpg](data:image/jpeg;base64,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)

         **Plantilla** : una lista de estructuras de datos de formas que representa todas las rotaciones posibles de una forma. Estos se almacenan en variables con nombres como S\_SHAPE\_TEMPLATE o J\_SHAPE\_TEMPLATE .

         **Aterrizado** : cuando una pieza ha alcanzado el fondo del tablero o está tocando una caja en el tablero, decimos que la pieza ha aterrizado. En ese punto, la siguiente pieza debería comenzar a caer.

**Código fuente a Tetromino**

Este código fuente se puede descargar desde <http://invpy.com/tetromino.py> . Si recibe algún mensaje de error, mire el número de línea que se menciona en el mensaje de error y verifique su código para detectar errores tipográficos. También puede copiar y pegar su código en el formulario web en <http://invpy.com/diff/tetromino> para ver si [existen](http://invpy.com/diff/tetromino) diferencias entre su código y el código del libro.

También necesitará los archivos de música de fondo en la misma carpeta que el archivo *tetromino.py* . Usted puede descargarlos desde aquí:

         [Http://invpy.com/tetrisb.mid](http://invpy.com/tetrisb.mid)

         [Http://invpy.com/tetrisc.mid](http://invpy.com/tetrisc.mid)

  1. # Tetromino (a Tetris clone)

  2.

  3.

  4. # Creative Commons BY-NC-SA 3.0 US

  5.

  6. import random, time, pygame, sys

  7. from pygame.locals import \*

  8.

  9. FPS = 25

 10. WINDOWWIDTH = 640

 11. WINDOWHEIGHT = 480

 12. BOXSIZE = 20

 13. BOARDWIDTH = 10

 14. BOARDHEIGHT = 20

 15. BLANK = '.'

 16.

 17. MOVESIDEWAYSFREQ = 0.15

 18. MOVEDOWNFREQ = 0.1

 19.

 20. XMARGIN = int((WINDOWWIDTH - BOARDWIDTH \* BOXSIZE) / 2)

 21. TOPMARGIN = WINDOWHEIGHT - (BOARDHEIGHT \* BOXSIZE) - 5

 22.

 23. #               R    G    B

 24. WHITE       = (255, 255, 255)

 25. GRAY        = (185, 185, 185)

 26. BLACK       = (  0,   0,   0)

 27. RED         = (155,   0,   0)

 28. LIGHTRED    = (175,  20,  20)

 29. GREEN       = (  0, 155,   0)

 30. LIGHTGREEN  = ( 20, 175,  20)

 31. BLUE        = (  0,   0, 155)

 32. LIGHTBLUE   = ( 20,  20, 175)

 33. YELLOW      = (155, 155,   0)

 34. LIGHTYELLOW = (175, 175,  20)

 35.

 36. BORDERCOLOR = BLUE

 37. BGCOLOR = BLACK

 38. TEXTCOLOR = WHITE

 39. TEXTSHADOWCOLOR = GRAY

 40. COLORS      = (     BLUE,      GREEN,      RED,      YELLOW)

 41. LIGHTCOLORS = (LIGHTBLUE, LIGHTGREEN, LIGHTRED, LIGHTYELLOW)

 42. assert len(COLORS) == len(LIGHTCOLORS) # each color must have light color

 43.

 44. TEMPLATEWIDTH = 5

 45. TEMPLATEHEIGHT = 5

 46.

 47. S\_SHAPE\_TEMPLATE = [['.....',

 48.                      '.....',

 49.                      '..OO.',

 50.                      '.OO..',

 51.                      '.....'],

 52.                     ['.....',

 53.                      '..O..',

 54.                      '..OO.',

 55.                      '...O.',

 56.                      '.....']]

 57.

 58. Z\_SHAPE\_TEMPLATE = [['.....',

 59.                      '.....',

 60.                      '.OO..',

 61.                      '..OO.',

 62.                      '.....'],

 63.                     ['.....',

 64.                      '..O..',

 65.                      '.OO..',

 66.                      '.O...',

 67.                      '.....']]

 68.

 69. I\_SHAPE\_TEMPLATE = [['..O..',

 70.                      '..O..',

 71.                      '..O..',

 72.                      '..O..',

 73.                      '.....'],

 74.                     ['.....',

 75.                      '.....',

 76.                      'OOOO.',

 77.                      '.....',

 78.                      '.....']]

 79.

 80. O\_SHAPE\_TEMPLATE = [['.....',

 81.                      '.....',

 82.                      '.OO..',

 83.                      '.OO..',

 84.                      '.....']]

 85.

 86. J\_SHAPE\_TEMPLATE = [['.....',

 87.                      '.O...',

 88.                      '.OOO.',

 89.                      '.....',

 90.                      '.....'],

 91.                     ['.....',

 92.                      '..OO.',

 93.                      '..O..',

 94.                      '..O..',

 95.                      '.....'],

 96.                     ['.....',

 97.                      '.....',

 98.                      '.OOO.',

 99.                      '...O.',

100.                      '.....'],

101.                     ['.....',

102.                      '..O..',

103.                      '..O..',

104.                      '.OO..',

105.                      '.....']]

106.

107. L\_SHAPE\_TEMPLATE = [['.....',

108.                      '...O.',

109.                      '.OOO.',

110.                      '.....',

111.                      '.....'],

112.                     ['.....',

113.                      '..O..',

114.                      '..O..',

115.                      '..OO.',

116.                      '.....'],

117.                     ['.....',

118.                      '.....',

119.                      '.OOO.',

120.                      '.O...',

121.                      '.....'],

122.                     ['.....',

123.                      '.OO..',

124.                      '..O..',

125.                      '..O..',

126.                      '.....']]

127.

128. T\_SHAPE\_TEMPLATE = [['.....',

129.                      '..O..',

130.                      '.OOO.',

131.                      '.....',

132.                      '.....'],

133.                     ['.....',

134.                      '..O..',

135.                      '..OO.',

136.                      '..O..',

137.                      '.....'],

138.                     ['.....',

139.                      '.....',

140.                      '.OOO.',

141.                      '..O..',

142.                      '.....'],

143.                     ['.....',

144.                      '..O..',

145.                      '.OO..',

146.                      '..O..',

147.                      '.....']]

148.

149. SHAPES = {'S': S\_SHAPE\_TEMPLATE,

150.           'Z': Z\_SHAPE\_TEMPLATE,

151.           'J': J\_SHAPE\_TEMPLATE,

152.           'L': L\_SHAPE\_TEMPLATE,

153.           'I': I\_SHAPE\_TEMPLATE,

154.           'O': O\_SHAPE\_TEMPLATE,

155.           'T': T\_SHAPE\_TEMPLATE}

156.

157.

158. def main():

159.     global FPSCLOCK, DISPLAYSURF, BASICFONT, BIGFONT

160.     pygame.init()

161.     FPSCLOCK = pygame.time.Clock()

162.     DISPLAYSURF = pygame.display.set\_mode((WINDOWWIDTH, WINDOWHEIGHT))

163.     BASICFONT = pygame.font.Font('freesansbold.ttf', 18)

164.     BIGFONT = pygame.font.Font('freesansbold.ttf', 100)

165.     pygame.display.set\_caption('Tetromino')

166.

167.     showTextScreen('Tetromino')

168.     while True: # game loop

169.         if random.randint(0, 1) == 0:

170.             pygame.mixer.music.load('tetrisb.mid')

171.         else:

172.             pygame.mixer.music.load('tetrisc.mid')

173.         pygame.mixer.music.play(-1, 0.0)

174.         runGame()

175.         pygame.mixer.music.stop()

176.         showTextScreen('Game Over')

177.

178.

179. def runGame():

180.     # setup variables for the start of the game

181.     board = getBlankBoard()

182.     lastMoveDownTime = time.time()

183.     lastMoveSidewaysTime = time.time()

184.     lastFallTime = time.time()

185.     movingDown = False # note: there is no movingUp variable

186.     movingLeft = False

187.     movingRight = False

188.     score = 0

189.     level, fallFreq = calculateLevelAndFallFreq(score)

190.

191.     fallingPiece = getNewPiece()

192.     nextPiece = getNewPiece()

193.

194.     while True: # main game loop

195.         if fallingPiece == None:

196.             # No falling piece in play, so start a new piece at the top

197.             fallingPiece = nextPiece

198.             nextPiece = getNewPiece()

199.             lastFallTime = time.time() # reset lastFallTime

200.

201.             if not isValidPosition(board, fallingPiece):

202.                 return # can't fit a new piece on the board, so game over

203.

204.         checkForQuit()

205.         for event in pygame.event.get(): # event handling loop

206.             if event.type == KEYUP:

207.                 if (event.key == K\_p):

208.                     # Pausing the game

209.                     DISPLAYSURF.fill(BGCOLOR)

210.                     pygame.mixer.music.stop()

211.                     showTextScreen('Paused') # pause until a key press

212.                     pygame.mixer.music.play(-1, 0.0)

213.                     lastFallTime = time.time()

214.                     lastMoveDownTime = time.time()

215.                     lastMoveSidewaysTime = time.time()

216.                 elif (event.key == K\_LEFT or event.key == K\_a):

217.                     movingLeft = False

218.                 elif (event.key == K\_RIGHT or event.key == K\_d):

219.                     movingRight = False

220.                 elif (event.key == K\_DOWN or event.key == K\_s):

221.                     movingDown = False

222.

223.             elif event.type == KEYDOWN:

224.                 # moving the block sideways

225.                 if (event.key == K\_LEFT or event.key == K\_a) and isValidPosition(board, fallingPiece, adjX=-1):

226.                     fallingPiece['x'] -= 1

227.                     movingLeft = True

228.                     movingRight = False

229.                     lastMoveSidewaysTime = time.time()

230.

231.                 elif (event.key == K\_RIGHT or event.key == K\_d) and isValidPosition(board, fallingPiece, adjX=1):

232.                     fallingPiece['x'] += 1

233.                     movingRight = True

234.                     movingLeft = False

235.                     lastMoveSidewaysTime = time.time()

236.

237.                 # rotating the block (if there is room to rotate)

238.                 elif (event.key == K\_UP or event.key == K\_w):

239.                     fallingPiece['rotation'] = (fallingPiece['rotation'] + 1) % len(SHAPES[fallingPiece['shape']])

240.                     if not isValidPosition(board, fallingPiece):

241.                         fallingPiece['rotation'] = (fallingPiece['rotation'] - 1) % len(SHAPES[fallingPiece['shape']])

242.                 elif (event.key == K\_q): # rotate the other direction

243.                     fallingPiece['rotation'] = (fallingPiece['rotation'] - 1) % len(SHAPES[fallingPiece['shape']])

244.                     if not isValidPosition(board, fallingPiece):

245.                         fallingPiece['rotation'] = (fallingPiece['rotation'] + 1) % len(SHAPES[fallingPiece['shape']])

246.

247.                 # making the block fall faster with the down key

248.                 elif (event.key == K\_DOWN or event.key == K\_s):

249.                     movingDown = True

250.                     if isValidPosition(board, fallingPiece, adjY=1):

251.                         fallingPiece['y'] += 1

252.                     lastMoveDownTime = time.time()

253.

254.                 # move the current block all the way down

255.                 elif event.key == K\_SPACE:

256.                     movingDown = False

257.                     movingLeft = False

258.                     movingRight = False

259.                     for i in range(1, BOARDHEIGHT):

260.                         if not isValidPosition(board, fallingPiece, adjY=i):

261.                             break

262.                     fallingPiece['y'] += i - 1

263.

264.         # handle moving the block because of user input

265.         if (movingLeft or movingRight) and time.time() - lastMoveSidewaysTime > MOVESIDEWAYSFREQ:

266.             if movingLeft and isValidPosition(board, fallingPiece, adjX=-1):

267.                 fallingPiece['x'] -= 1

268.             elif movingRight and isValidPosition(board, fallingPiece, adjX=1):

269.                 fallingPiece['x'] += 1

270.             lastMoveSidewaysTime = time.time()

271.

272.         if movingDown and time.time() - lastMoveDownTime > MOVEDOWNFREQ and isValidPosition(board, fallingPiece, adjY=1):

273.             fallingPiece['y'] += 1

274.             lastMoveDownTime = time.time()

275.

276.         # let the piece fall if it is time to fall

277.         if time.time() - lastFallTime > fallFreq:

278.             # see if the piece has landed

279.             if not isValidPosition(board, fallingPiece, adjY=1):

280.                 # falling piece has landed, set it on the board

281.                 addToBoard(board, fallingPiece)

282.                 score += removeCompleteLines(board)

283.                 level, fallFreq = calculateLevelAndFallFreq(score)

284.                 fallingPiece = None

285.             else:

286.                 # piece did not land, just move the block down

287.                 fallingPiece['y'] += 1

288.                 lastFallTime = time.time()

289.

290.         # drawing everything on the screen

291.         DISPLAYSURF.fill(BGCOLOR)

292.         drawBoard(board)

293.         drawStatus(score, level)

294.         drawNextPiece(nextPiece)

295.         if fallingPiece != None:

296.             drawPiece(fallingPiece)

297.

298.         pygame.display.update()

299.         FPSCLOCK.tick(FPS)

300.

301.

302. def makeTextObjs(text, font, color):

303.     surf = font.render(text, True, color)

304.     return surf, surf.get\_rect()

305.

306.

307. def terminate():

308.     pygame.quit()

309.     sys.exit()

310.

311.

312. def checkForKeyPress():

313.     # Go through event queue looking for a KEYUP event.

314.     # Grab KEYDOWN events to remove them from the event queue.

315.     checkForQuit()

316.

317.     for event in pygame.event.get([KEYDOWN, KEYUP]):

318.         if event.type == KEYDOWN:

319.             continue

320.         return event.key

321.     return None

322.

323.

324. def showTextScreen(text):

325.     # This function displays large text in the

326.     # center of the screen until a key is pressed.

327.     # Draw the text drop shadow

328.     titleSurf, titleRect = makeTextObjs(text, BIGFONT, TEXTSHADOWCOLOR)

329.     titleRect.center = (int(WINDOWWIDTH / 2), int(WINDOWHEIGHT / 2))

330.     DISPLAYSURF.blit(titleSurf, titleRect)

331.

332.     # Draw the text

333.     titleSurf, titleRect = makeTextObjs(text, BIGFONT, TEXTCOLOR)

334.     titleRect.center = (int(WINDOWWIDTH / 2) - 3, int(WINDOWHEIGHT / 2) - 3)

335.     DISPLAYSURF.blit(titleSurf, titleRect)

336.

337.     # Draw the additional "Press a key to play." text.

338.     pressKeySurf, pressKeyRect = makeTextObjs('Press a key to play.', BASICFONT, TEXTCOLOR)

339.     pressKeyRect.center = (int(WINDOWWIDTH / 2), int(WINDOWHEIGHT / 2) + 100)

340.     DISPLAYSURF.blit(pressKeySurf, pressKeyRect)

341.

342.     while checkForKeyPress() == None:

343.         pygame.display.update()

344.         FPSCLOCK.tick()

345.

346.

347. def checkForQuit():

348.     for event in pygame.event.get(QUIT): # get all the QUIT events

349.         terminate() # terminate if any QUIT events are present

350.     for event in pygame.event.get(KEYUP): # get all the KEYUP events

351.         if event.key == K\_ESCAPE:

352.             terminate() # terminate if the KEYUP event was for the Esc key

353.         pygame.event.post(event) # put the other KEYUP event objects back

354.

355.

356. def calculateLevelAndFallFreq(score):

357.     # Based on the score, return the level the player is on and

358.     # how many seconds pass until a falling piece falls one space.

359.     level = int(score / 10) + 1

360.     fallFreq = 0.27 - (level \* 0.02)

361.     return level, fallFreq

362.

363. def getNewPiece():

364.     # return a random new piece in a random rotation and color

365.     shape = random.choice(list(SHAPES.keys()))

366.     newPiece = {'shape': shape,

367.                 'rotation': random.randint(0, len(SHAPES[shape]) - 1),

368.                 'x': int(BOARDWIDTH / 2) - int(TEMPLATEWIDTH / 2),

369.                 'y': -2, # start it above the board (i.e. less than 0)

370.                 'color': random.randint(0, len(COLORS)-1)}

371.     return newPiece

372.

373.

374. def addToBoard(board, piece):

375.     # fill in the board based on piece's location, shape, and rotation

376.     for x in range(TEMPLATEWIDTH):

377.         for y in range(TEMPLATEHEIGHT):

378.             if SHAPES[piece['shape']][piece['rotation']][y][x] != BLANK:

379.                 board[x + piece['x']][y + piece['y']] = piece['color']

380.

381.

382. def getBlankBoard():

383.     # create and return a new blank board data structure

384.     board = []

385.     for i in range(BOARDWIDTH):

386.         board.append([BLANK] \* BOARDHEIGHT)

387.     return board

388.

389.

390. def isOnBoard(x, y):

391.     return x >= 0 and x < BOARDWIDTH and y < BOARDHEIGHT

392.

393.

394. def isValidPosition(board, piece, adjX=0, adjY=0):

395.     # Return True if the piece is within the board and not colliding

396.     for x in range(TEMPLATEWIDTH):

397.         for y in range(TEMPLATEHEIGHT):

398.             isAboveBoard = y + piece['y'] + adjY < 0

399.             if isAboveBoard or SHAPES[piece['shape']][piece['rotation']][y][x] == BLANK:

400.                 continue

401.             if not isOnBoard(x + piece['x'] + adjX, y + piece['y'] + adjY):

402.                 return False

403.             if board[x + piece['x'] + adjX][y + piece['y'] + adjY] != BLANK:

404.                 return False

405.     return True

406.

407. def isCompleteLine(board, y):

408.     # Return True if the line filled with boxes with no gaps.

409.     for x in range(BOARDWIDTH):

410.         if board[x][y] == BLANK:

411.             return False

412.     return True

413.

414.

415. def removeCompleteLines(board):

416.     # Remove any completed lines on the board, move everything above them down, and return the number of complete lines.

417.     numLinesRemoved = 0

418.     y = BOARDHEIGHT - 1 # start y at the bottom of the board

419.     while y >= 0:

420.         if isCompleteLine(board, y):

421.             # Remove the line and pull boxes down by one line.

422.             for pullDownY in range(y, 0, -1):

423.                 for x in range(BOARDWIDTH):

424.                     board[x][pullDownY] = board[x][pullDownY-1]

425.             # Set very top line to blank.

426.             for x in range(BOARDWIDTH):

427.                 board[x][0] = BLANK

428.             numLinesRemoved += 1

429.             # Note on the next iteration of the loop, y is the same.

430.             # This is so that if the line that was pulled down is also

431.             # complete, it will be removed.

432.         else:

433.             y -= 1 # move on to check next row up

434.     return numLinesRemoved

435.

436.

437. def convertToPixelCoords(boxx, boxy):

438.     # Convert the given xy coordinates of the board to xy

439.     # coordinates of the location on the screen.

440.     return (XMARGIN + (boxx \* BOXSIZE)), (TOPMARGIN + (boxy \* BOXSIZE))

441.

442.

443. def drawBox(boxx, boxy, color, pixelx=None, pixely=None):

444.     # draw a single box (each tetromino piece has four boxes)

445.     # at xy coordinates on the board. Or, if pixelx & pixely

446.     # are specified, draw to the pixel coordinates stored in

447.     # pixelx & pixely (this is used for the "Next" piece).

448.     if color == BLANK:

449.         return

450.     if pixelx == None and pixely == None:

451.         pixelx, pixely = convertToPixelCoords(boxx, boxy)

452.     pygame.draw.rect(DISPLAYSURF, COLORS[color], (pixelx + 1, pixely + 1, BOXSIZE - 1, BOXSIZE - 1))

453.     pygame.draw.rect(DISPLAYSURF, LIGHTCOLORS[color], (pixelx + 1, pixely + 1, BOXSIZE - 4, BOXSIZE - 4))

454.

455.

456. def drawBoard(board):

457.     # draw the border around the board

458.     pygame.draw.rect(DISPLAYSURF, BORDERCOLOR, (XMARGIN - 3, TOPMARGIN - 7, (BOARDWIDTH \* BOXSIZE) + 8, (BOARDHEIGHT \* BOXSIZE) + 8), 5)

459.

460.     # fill the background of the board

461.     pygame.draw.rect(DISPLAYSURF, BGCOLOR, (XMARGIN, TOPMARGIN, BOXSIZE \* BOARDWIDTH, BOXSIZE \* BOARDHEIGHT))

462.     # draw the individual boxes on the board

463.     for x in range(BOARDWIDTH):

464.         for y in range(BOARDHEIGHT):

465.             drawBox(x, y, board[x][y])

466.

467.

468. def drawStatus(score, level):

469.     # draw the score text

470.     scoreSurf = BASICFONT.render('Score: %s' % score, True, TEXTCOLOR)

471.     scoreRect = scoreSurf.get\_rect()

472.     scoreRect.topleft = (WINDOWWIDTH - 150, 20)

473.     DISPLAYSURF.blit(scoreSurf, scoreRect)

474.

475.     # draw the level text

476.     levelSurf = BASICFONT.render('Level: %s' % level, True, TEXTCOLOR)

477.     levelRect = levelSurf.get\_rect()

478.     levelRect.topleft = (WINDOWWIDTH - 150, 50)

479.     DISPLAYSURF.blit(levelSurf, levelRect)

480.

481.

482. def drawPiece(piece, pixelx=None, pixely=None):

483.     shapeToDraw = SHAPES[piece['shape']][piece['rotation']]

484.     if pixelx == None and pixely == None:

485.         # if pixelx & pixely hasn't been specified, use the location stored in the piece data structure

486.         pixelx, pixely = convertToPixelCoords(piece['x'], piece['y'])

487.

488.     # draw each of the blocks that make up the piece

489.     for x in range(TEMPLATEWIDTH):

490.         for y in range(TEMPLATEHEIGHT):

491.             if shapeToDraw[y][x] != BLANK:

492.                 drawBox(None, None, piece['color'], pixelx + (x \* BOXSIZE), pixely + (y \* BOXSIZE))

493.

494.

495. def drawNextPiece(piece):

496.     # draw the "next" text

497.     nextSurf = BASICFONT.render('Next:', True, TEXTCOLOR)

498.     nextRect = nextSurf.get\_rect()

499.     nextRect.topleft = (WINDOWWIDTH - 120, 80)

500.     DISPLAYSURF.blit(nextSurf, nextRect)

501.     # draw the "next" piece

502.     drawPiece(piece, pixelx=WINDOWWIDTH-120, pixely=100)

503.

504.

505. if \_\_name\_\_ == '\_\_main\_\_':

506.     main()

**El código de configuración habitual**

1. # Tetromino (a Tetris clone)

  2.

  3.

  4.

  5.

  6. import random, time, pygame, sys

  7. from pygame.locals import \*

  8.

  9. FPS = 25

 10. WINDOWWIDTH = 640

 11. WINDOWHEIGHT = 480

 12. BOXSIZE = 20

 13. BOARDWIDTH = 10

 14. BOARDHEIGHT = 20

 15. BLANK = '.'

Estas son las constantes utilizadas por nuestro juego Tetromino. Cada caja es un cuadrado de 20 píxeles de ancho y alto. El tablero en sí es de 10 cajas de ancho y 20 cajas de altura. La constante EN BLANCOse utilizará como un valor para representar espacios en blanco en la estructura de datos de la pizarra.

**Configuración de constantes de tiempo para mantener pulsadas las teclas**

 17. MOVESIDEWAYSFREQ = 0.15

 18. MOVEDOWNFREQ = 0.1

Cada vez que el jugador empuja la tecla de flecha hacia la izquierda o hacia la derecha, la pieza que cae debe mover un cuadro hacia la izquierda o hacia la derecha, respectivamente. Sin embargo, el jugador también puede mantener presionada la tecla de flecha izquierda o derecha para seguir moviendo la pieza que cae. La constante MOVESIDEWAYSFREQ lo establecerá de modo que cada 0.15 segundos que pase con la tecla de flecha izquierda o derecha presionada, la pieza se moverá otro espacio.

La constante MOVEDOWNFREQ es la misma cosa, excepto que indica con qué frecuencia la pieza cae en una casilla mientras el jugador mantiene presionada la tecla de flecha hacia abajo.

**Más código de configuración**

 20. XMARGIN = int((WINDOWWIDTH - BOARDWIDTH \* BOXSIZE) / 2)

 21. TOPMARGIN = WINDOWHEIGHT - (BOARDHEIGHT \* BOXSIZE) - 5

El programa necesita calcular cuántos píxeles hay en el lado izquierdo y derecho de la placa para usar más adelante en el programa. WINDOWWIDTH es el número total de píxeles de ancho que tiene toda la ventana. El tablero tiene una anchura de cajas de ancho de tabla y cada una de ellas tiene una anchura de píxeles de BOXSIZE . Si restamos BOXSIZE píxeles de esto para cada una de las casillas de ancho en el tablero (que es BOARDWIDTH \* BOXSIZE ), tendremos el tamaño del margen a la izquierda y derecha del tablero. Si dividimos esto por 2 , entonces tendremos el tamaño de solo un margen. Como los márgenes son del mismo tamaño, podemos usar XMARGIN para el margen izquierdo o derecho.

Podemos calcular el tamaño del espacio entre la parte superior del tablero y la parte superior de la ventana de una manera similar. La pizarra se dibujará 5 píxeles por encima de la parte inferior de la ventana, por lo que se resta 5 de topmargin para tener en cuenta esto.
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 23. #               R    G    B

 24. WHITE       = (255, 255, 255)

 25. GRAY        = (185, 185, 185)

 26. BLACK       = (  0,   0,   0)

 27. RED         = (155,   0,   0)

 28. LIGHTRED    = (175,  20,  20)

 29. GREEN       = (  0, 155,   0)

 30. LIGHTGREEN  = ( 20, 175,  20)

 31. BLUE        = (  0,   0, 155)

 32. LIGHTBLUE   = ( 20,  20, 175)

 33. YELLOW      = (155, 155,   0)

 34. LIGHTYELLOW = (175, 175,  20)

 35.

 36. BORDERCOLOR = BLUE

 37. BGCOLOR = BLACK

 38. TEXTCOLOR = WHITE

 39. TEXTSHADOWCOLOR = GRAY

 40. COLORS      = (     BLUE,      GREEN,      RED,      YELLOW)

 41. LIGHTCOLORS = (LIGHTBLUE, LIGHTGREEN, LIGHTRED, LIGHTYELLOW)

 42. assert len(COLORS) == len(LIGHTCOLORS) # each color must have light color

Las piezas vendrán en cuatro colores: azul, verde, rojo y amarillo. Sin embargo, cuando dibujemos los cuadros, habrá un resaltado delgado en el cuadro en un color más claro. Así que esto significa que también debemos crear colores azul claro, verde claro, rojo claro y amarillo claro.

Cada uno de estos cuatro colores se almacenará en tuplas llamadas COLORS (para los colores normales) y LIGHTCOLORS (para los colores más claros).

**Configuración de las plantillas de pieza**

 44. TEMPLATEWIDTH = 5

 45. TEMPLATEHEIGHT = 5

 46.

 47. S\_SHAPE\_TEMPLATE = [['.....',

 48.                      '.....',

 49.                      '..OO.',

 50.                      '.OO..',

 51.                      '.....'],

 52.                     ['.....',

 53.                      '..O..',

 54.                      '..OO.',

 55.                      '...O.',

 56.                      '.....']]

 57.

 58. Z\_SHAPE\_TEMPLATE = [['.....',

 59.                      '.....',

 60.                      '.OO..',

 61.                      '..OO.',

 62.                      '.....'],

 63.                     ['.....',

 64.                      '..O..',

 65.                      '.OO..',

 66.                      '.O...',

 67.                      '.....']]

 68.

 69. I\_SHAPE\_TEMPLATE = [['..O..',

 70.                      '..O..',

 71.                      '..O..',

 72.                      '..O..',

 73.                      '.....'],

 74.                     ['.....',

 75.                      '.....',

 76.                      'OOOO.',

 77.                      '.....',

 78.                      '.....']]

 79.

 80. O\_SHAPE\_TEMPLATE = [['.....',

 81.                      '.....',

 82.                      '.OO..',

 83.                      '.OO..',

 84.                      '.....']]

 85.

 86. J\_SHAPE\_TEMPLATE = [['.....',

 87.                      '.O...',

 88.                      '.OOO.',

 89.                      '.....',

 90.                      '.....'],

 91.                     ['.....',

 92.                      '..OO.',

 93.                      '..O..',

 94.                      '..O..',

 95.                      '.....'],

 96.                     ['.....',

 97.                      '.....',

 98.                      '.OOO.',

 99.                      '...O.',

100.                      '.....'],

101.                     ['.....',

102.                      '..O..',

103.                      '..O..',

104.                      '.OO..',

105.                      '.....']]

106.

107. L\_SHAPE\_TEMPLATE = [['.....',

108.                      '...O.',

109.                      '.OOO.',

110.                      '.....',

111.                      '.....'],

112.                     ['.....',

113.                      '..O..',

114.                      '..O..',

115.                      '..OO.',

116.                      '.....'],

117.                     ['.....',

118.                      '.....',

119.                      '.OOO.',

120.                      '.O...',

121.                      '.....'],

122.                     ['.....',

123.                      '.OO..',

124.                      '..O..',

125.                      '..O..',

126.                      '.....']]

127.

128. T\_SHAPE\_TEMPLATE = [['.....',

129.                      '..O..',

130.                      '.OOO.',

131.                      '.....',

132.                      '.....'],

133.                     ['.....',

134.                      '..O..',

135.                      '..OO.',

136.                      '..O..',

137.                      '.....'],

138.                     ['.....',

139.                      '.....',

140.                      '.OOO.',

141.                      '..O..',

142.                      '.....'],

143.                     ['.....',

144.                      '..O..',

145.                      '.OO..',

146.                      '..O..',

147.                      '.....']]

Nuestro programa de juego necesita saber cómo se forma cada una de las formas, incluso para todas las rotaciones posibles. Para hacer esto, crearemos listas de listas de cadenas. La lista interna de cadenas representará una sola rotación de una forma, como esta:

['.....',

 '.....',

 '.OO.',

 '.OO ..',

 '.....']

Escribiremos el resto de nuestro código para que interprete una lista de cadenas como la de arriba para representar una forma donde los puntos son espacios vacíos y las O son cuadros, como este:

![http://inventwithpython.com/pygame/chapter7_files/image004.jpg](data:image/jpeg;base64,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)

**División de una "línea de código" en varias líneas**

Puede ver que esta lista se extiende a lo largo de muchas líneas en el editor de archivos. Esto es perfectamente válido para Python, porque el intérprete de Python se da cuenta de que, hasta que ve el ]corchete de cierre, la lista no está terminada. La sangría no importa porque Python sabe que no tendrá una sangría diferente para un nuevo bloque en medio de una lista. Este código de abajo funciona bien:

spam = ['hello', 3.14, 'world', 42, 10, 'fuzz']

huevos = ['hola', 3.14,

   'mundo'

         42

       10, 'fuzz']

Aunque, por supuesto, el código para la lista de huevos sería mucho más legible si alineamos todos los elementos de la lista o los colocamos en una sola línea como spam .

Normalmente, dividir una línea de código en varias líneas en el editor de archivos requeriría poner un carácter \ al final de la línea. El \ le dice a Python, "Este código continúa en la siguiente línea". (Esta barra se utilizó por primera vez en el juego Sliding Puzzle en la función isValidMove () ).

Haremos las estructuras de datos de las formas de la "plantilla" mediante la creación de una lista de estas cadenas de cadenas y las almacenaremos en variables como S\_SHAPE\_TEMPLATE . De esta manera, len (S\_SHAPE\_TEMPLATE) representará cuántas rotaciones posibles hay para la forma de S, y S\_SHAPE\_TEMPLATE [0] representará la primera rotación posible de la forma de S. Las líneas 47 a 147 crearán estructuras de datos de "plantilla" para cada una de las formas.

Imagine que cada pieza posible en un pequeño tablero de 5 x 5 de espacio vacío, con algunos de los espacios en el tablero rellenados con cajas. Las siguientes expresiones que usan S\_SHAPE\_TEMPLATE [0] son verdaderas :

S\_SHAPE\_TEMPLATE [0] [2] [2] == 'O'

S\_SHAPE\_TEMPLATE [0] [2] [3] == 'O'

S\_SHAPE\_TEMPLATE [0] [3] [1] == 'O'

S\_SHAPE\_TEMPLATE [0] [3] [2] == 'O'

Si representáramos esta forma en papel, se vería algo como esto:

![http://inventwithpython.com/pygame/chapter7_files/image005.jpg](data:image/jpeg;base64,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)

Así es como podemos representar cosas como piezas de Tetromino como valores de Python, como cadenas y listas. Las constantes TEMPLATEWIDTH y TEMPLATEHEIGHT simplemente establecen el tamaño de cada fila y columna para la rotación de cada forma. (Las plantillas siempre serán 5x5.)

149. SHAPES = {'S': S\_SHAPE\_TEMPLATE,

150.           'Z': Z\_SHAPE\_TEMPLATE,

151.           'J': J\_SHAPE\_TEMPLATE,

152.           'L': L\_SHAPE\_TEMPLATE,

153.           'I': I\_SHAPE\_TEMPLATE,

154.           'O': O\_SHAPE\_TEMPLATE,

155.           'T': T\_SHAPE\_TEMPLATE}

La variable SHAPES será un diccionario que almacena todas las plantillas diferentes. Debido a que cada plantilla tiene todas las rotaciones posibles de una sola forma, esto significa que la variable SHAPEScontiene todas las rotaciones posibles de cada forma posible. Esta será la estructura de datos que contiene todos los datos de formas en nuestro juego.

**El principal) ( Función**

158. def main():

159.     global FPSCLOCK, DISPLAYSURF, BASICFONT, BIGFONT

160.     pygame.init()

161.     FPSCLOCK = pygame.time.Clock()

162.     DISPLAYSURF = pygame.display.set\_mode((WINDOWWIDTH, WINDOWHEIGHT))

163.     BASICFONT = pygame.font.Font('freesansbold.ttf', 18)

164.     BIGFONT = pygame.font.Font('freesansbold.ttf', 100)

165.     pygame.display.set\_caption('Tetromino')

166.

167.     showTextScreen('Tetromino')

La función main () maneja la creación de algunas constantes más globales y muestra la pantalla de inicio que aparece cuando se ejecuta el programa.

168.     while True: # game loop

169.         if random.randint(0, 1) == 0:

170.             pygame.mixer.music.load('tetrisb.mid')

171.         else:

172.             pygame.mixer.music.load('tetrisc.mid')

173.         pygame.mixer.music.play(-1, 0.0)

174.         runGame()

175.         pygame.mixer.music.stop()

176.         showTextScreen('Game Over')

El código para el juego real está todo en runGame () . La función main () aquí simplemente decide aleatoriamente qué música de fondo comenzar a reproducir (ya sea el archivo de música MIDI *tetrisb.mid* o *tetrisc.mid* ), luego llama a runGame () para comenzar el juego. Cuando el jugador pierde, runGame () regresará a main () , que luego detiene la música de fondo y muestra el juego en la pantalla.

Cuando el jugador presiona una tecla, la función showTextScreen () que muestra el juego sobre la pantalla regresará. El bucle del juego volverá al principio en la línea 169 y comenzará otro juego.

**El comienzo de un nuevo juego**

179. def runGame():

180.     # setup variables for the start of the game

181.     board = getBlankBoard()

182.     lastMoveDownTime = time.time()

183.     lastMoveSidewaysTime = time.time()

184.     lastFallTime = time.time()

185.     movingDown = False # note: there is no movingUp variable

186.     movingLeft = False

187.     movingRight = False

188.     score = 0

189.     level, fallFreq = calculateLevelAndFallFreq(score)

190.

191.     fallingPiece = getNewPiece()

192.     nextPiece = getNewPiece()

Antes de que el juego comience y las piezas comiencen a caer, debemos inicializar algunas variables a sus valores de inicio del juego. En la línea 191, la variable fallingPiece se establecerá en la pieza que está cayendo y que el jugador puede rotar. En la línea 192, la variable nextPiece se establecerá en la pieza que se muestra en la parte "Siguiente" de la pantalla para que el jugador sepa qué pieza está subiendo después de configurar la pieza que cae.

**The Game Loop**

194.     while True: # main game loop

195.         if fallingPiece == None:

196.             # No falling piece in play, so start a new piece at the top

197.             fallingPiece = nextPiece

198.             nextPiece = getNewPiece()

199.             lastFallTime = time.time() # reset lastFallTime

200.

201.             if not isValidPosition(board, fallingPiece):

202.                 return # can't fit a new piece on the board, so game over

203.

204.         checkForQuit()

El bucle principal del juego que comienza en la línea 194 maneja todo el código de la parte principal del juego cuando las piezas caen al final. La variable fallingPiece se establece en Ninguno después de que la pieza descendente haya aterrizado. Esto significa que la pieza en nextPiece debe copiarse a la variable fallingPiece , y una nueva pieza aleatoria debe colocarse en la variable nextPiece . Se puede generar una nueva pieza desde la función getNewPiece () . La variable lastFallTime también se restablece a la hora actual para que la pieza caiga, sin embargo, muchos segundos están en fallFreq .

Las piezas que obtienenNewPiece () se colocan un poco por encima del tablero, generalmente con parte de la pieza ya en el tablero. Pero si esta posición no es válida porque el tablero ya está lleno allí (en cuyo caso la llamada isValidPosition () en la línea 201 devolverá Falso ), entonces sabemos que el tablero está lleno y el jugador debería perder el juego. Cuando esto sucede, la función runGame () regresa.

**El evento Handling Loop**

205.         for event in pygame.event.get(): # event handling loop

206.             if event.type == KEYUP:

El bucle de manejo de eventos se encarga de cuando el jugador gira la pieza que cae, mueve la pieza que cae o hace una pausa en el juego.

**Pausando el juego**

207.                 if (event.key == K\_p):

208.                     # Pausing the game

209.                     DISPLAYSURF.fill(BGCOLOR)

210.                     pygame.mixer.music.stop()

211.                     showTextScreen('Paused') # pause until a key press

212.                     pygame.mixer.music.play(-1, 0.0)

213.                     lastFallTime = time.time()

214.                     lastMoveDownTime = time.time()

215.                     lastMoveSidewaysTime = time.time()

Si el jugador ha presionado la tecla P, entonces el juego debe pausar. Necesitamos ocultar el tablero al jugador (de lo contrario, el jugador podría hacer trampa haciendo una pausa en el juego y tomando tiempo para decidir dónde mover la pieza).

El código borra la superficie de la pantalla con una llamada a DISPLAYSURF.fill (BGCOLOR) y detiene la música. Se llama a la función showTextScreen () para mostrar el texto "Pausado" y esperar a que el jugador presione una tecla para continuar.

Una vez que el jugador haya presionado una tecla, regresará showTextScreen () . Línea 212 se reiniciará la música de fondo. Además, dado que podría haber pasado una gran cantidad de tiempo desde que el jugador detuvo el juego, las variables lastFallTime , lastMoveDownTime y lastMoveSidewaysTime deberían restablecerse a la hora actual (que se realiza en las líneas 213 a 215).

**Uso de variables de movimiento para manejar la entrada del usuario**

216.                 elif (event.key == K\_LEFT or event.key == K\_a):

217.                     movingLeft = False

218.                 elif (event.key == K\_RIGHT or event.key == K\_d):

219.                     movingRight = False

220.                 elif (event.key == K\_DOWN or event.key == K\_s):

221.                     movingDown = False

Dejar de presionar una de las teclas de flecha (o las teclas WASD) establecerá las variables movingLeft , movingRight o movingDown de nuevo en False , lo que indica que el jugador ya no quiere mover la pieza en esas direcciones. El código posterior manejará qué hacer en función de los valores booleanos dentro de estas variables "en movimiento". Tenga en cuenta que la flecha hacia arriba y las teclas W se utilizan para girar la pieza, no para moverla hacia arriba. Es por esto que no hay una variable movingUp .

**Comprobando si una diapositiva o rotación es válida**

223.             elif event.type == KEYDOWN:

224.                 # moving the block sideways

225.                 if (event.key == K\_LEFT or event.key == K\_a) and isValidPosition(board, fallingPiece, adjX=-1):

226.                     fallingPiece['x'] -= 1

227.                     movingLeft = True

228.                     movingRight = False

229.                     lastMoveSidewaysTime = time.time()

Cuando la tecla de flecha izquierda se presiona hacia abajo (y moverse hacia la izquierda es un movimiento válido para la pieza que cae, según lo determinado por la llamada a isValidPosition () ), entonces debemos cambiar la posición a un espacio a la izquierda restando el valor de fallingPiece ['x'] por 1 . La función isValidPosition () tiene parámetros opcionales llamados adjX y adjY . Normalmente, la función isValidPosition () verifica la posición de los datos proporcionados por el objeto pieza que se pasa para el segundo parámetro. Sin embargo, a veces no queremos comprobar dónde se encuentra actualmente la pieza, sino más bien unos pocos espacios desde esa posición.

Si pasamos -1 para el adjX (un nombre corto para "X ajustado"), entonces no verifica la validez de la posición en la estructura de datos de la pieza, sino si la posición de donde estaría la pieza si fuera Un espacio a la izquierda. Al pasar 1 para adjX se marcaría un espacio a la derecha. También hay un parámetro opcional adjY . Al pasar -1 para adjY se verifica un espacio arriba de la posición actual de la pieza, y al pasar un valor como 3 para adjY se verifican tres espacios hacia abajo desde donde se encuentra la pieza.

La variable movingLeft se establece en Verdadero , y solo para asegurarse de que la pieza que cae no se mueva tanto a la izquierda *como a la* derecha, la variable movingRight se establece en Falso en la línea 228. La variable lastMoveSidewaysTime se actualizará a la hora actual en la línea 229.

Estas variables se configuran para que el jugador solo pueda mantener presionada la tecla de flecha para seguir moviendo la pieza. Si la variable movingLeft está configurada en Verdadero , el programa puede saber que la tecla de flecha izquierda (o la tecla A) se presionó y aún no se ha soltado. Y si 0.15 segundos (el número almacenado en MOVESIDEWAYSFREQ ) ha pasado desde el tiempo almacenado en lastMoveSidewaysTime , entonces es hora de que el programa mueva la pieza descendente nuevamente hacia la izquierda.

El lastMoveSidewaysTime funciona igual que la variable lastClickTime en el capítulo Simular.

231.                 elif (event.key == K\_RIGHT or event.key == K\_d) and isValidPosition(board, fallingPiece, adjX=1):

232.                     fallingPiece['x'] += 1

233.                     movingRight = True

234.                     movingLeft = False

235.                     lastMoveSidewaysTime = time.time()

El código en las líneas 231 a 235 es casi idéntico a las líneas 225 a 229, excepto que maneja el movimiento de la pieza descendente hacia la derecha cuando se presiona la tecla de flecha derecha (o la tecla D).

237.                 # rotating the block (if there is room to rotate)

238.                 elif (event.key == K\_UP or event.key == K\_w):

239.                     fallingPiece['rotation'] = (fallingPiece['rotation'] + 1) % len(SHAPES[fallingPiece['shape']])

La tecla de flecha hacia arriba (o la tecla W) girará la pieza descendente a su próxima rotación. Todo lo que tiene que hacer el código es incrementar el valor de la clave de 'rotación' en el diccionario fallingPiece en 1 . Sin embargo, si el aumento del valor de la clave de 'rotación' lo hace más grande que el número total de rotaciones, entonces "modding" por el número total de rotaciones posibles para esa forma (que es lo que len (SHAPES [fallingPiece ['shape']] )) is) entonces "rodará" a 0 .

Este es un ejemplo de este modding con la forma J, que tiene 4 rotaciones posibles:

>>> 0% 4

0

>>> 1% 4

1

>>> 2% 4

2

>>> 3% 4

3

>>> 5% 4

1

>>> 6% 4

2

>>> 7% 4

3

>>> 8% 4

0

>>>

240.                     if not isValidPosition(board, fallingPiece):

241.                         fallingPiece['rotation'] = (fallingPiece['rotation'] - 1) % len(SHAPES[fallingPiece['shape']])

Si la nueva posición girada no es válida porque se superpone a algunas cajas que ya están en el tablero, queremos volver a la rotación original restando 1 de fallingPiece ['rotación'] . También podemos modificarlo mediante len (SHAPES [fallingPiece ['shape']]) de modo que si el nuevo valor es -1 , el modding volverá a la última rotación de la lista. Aquí hay un ejemplo de modding un número negativo:

>>> -1% 4

3

242.                 elif (event.key == K\_q): # rotate the other direction

243.                     fallingPiece['rotation'] = (fallingPiece['rotation'] - 1) % len(SHAPES[fallingPiece['shape']])

244.                     if not isValidPosition(board, fallingPiece):

245.                         fallingPiece['rotation'] = (fallingPiece['rotation'] + 1) % len(SHAPES[fallingPiece['shape']])

Las líneas 242 a 245 hacen lo mismo 238 a 241, excepto que manejan el caso donde el jugador ha presionado la tecla Q que gira la pieza en la dirección opuesta. En este caso, *restamos*1 de fallingPiece ['rotación'] (que se realiza en la línea 243) en lugar de agregar 1 .

247.                 # making the block fall faster with the down key

248.                 elif (event.key == K\_DOWN or event.key == K\_s):

249.                     movingDown = True

250.                     if isValidPosition(board, fallingPiece, adjY=1):

251.                         fallingPiece['y'] += 1

252.                     lastMoveDownTime = time.time()

Si se presiona la flecha hacia abajo o la tecla S, entonces el jugador desea que la pieza caiga más rápido de lo normal. La línea 251 mueve la pieza hacia abajo un espacio en el tablero (pero solo si es un espacio válido). La variable movingDown se establece en True y lastMoveDownTime se restablece a la hora actual. Estas variables se revisarán más adelante para que la pieza siga cayendo a un ritmo más rápido siempre que la flecha hacia abajo o la tecla S se mantengan presionadas.

**Encontrar el fondo**

254.                 # move the current block all the way down

255.                 elif event.key == K\_SPACE:

256.                     movingDown = False

257.                     movingLeft = False

258.                     movingRight = False

259.                     for i in range(1, BOARDHEIGHT):

260.                         if not isValidPosition(board, fallingPiece, adjY=i):

261.                             break

262.                     fallingPiece['y'] += i - 1

Cuando el jugador presiona la tecla de espacio, la pieza que cae caerá inmediatamente lo más que pueda en el tablero y aterrizará. El programa primero debe averiguar cuántos espacios puede mover la pieza hasta que aterrice.

Las líneas 256 a 258 establecerán todas las variables en movimiento en Falso (lo que hace que el código en partes posteriores de la programación piense que el usuario ha dejado de presionar cualquier tecla de flecha que se presionó). Esto se hace porque este código moverá la pieza al fondo absoluto y comenzará a caer la siguiente pieza, y no queremos sorprender al jugador al hacer que esas piezas comiencen a moverse inmediatamente solo porque estaban presionando una tecla de flecha cuando pulsaron la tecla de espacio.

Para encontrar lo más lejos que pueda caer la pieza, primero debemos llamar a isValidPosition () y pasar el entero 1 para el parámetro adjY . Si isValidPosition () devuelve False , sabemos que la pieza no puede caer más y ya está en la parte inferior. Si isValidPosition () devuelve True , entonces sabemos que puede caer 1 espacio hacia abajo.

En ese caso, deberíamos llamar a isValidPosition () con adjY establecido en 2 . Si devuelve True nuevamente, llamaremos a isValidPosition () con adjY establecido en 3 , y así sucesivamente. Esto es lo que maneja el bucle for en la línea 259: llamar a isValidPosition () con valores enteros crecientes para pasar por adjY hasta que la llamada a la función devuelva False . En ese momento, sabemos que el valor en i es un espacio más allá de la parte inferior. Esta es la razón por la que la línea 262 aumenta la caída de la pieza ['y'] en i - 1 en lugar de i .

(También tenga en cuenta que el segundo parámetro a range () en la línea 259 para la declaración se establece en BOARDHEIGHT porque esta es la cantidad máxima que la pieza podría caer antes de que llegue al fondo del tablero).

**Moviéndose manteniendo pulsada la tecla**

264.         # handle moving the block because of user input

265.         if (movingLeft or movingRight) and time.time() - lastMoveSidewaysTime > MOVESIDEWAYSFREQ:

266.             if movingLeft and isValidPosition(board, fallingPiece, adjX=-1):

267.                 fallingPiece['x'] -= 1

268.             elif movingRight and isValidPosition(board, fallingPiece, adjX=1):

269.                 fallingPiece['x'] += 1

270.             lastMoveSidewaysTime = time.time()

¿Recuerda que en la línea 227 la variable movingLeft se estableció en Verdadero si el jugador presionó la tecla de flecha izquierda? (Lo mismo para la línea 233 en donde movingRight se estableció en Verdadero si el jugador presionó la tecla de la flecha hacia la derecha). Las variables en movimiento se configuraron en Falso si el usuario también dejó estas teclas (vea las líneas 217 y 219).

Lo que también sucedió cuando el jugador presionó la tecla de flecha hacia la izquierda o hacia la derecha fue que la variable lastMoveSidewaysTime se configuró a la hora actual (que era el valor de retorno de time.time () ). Si el jugador continuaba manteniendo presionada la tecla de flecha sin dejar de hacerlo, entonces la variable movingLeft o movingRight todavía se establecería en Verdadero .

Si el usuario mantiene presionada la tecla durante más de 0.15 segundos (el valor almacenado en MOVESIDEWAYSFREQ es el flotante 0.15 ), la expresión time.time () - lastMoveSidewaysTime> MOVESIDEWAYSFREQ se evaluará como Verdadero . La condición de la línea 265 es Verdadera si el usuario ha mantenido presionada la tecla de flecha y pasaron 0.15 segundos, y en ese caso deberíamos mover la pieza descendente hacia la izquierda o hacia la derecha aunque el usuario no haya presionado la tecla de flecha nuevamente.

Esto es muy útil porque sería molesto para el jugador presionar repetidamente las teclas de flecha para que la pieza que cae se mueva sobre múltiples espacios en el tablero. En su lugar, solo pueden mantener presionada una tecla de flecha y la pieza seguirá moviéndose hasta que dejen de tocar la tecla. Cuando eso suceda, el código en las líneas 216 a 221 establecerá la variable en movimiento en Falso y la condición en la línea 265 será Falso . Eso es lo que evita que la pieza que cae se deslice sobre más.

Para demostrar por qué el time.time () - lastMoveSidewaysTime> MOVESIDEWAYSFREQ devuelve True después de que haya transcurrido el número de segundos en MOVESIDEWAYSFREQ, ejecute este breve programa:

tiempo de importación

Hora de esperar = 4

comenzar = tiempo.tiempo ()

mientras que True

    ahora = tiempo.tiempo ()

    mensaje = '% s,% s,% s'% (comenzar, ahora, (ahora - comenzar))

    si ahora - comenzar>

        imprimir (mensaje + '¡PASADO EL TIEMPO DE ESPERA!')

    más:

        imprimir (mensaje + 'Aún no ...')

    time.sleep (0.2)

Este programa tiene un bucle infinito, así que para finalizarlo, presione Ctrl-C. La salida de este programa se verá así:

1322106392.2, 1322106392.2, 0.0 Not yet...

1322106392.2, 1322106392.42, 0.219000101089 Not yet...

1322106392.2, 1322106392.65, 0.449000120163 Not yet...

1322106392.2, 1322106392.88, 0.680999994278 Not yet...

1322106392.2, 1322106393.11, 0.910000085831 Not yet...

1322106392.2, 1322106393.34, 1.1400001049 Not yet...

1322106392.2, 1322106393.57, 1.3710000515 Not yet...

1322106392.2, 1322106393.83, 1.6360001564 Not yet...

1322106392.2, 1322106394.05, 1.85199999809 Not yet...

1322106392.2, 1322106394.28, 2.08000016212 Not yet...

1322106392.2, 1322106394.51, 2.30900001526 Not yet...

1322106392.2, 1322106394.74, 2.54100012779 Not yet...

1322106392.2, 1322106394.97, 2.76999998093 Not yet...

1322106392.2, 1322106395.2, 2.99800014496 Not yet...

1322106392.2, 1322106395.42, 3.22699999809 Not yet...

1322106392.2, 1322106395.65, 3.45600008965 Not yet...

1322106392.2, 1322106395.89, 3.69200015068 Not yet...

1322106392.2, 1322106396.12, 3.92100000381 Not yet...

1322106392.2, 1322106396.35, 4.14899992943 PASSED WAIT TIME!

1322106392.2, 1322106396.58, 4.3789999485 PASSED WAIT TIME!

1322106392.2, 1322106396.81, 4.60700011253 PASSED WAIT TIME!

1322106392.2, 1322106397.04, 4.83700013161 PASSED WAIT TIME!

1322106392.2, 1322106397.26, 5.06500005722 PASSED WAIT TIME!

Traceback (most recent call last):

  File "C:\timetest.py", line 13, in <module>

    time.sleep(0.2)

KeyboardInterrupt

El primer número en cada línea de salida es el valor de retorno de time.time () cuando el programa se inició por primera vez (y este valor nunca cambia). El segundo número es el último valor de retorno de time.time () (este valor se actualiza constantemente en cada iteración del bucle). Y el tercer número es la hora actual menos la hora de inicio. Este tercer número es el número de segundos que han transcurrido desde que se ejecutó la línea de código begin = time.time () .

Si este número es mayor que 4, el código comenzará a imprimir "¡PASADO EL TIEMPO DE ESPERA!" En lugar de "Todavía no ...". Así es como nuestro programa de juego puede saber si ha transcurrido una cierta cantidad de tiempo desde que se ejecutó una línea de código.

En nuestro programa Tetromino, la expresión time.time () - lastMoveSidewaysTime se evaluará a la cantidad de segundos transcurridos desde la última vez que se configuró lastMoveSidewaysTime a la hora actual. Si este valor es mayor que el valor en MOVESIDEWAYSFREQ , sabemos que es hora de que el código mueva la pieza que cae sobre un espacio más.

¡No olvides actualizar lastMoveSidewaysTime a la hora actual otra vez! Esto es lo que hacemos en la línea 270.

272.         if movingDown and time.time() - lastMoveDownTime > MOVEDOWNFREQ and isValidPosition(board, fallingPiece, adjY=1):

273.             fallingPiece['y'] += 1

274.             lastMoveDownTime = time.time()

Las líneas 272 a 274 hacen casi lo mismo que las líneas 265 a 270, excepto para mover la pieza que cae hacia abajo. Esto tiene una variable de movimiento separada ( movingDown ) y una variable de "última vez" ( lastMoveDownTime ), así como una variable diferente de "frecuencia de movimiento" ( MOVEDOWNFREQ ).

**Dejando caer la pieza “naturalmente”**

276.         # let the piece fall if it is time to fall

277.         if time.time() - lastFallTime > fallFreq:

278.             # see if the piece has landed

279.             if not isValidPosition(board, fallingPiece, adjY=1):

280.                 # falling piece has landed, set it on the board

281.                 addToBoard(board, fallingPiece)

282.                 score += removeCompleteLines(board)

283.                 level, fallFreq = calculateLevelAndFallFreq(score)

284.                 fallingPiece = None

285.             else:

286.                 # piece did not land, just move the block down

287.                 fallingPiece['y'] += 1

288.                 lastFallTime = time.time()

La variable lastFallTime hace un seguimiento de la velocidad a la que la pieza se mueve naturalmente hacia abajo (es decir, la caída) . Si ha transcurrido suficiente tiempo desde la última vez que la pieza que cayó cayó un espacio, las líneas 279 a 288 manejarán soltar la pieza un espacio.

Si la condición en la línea 279 es Verdadera , entonces la pieza ha aterrizado. La llamada a addToBoard () hará que la pieza forme parte de la estructura de datos de la placa (de modo que las futuras piezas puedan aterrizar en ella), y la llamada removeCompleteLines () manejará el borrado de cualquier línea completa en la placa y tirando de las casillas hacia abajo. La función removeCompleteLines () también devuelve un valor entero de cuántas líneas se eliminaron, por lo que agregamos este número a la puntuación.

Debido a que la puntuación puede haber cambiado, llamamos a la función CalculateLevelAndFallFreq () para actualizar el nivel actual y la frecuencia con la que caen las piezas. Y, por último, establecemos la variable fallingPiece en Ninguno para indicar que la siguiente pieza debería convertirse en la nueva pieza descendente, y se debe generar una nueva pieza aleatoria para la nueva pieza siguiente. (Eso se hace en las líneas 195 a 199 al comienzo del ciclo de juego).

Si la pieza no ha aterrizado, simplemente fijamos su posición Y hacia abajo un espacio (en la línea 287) y restablecemos lastFallTime a la hora actual (en la línea 288).

**Dibujando todo en la pantalla**

290.         # drawing everything on the screen

291.         DISPLAYSURF.fill(BGCOLOR)

292.         drawBoard(board)

293.         drawStatus(score, level)

294.         drawNextPiece(nextPiece)

295.         if fallingPiece != None:

296.             drawPiece(fallingPiece)

297.

298.         pygame.display.update()

299.         FPSCLOCK.tick(FPS)

Ahora que el bucle del juego ha manejado todos los eventos y actualizado el estado del juego, el bucle del juego solo necesita dibujar el estado del juego en la pantalla. La mayoría de los dibujos son manejados por otras funciones, por lo que el código de bucle del juego solo necesita llamar a esas funciones. Luego, la llamada a pygame.display.update () hace que la pantalla de Surface aparezca en la pantalla real de la computadora, y la llamada al método tick () agrega una ligera pausa para que el juego no se ejecute demasiado rápido.

**makeTextObjs () , una función de acceso directo para hacer texto**

302. def makeTextObjs(text, font, color):

303.     surf = font.render(text, True, color)

304.     return surf, surf.get\_rect()

La función makeTextObjs () solo nos proporciona un acceso directo. Dado el texto, el objeto Fuente y el objeto Color, llama a render () para nosotros y devuelve el objeto Superficie y Rect para este texto. Esto solo nos evita escribir el código para crear el objeto Surface y Rect cada vez que lo necesitemos.

**El Mismo de terminar () Función**

307. def terminate():

308.     pygame.quit()

309.     sys.exit()

La función terminate () funciona igual que en los programas de juegos anteriores.

**A la espera de un evento para la prensa tecla con el checkForKeyPress () Función**

312. def checkForKeyPress():

313.     # Go through event queue looking for a KEYUP event.

314.     # Grab KEYDOWN events to remove them from the event queue.

315.     checkForQuit()

316.

317.     for event in pygame.event.get([KEYDOWN, KEYUP]):

318.         if event.type == KEYDOWN:

319.             continue

320.         return event.key

321.     return None

La función checkForKeyPress () funciona casi igual que en el juego Wormy. Primero, llama a checkForQuit () para manejar cualquier evento QUIT (o eventos KEYUP específicamente para la tecla Esc) y finaliza el programa si hay alguno. Luego saca todos los eventos KEYUP y KEYDOWN de la cola de eventos. Ignora los eventos de KEYDOWN ( KEYDOWN se especificó en pygame.event.get () solo para eliminar esos eventos de la cola de eventos).

Si no hubo eventos KEYUP en la cola de eventos, la función devuelve Ninguno .

**showTextScreen () , una función de pantalla de texto genérico**

324. def showTextScreen(text):

325.     # This function displays large text in the

326.     # center of the screen until a key is pressed.

327.     # Draw the text drop shadow

328.     titleSurf, titleRect = makeTextObjs(text, BIGFONT, TEXTSHADOWCOLOR)

329.     titleRect.center = (int(WINDOWWIDTH / 2), int(WINDOWHEIGHT / 2))

330.     DISPLAYSURF.blit(titleSurf, titleRect)

331.

332.     # Draw the text

333.     titleSurf, titleRect = makeTextObjs(text, BIGFONT, TEXTCOLOR)

334.     titleRect.center = (int(WINDOWWIDTH / 2) - 3, int(WINDOWHEIGHT / 2) - 3)

335.     DISPLAYSURF.blit(titleSurf, titleRect)

336.

337.     # Draw the additional "Press a key to play." text.

338.     pressKeySurf, pressKeyRect = makeTextObjs('Press a key to play.', BASICFONT, TEXTCOLOR)

339.     pressKeyRect.center = (int(WINDOWWIDTH / 2), int(WINDOWHEIGHT / 2) + 100)

340.     DISPLAYSURF.blit(pressKeySurf, pressKeyRect)

En lugar de funciones separadas para la pantalla de inicio y el juego sobre las pantallas, crearemos una función genérica llamada showTextScreen () . La función showTextScreen () dibujará cualquier texto que pasemos para el parámetro de texto. Además, se mostrará además el texto "Presionar una tecla para jugar".

Observe que las líneas 328 a 330 dibujan el texto en un color de sombra más oscuro primero, y luego las líneas 333 a 335 dibujan el mismo texto nuevamente, excepto el desplazamiento de 3 píxeles a la izquierda y 3 píxeles hacia arriba. Esto crea un efecto de "sombra paralela" que hace que el texto se vea un poco más bonito. Puede comparar la diferencia comentando las líneas 328 a 330 para ver el texto sin una sombra paralela.

Se usará showTextScreen () para la pantalla de inicio, el juego sobre la pantalla y también para una pantalla de pausa. (La pantalla de pausa se explica más adelante en este capítulo).

342.     while checkForKeyPress() == None:

343.         pygame.display.update()

344.         FPSCLOCK.tick()

Queremos que el texto permanezca en la pantalla hasta que el usuario presione una tecla. Este pequeño bucle llamará constantemente a pygame.display.update () y FPSCLOCK.tick () hasta que checkForKeyPress () devuelva un valor distinto de Ninguno . Esto sucede cuando el usuario presiona una tecla.

**El checkForQuit () Función**

347. def checkForQuit():

348.     for event in pygame.event.get(QUIT): # get all the QUIT events

349.         terminate() # terminate if any QUIT events are present

350.     for event in pygame.event.get(KEYUP): # get all the KEYUP events

351.         if event.key == K\_ESCAPE:

352.             terminate() # terminate if the KEYUP event was for the Esc key

353.         pygame.event.post(event) # put the other KEYUP event objects back

Se puede llamar a la función checkForQuit () para manejar cualquier evento que haga que el programa finalice. Esto sucede si hay eventos QUIT en la cola de eventos (esto es manejado por las líneas 348 y 349), o si hay un evento KEYUP de la tecla Esc. El jugador debe poder presionar la tecla Esc en cualquier momento para salir del programa.

Debido a que la llamada pygame.event.get () en la línea 350 saca todos los eventos KEYUP (incluidos los eventos para las teclas que no sean la tecla Esc), si el evento no es para la tecla Esc, queremos volver a colocarlo en la cola de eventos llamando a la función pygame.event.post () .

**El calculateLevelAndFallFreq () Función**

356. def calculateLevelAndFallFreq(score):

357.     # Based on the score, return the level the player is on and

358.     # how many seconds pass until a falling piece falls one space.

359.     level = int(score / 10) + 1

360.     fallFreq = 0.27 - (level \* 0.02)

361.     return level, fallFreq

Cada vez que el jugador completa una línea, su puntuación aumentará en un punto. Cada diez puntos, el juego sube un nivel y las piezas comienzan a caer más rápido. Tanto el nivel como la frecuencia de caída se pueden calcular a partir de la puntuación que se pasa a esta función.

Para calcular el nivel, usamos la función int () para redondear el puntaje dividido por 10 . Entonces, si la puntuación de cualquier número entre 0 y 9 , la llamada int () lo redondeará a 0 . La parte + 1 del código está ahí porque queremos que el primer nivel sea el nivel 1, no el nivel 0. Cuando el puntaje llegue a 10 , int (10/10) se evaluará a 1, y el + 1 hará el nivel 2. Aquí hay una gráfica que muestra los valores de nivel para las puntuaciones 1 a 34:
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Para calcular la frecuencia de caída, comenzamos con un tiempo base de 0.27 (lo que significa que la pieza caerá naturalmente una vez cada 0.27 segundos). Luego, multiplicamos el nivel por 0.02 y lo restamos del tiempo base de 0.27 . Entonces, en el nivel 1, restamos 0.02 \* 1 (es decir, 0.02 ) de 0.27 para obtener 0.25 . En el nivel 2, restamos 0.02 \* 2 (es decir, 0.04 ) para obtener 0.23 . Puede pensar en el nivel \* 0.02 parte de la ecuación como "para cada nivel, la pieza caerá 0.02 segundos más rápido que el nivel anterior".

También podemos hacer un gráfico que muestre qué tan rápido caerán las piezas en cada nivel del juego:
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Puedes ver que en el nivel 14, la frecuencia de caída será menor que 0 . Esto no causará ningún error en nuestro código, porque la línea 277 solo comprueba que el tiempo transcurrido desde la última caída de la pieza que cae es un espacio mayor que la frecuencia de caída calculada. Entonces, si la frecuencia de caída es negativa, entonces la condición en la línea 277 siempre será Verdadera y la pieza caerá en cada iteración del bucle del juego. Desde el nivel 14 y más allá, la pieza no puede caer más rápido.

Si el FPS se establece en 25 , esto significa que al alcanzar el nivel 14, la pieza que cae caerá 25 espacios por segundo. ¡Teniendo en cuenta que el tablero solo tiene 20 espacios de altura, eso significa que el jugador tendrá menos de un segundo para colocar cada pieza!

Si quieres que las piezas comiencen (si puedes ver lo que quiero decir) que caen más rápido a un ritmo más lento, puedes cambiar la ecuación que usa la calculaLevelAndFallFreq () . Por ejemplo, digamos que la línea 360 fue esta:

360.     fallFreq = 0.27 - (level \* 0.01)En el caso anterior, las piezas solo caerían 0.01 segundos más rápido en cada nivel en lugar de 0.02 segundos más rápido. El gráfico se vería así (la línea original también está en el gráfico en gris claro):
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Como puede ver, con esta nueva ecuación, el nivel 14 solo sería tan difícil como el nivel original 7. Puede cambiar el juego para que sea tan difícil o fácil como lo desee cambiando las ecuaciones en CalculateLevelAndFallFreq () .

**La generación de piezas con el getNewPiece () Función**

363. def getNewPiece():

364.     # return a random new piece in a random rotation and color

365.     shape = random.choice(list(SHAPES.keys()))

366.     newPiece = {'shape': shape,

367.                 'rotation': random.randint(0, len(SHAPES[shape]) - 1),

368.                 'x': int(BOARDWIDTH / 2) - int(TEMPLATEWIDTH / 2),

369.                 'y': -2, # start it above the board (i.e. less than 0)

370.                 'color': random.randint(0, len(COLORS)-1)}

371.     return newPiece

La función getNewPiece () genera una pieza aleatoria que se coloca en la parte superior del tablero. Primero, para elegir aleatoriamente la forma de la pieza, creamos una lista de todas las formas posibles mediante la lista de llamadas (SHAPES.keys ()) en la línea 365. El método de diccionario de keys () devuelve un valor del tipo de datos "dict\_keys" , que debe convertirse a un valor de lista con la función list () antes de pasar a random.choice () . Esto se debe a que la función random.choice () solo acepta valores de lista para su parámetro. La función random.choice () luego retorna aleatoriamente el valor de un elemento de la lista.

Las estructuras de datos de pieza son simplemente un valor de diccionario con las claves 'forma' , 'rotación' , 'x' , 'y' y 'color' .

El valor de la tecla 'rotación' es un número entero aleatorio entre 0 y uno menos que las rotaciones posibles para esa forma. El número de rotaciones para una forma se puede encontrar en la expresión len (SHAPES [forma]) .

Tenga en cuenta que no almacenamos la lista de valores de cadena (como los que se almacenan en las constantes como S\_SHAPE\_TEMPLATE ) en la estructura de datos de cada pieza para representar los cuadros de cada pieza. En su lugar, simplemente almacenamos un índice para la forma y la rotación que se refieren a la constante PIEZAS .

El valor de la tecla 'x' siempre se establece en el centro del tablero (también se tiene en cuenta el ancho de las piezas en sí, que se encuentra en nuestra constante TEMPLATEWIDTH ). El valor de la tecla 'y' siempre se establece en -2 para colocarlo ligeramente por encima del tablero. (La fila superior del tablero es la fila 0).

Dado que la constante de COLORES es una tupla de los diferentes colores, la selección de un número aleatorio de 0 a la longitud de COLORES (restando uno) nos dará un valor de índice aleatorio para el color de la pieza.

Una vez que se configuran todos los valores en el diccionario newPiece , la función getNewPiece () devuelve newPiece .

**Agregando piezas a la estructura de datos del tablero**

374. def addToBoard(board, piece):

375.     # fill in the board based on piece's location, shape, and rotation

376.     for x in range(TEMPLATEWIDTH):

377.         for y in range(TEMPLATEHEIGHT):

378.             if SHAPES[piece['shape']][piece['rotation']][y][x] != BLANK:

379.                 board[x + piece['x']][y + piece['y']] = piece['color']

La estructura de datos del tablero es una representación de datos para el espacio rectangular donde se rastrean las piezas que han aterrizado previamente. La pieza que cae actualmente no está marcada en la estructura de datos del tablero. Lo que hace la función addToBoard () es tomar una estructura de datos de pieza y agrega sus cuadros a la estructura de datos de la placa. Esto sucede después de que una pieza ha aterrizado.

Los anidados para los bucles en las líneas 376 y 377 recorren cada espacio en la estructura de datos de la pieza, y si encuentra una caja en el espacio (línea 378), la agrega al tablero (línea 379).

**Creando una nueva estructura de datos de tablero**

382. def getBlankBoard():

383.     # create and return a new blank board data structure

384.     board = []

385.     for i in range(BOARDWIDTH):

386.         board.append([BLANK] \* BOARDHEIGHT)

387.     return board

La estructura de datos utilizada para el tablero es bastante simple: es una lista de listas de valores. Si el valor es el mismo que el de BLANK , entonces es un espacio vacío. Si el valor es un entero, entonces representa un cuadro que es el color que el entero indexa en la lista de constantes de COLORES . Es decir, 0 es azul, 1 es verde, 2 es rojo y 3 es amarillo.

Para crear una placa en blanco, la replicación de listas se utiliza para crear las listas de valores en BLANCO que representan una columna. Esto se hace en la línea 386. Una de estas listas se crea para cada una de las columnas en el tablero (esto es lo que hace el bucle for en la línea 385).

**El isOnBoard () y isValidPosition () Funciones**

390. def isOnBoard(x, y):

391.     return x >= 0 and x < BOARDWIDTH and y < BOARDHEIGHT

El isOnBoard () es una función simple que comprueba que las coordenadas XY que se pasan representan valores válidos que existen en el tablero. Siempre que ambas coordenadas XY no sean menos 0ni mayores o iguales que las constantes BOARDWIDTH y BOARDHEIGHT , entonces la función devuelve True .

394. def isValidPosition(board, piece, adjX=0, adjY=0):

395.     # Return True if the piece is within the board and not colliding

396.     for x in range(TEMPLATEWIDTH):

397.         for y in range(TEMPLATEHEIGHT):

398.             isAboveBoard = y + piece['y'] + adjY < 0

399.             if isAboveBoard or SHAPES[piece['shape']][piece['rotation']][y][x] == BLANK:

400.                 continue

A la función isValidPosition () se le asigna una estructura de datos de tablero y una estructura de datos de pieza, y devuelve True si todas las casillas de la pieza están en la pizarra y no se superponen a ninguna de las casillas de la pizarra. Esto se hace tomando las coordenadas XY de la pieza (que en realidad es la coordenada del cuadro superior derecho de las casillas 5x5 para la pieza) y agregando la coordenada dentro de la estructura de datos de la pieza. Aquí hay un par de fotos para ayudar a ilustrar esto:

|  |  |
| --- | --- |
| http://inventwithpython.com/pygame/chapter7_files/image009.jpg | http://inventwithpython.com/pygame/chapter7_files/image010.jpg |
| El tablero con una pieza que cae en una posición válida. | El tablero con la pieza que cae en una posición inválida. |

En el tablero izquierdo, las coordenadas XY de la pieza descendente (es decir, la esquina superior izquierda de la pieza descendente) están (2, 3) en el tablero. Pero las cajas dentro del sistema de coordenadas de la pieza que cae tienen sus propias coordenadas. Para encontrar las coordenadas de "tabla" de estas piezas, solo tenemos que agregar las coordenadas de "tabla" del cuadro superior izquierdo de la pieza descendente y las coordenadas de "pieza" de las cajas.

En el tablero izquierdo, las casillas de la pieza que cae están en las siguientes coordenadas de la "pieza":

            (2, 2) (3, 2) (1, 3) (2, 3)

Cuando agregamos la coordenada (2, 3) (las coordenadas de la pieza en el tablero) a estas coordenadas, se ve así:

            (2 + 2, 2 + 3) (3 + 2, 2 + 3) (1 + 2, 3 + 3) (2 + 2, 3 + 3)

Después de agregar las coordenadas (2, 3), las casillas se encuentran en las siguientes coordenadas de la "tabla":

            (4, 5) (5, 5) (3, 6) (4, 6)

Y ahora que podemos averiguar dónde están las cajas de la pieza que cae como coordenadas del tablero, podemos ver si se superponen con las cajas que ya están en el tablero. Los anidados para bucles en las líneas 396 y 397 pasan por cada una de las coordenadas posibles en la pieza descendente.

Queremos verificar si una caja de la pieza que cae está fuera de la tabla o si se superpone a una caja en la tabla. (Aunque una excepción es si el cuadro está sobre el tablero, que es donde podría estar cuando la pieza que cae simplemente comienza a caer). La línea 398 crea una variable llamada isAboveBoard que se establece en Verdadero si el cuadro en la parte que cae en las coordenadas señalado para ser x e y está por encima del tablero. De lo contrario, se establece en Falso .

La declaración if en la línea 399 verifica si el espacio en la pieza está sobre el tablero o si está en blanco. Si cualquiera de estos es verdadero , entonces el código ejecuta una instrucción de continuación y pasa a la siguiente iteración. (Tenga en cuenta que el final de la línea 399 tiene [y] [x] en lugar de [x] [y] . Esto se debe a que las coordenadas en la estructura de datos de PIEZAS están invertidas. Consulte la sección anterior, “Configuración de las plantillas de piezas”) .

401.             if not isOnBoard(x + piece['x'] + adjX, y + piece['y'] + adjY):

402.                 return False

403.             if board[x + piece['x'] + adjX][y + piece['y'] + adjY] != BLANK:

404.                 return False

405.     return True

La declaración if en la línea 401 comprueba que la caja de la pieza no se encuentra en el tablero. La declaración if en la línea 403 verifica que el espacio de la pizarra en el que se encuentra la caja de la pieza no esté en blanco. Si cualquiera de estas condiciones es verdadera , entonces la función isValidPosition () devolverá falsa . Observe que estas declaraciones if también ajustan las coordenadas para los parámetros adjX y adjY que se pasaron a la función.

Si el código pasa por el anidado de bucle y no ha encontrado una razón para volver Falso , entonces la posición de la pieza debe ser válido y por lo que la función devuelve Verdadero en la línea 405.

**Comprobación y eliminación de líneas completas**

407. def isCompleteLine(board, y):

408.     # Return True if the line filled with boxes with no gaps.

409.     for x in range(BOARDWIDTH):

410.         if board[x][y] == BLANK:

411.             return False

412.     return True

El isCompleteLine hace una simple comprobación en la fila especificada por el y parámetro. Una fila en el tablero se considera "completa" cuando cada espacio se llena con un cuadro. El bucle for en la línea 409 atraviesa cada espacio de la fila. Si un espacio está en blanco (lo que se debe a que tiene el mismo valor que la constante BLANK ), la función devuelve False .

415. def removeCompleteLines(board):

416.     # Remove any completed lines on the board, move everything above them down, and return the number of complete lines.

417.     numLinesRemoved = 0

418.     y = BOARDHEIGHT - 1 # start y at the bottom of the board

419.     while y >= 0:

La función removeCompleteLines () encontrará líneas completas en la estructura de datos de la placa pasada, eliminará las líneas y luego desplazará todas las casillas de la placa sobre esa línea hacia abajo una fila. La función devolverá el número de líneas que se eliminaron (lo que se realiza un seguimiento mediante la variable numLinesRemoved ) para que se pueda agregar a la puntuación.

La forma en que funciona esta función es ejecutándose en un bucle que comienza en la línea 419 con la variable y comenzando en la fila más baja (que es BOARDHEIGHT - 1 ). Siempre que la fila especificada por y no esté completa, y se reducirá a la siguiente fila más alta. El bucle finalmente se detiene una vez que y llega a -1 .

420.         if isCompleteLine(board, y):

421.             # Remove the line and pull boxes down by one line.

422.             for pullDownY in range(y, 0, -1):

423.                 for x in range(BOARDWIDTH):

424.                     board[x][pullDownY] = board[x][pullDownY-1]

425.             # Set very top line to blank.

426.             for x in range(BOARDWIDTH):

427.                 board[x][0] = BLANK

428.             numLinesRemoved += 1

429.             # Note on the next iteration of the loop, y is the same.

430.             # This is so that if the line that was pulled down is also

431.             # complete, it will be removed.

432.         else:

433.             y -= 1 # move on to check next row up

434.     return numLinesRemoved

El isCompleteLine () función devolverá Verdadero si la línea que Y se refiere es completa. En ese caso, el programa necesita copiar los valores de cada fila sobre la línea eliminada a la siguiente línea más baja. Esto es lo que hace el bucle for en la línea 422 (razón por la cual su llamada a la función range () comienza en y , en lugar de 0. También tenga en cuenta que usa la forma de tres argumentos de range () , de modo que la lista retorna comienza en y , termina en 0 , y después de cada iteración "aumenta" en -1 .)

Veamos el siguiente ejemplo. Para ahorrar espacio, solo se muestran las cinco filas superiores del tablero. La fila 3 es una línea completa, lo que significa que todas las filas que se encuentran sobre ella (filas 2, 1 y 0) deben "bajarse". Primero, la fila 2 se copia a la fila 3. La tabla a la derecha muestra cómo se verá la tabla después de que se haga esto:
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Este "tirón hacia abajo" es realmente simplemente copiando los valores de la fila superior a la fila debajo de ella en la línea 424. Después de que la fila 2 se copia en la fila 3, la fila 1 se copia en la fila 2 seguida de la fila 0 se copia en la fila 1:
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La fila 0 (la fila en la parte superior) no tiene una fila encima para copiar los valores. Pero la fila 0 no necesita una fila copiada, solo necesita que todos los espacios estén en BLANCO . Esto es lo que hacen las líneas 426 y 427. Después de eso, el tablero habrá cambiado del tablero que se muestra abajo a la izquierda al tablero que se muestra abajo a la derecha:

![http://inventwithpython.com/pygame/chapter7_files/image014.jpg](data:image/jpeg;base64,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)

Después se retira la línea completa, la ejecución llega al final de la mientras bucle que se inició en la línea 419, por lo que la ejecución salta de nuevo al principio del bucle. Tenga en cuenta que en ningún momento cuando se eliminó la línea y las filas se bajaron, la variable y cambió en absoluto. Entonces, en la siguiente iteración, la variable y apunta a la misma fila que antes.

Esto es necesario porque si hubiera dos líneas completas, entonces la segunda línea completa habría sido tirada hacia abajo y también tendría que ser eliminada. El código eliminará esta línea completa y luego pasará a la siguiente iteración. Es solamente cuando no hay una línea completa que el y variable se decrementa en la línea 433. Una vez que el y la variable ha disminuido hasta llegar a 0 , la ejecución va a salir del tiempo de bucle.

**Convertir de coordenadas del tablero a coordenadas de píxeles**

437. def convertToPixelCoords(boxx, boxy):

438.     # Convert the given xy coordinates of the board to xy

439.     # coordinates of the location on the screen.

440.     return (XMARGIN + (boxx \* BOXSIZE)), (TOPMARGIN + (boxy \* BOXSIZE))

Esta función auxiliar convierte las coordenadas de la caja de la placa en coordenadas de píxeles. Esta función funciona de la misma manera que las otras funciones de "convertir coordenadas" usadas en los programas de juegos anteriores.

**Dibujar una caja en la pizarra o en otra parte en la pantalla**

443. def drawBox(boxx, boxy, color, pixelx=None, pixely=None):

444.     # draw a single box (each tetromino piece has four boxes)

445.     # at xy coordinates on the board. Or, if pixelx & pixely

446.     # are specified, draw to the pixel coordinates stored in

447.     # pixelx & pixely (this is used for the "Next" piece).

448.     if color == BLANK:

449.         return

450.     if pixelx == None and pixely == None:

451.         pixelx, pixely = convertToPixelCoords(boxx, boxy)

452.     pygame.draw.rect(DISPLAYSURF, COLORS[color], (pixelx + 1, pixely + 1, BOXSIZE - 1, BOXSIZE - 1))

453.     pygame.draw.rect(DISPLAYSURF, LIGHTCOLORS[color], (pixelx + 1, pixely + 1, BOXSIZE - 4, BOXSIZE - 4))

La función drawBox () dibuja un solo cuadro en la pantalla. La función puede recibir boxx y cuadradas parámetros para el tablero de coordenadas donde la caja debe ser dibujada. Sin embargo, si el pixelX y pixely se especifican parámetros, entonces estas coordenadas en píxeles anularán la boxx y cuadradas parámetros. Los parámetros pixelx y pixely se utilizan para dibujar las cajas de la pieza "Siguiente", que no está en el tablero.

Si los parámetros pixelx y pixely no se configuran, entonces se establecerán en Ninguno de forma predeterminada cuando la función comience por primera vez. Luego, la instrucción if en la línea 450 sobrescribirá los valores de Ninguno con los valores de retorno de convertToPixelCoords () . Esta llamada se pone las coordenadas de píxel de la tabla de coordenadas especificadas por boxx y cuadrada .

El código no llenará de color el espacio de toda la caja. Para tener un contorno negro entre las cajas de una pieza, los parámetros izquierdo y superior en la llamada pygame.draw.rect () tienen + 1 agregado y se agrega un - 1 a los parámetros de ancho y alto . Para dibujar el cuadro resaltado, primero se dibuja el cuadro con el color más oscuro en la línea 452. Luego, se dibuja un cuadro más pequeño en la parte superior del cuadro más oscuro en la línea 453.

**Dibujando todo a la pantalla**

456. def drawBoard(board):

457.     # draw the border around the board

458.     pygame.draw.rect(DISPLAYSURF, BORDERCOLOR, (XMARGIN - 3, TOPMARGIN - 7, (BOARDWIDTH \* BOXSIZE) + 8, (BOARDHEIGHT \* BOXSIZE) + 8), 5)

459.

460.     # fill the background of the board

461.     pygame.draw.rect(DISPLAYSURF, BGCOLOR, (XMARGIN, TOPMARGIN, BOXSIZE \* BOARDWIDTH, BOXSIZE \* BOARDHEIGHT))

462.     # draw the individual boxes on the board

463.     for x in range(BOARDWIDTH):

464.         for y in range(BOARDHEIGHT):

465.             drawBox(x, y, board[x][y])

La función drawBoard () es responsable de llamar a las funciones de dibujo para el borde de la pizarra y todas las casillas de la pizarra. Primero se dibuja el borde de la pizarra en DISPLAYSURF , seguido del color de fondo de la pizarra. Luego se realiza una llamada a drawBox () para cada espacio en el tablero. La función drawBox () es lo suficientemente inteligente como para dejar de lado el cuadro si la placa [x] [y] está configurada en BLANK .

**Dibujar la puntuación y el texto de nivel**

468. def drawStatus(score, level):

469.     # draw the score text

470.     scoreSurf = BASICFONT.render('Score: %s' % score, True, TEXTCOLOR)

471.     scoreRect = scoreSurf.get\_rect()

472.     scoreRect.topleft = (WINDOWWIDTH - 150, 20)

473.     DISPLAYSURF.blit(scoreSurf, scoreRect)

474.

475.     # draw the level text

476.     levelSurf = BASICFONT.render('Level: %s' % level, True, TEXTCOLOR)

477.     levelRect = levelSurf.get\_rect()

478.     levelRect.topleft = (WINDOWWIDTH - 150, 50)

479.     DISPLAYSURF.blit(levelSurf, levelRect)

La función drawStatus () es responsable de representar el texto de la información "Puntuación:" y "Nivel:" que aparece en la esquina superior derecha de la esquina de la pantalla.

**Dibujar una pieza en la pizarra o en otro lugar en la pantalla**

482. def drawPiece(piece, pixelx=None, pixely=None):

483.     shapeToDraw = SHAPES[piece['shape']][piece['rotation']]

484.     if pixelx == None and pixely == None:

485.         # if pixelx & pixely hasn't been specified, use the location stored in the piece data structure

486.         pixelx, pixely = convertToPixelCoords(piece['x'], piece['y'])

487.

488.     # draw each of the blocks that make up the piece

489.     for x in range(TEMPLATEWIDTH):

490.         for y in range(TEMPLATEHEIGHT):

491.             if shapeToDraw[y][x] != BLANK:

492.                 drawBox(None, None, piece['color'], pixelx + (x \* BOXSIZE), pixely + (y \* BOXSIZE))

La función drawPiece () dibujará los cuadros de una pieza de acuerdo con la estructura de datos de la pieza que se le pasa. Esta función se utilizará para dibujar la pieza descendente y la pieza "Siguiente". Dado que la estructura de datos de la pieza contendrá toda la información de forma, posición, rotación y color, no se debe pasar nada más que la estructura de datos de la pieza a la función.

Sin embargo, la pieza "Siguiente" no está dibujada en el tablero. En este caso, ignoramos la información de posición almacenada dentro de la estructura de datos de la pieza y en su lugar permitimos que la persona que llama de la función drawPiece () pase los argumentos para los parámetros pixelx y pixely opcionales para especificar dónde exactamente se debe dibujar la pieza en la ventana.

Si no se pasan argumentos pixelx y pixely , entonces las líneas 484 y 486 sobrescribirán esas variables con los valores de retorno de la llamada convertToPixelCoords () .

Los anidados para bucles en las líneas 489 y 490 llamarán a drawBox () para cada caja de la pieza que se debe dibujar.

**Dibujando la siguiente pieza**

495. def drawNextPiece(piece):

496.     # draw the "next" text

497.     nextSurf = BASICFONT.render('Next:', True, TEXTCOLOR)

498.     nextRect = nextSurf.get\_rect()

499.     nextRect.topleft = (WINDOWWIDTH - 120, 80)

500.     DISPLAYSURF.blit(nextSurf, nextRect)

501.     # draw the "next" piece

502.     drawPiece(piece, pixelx=WINDOWWIDTH-120, pixely=100)

503.

504.

505. if \_\_name\_\_ == '\_\_main\_\_':

506.     main()

El drawNextPiece () dibuja la pieza en “Siguiente” en la esquina superior derecha de la pantalla. Esto se hace llamando a la drawPiece () la función y pasando los argumentos para drawPiece () 's pixelX y pixely parámetros.

Esa es la última función. Las líneas 505 y 506 se ejecutan después de que se hayan ejecutado todas las definiciones de funciones, y luego se llama a la función main () para comenzar la parte principal del programa.

**Resumen**

El juego Tetromino (que es un clon del juego más popular, "Tetris") es bastante fácil de explicar a alguien en inglés: "Los bloques caen desde la parte superior de un tablero, y el jugador los mueve y los gira para que se completen. líneas. Las líneas completas desaparecen (dando puntos al jugador) y las líneas sobre ellas se mueven hacia abajo. El juego continúa hasta que los bloques llenan todo el tablero y el jugador pierde ".

Explicarlo en un lenguaje sencillo es una cosa, pero cuando tenemos que decirle a una computadora exactamente qué hacer hay muchos detalles que debemos completar. El juego original de Tetris fue diseñado y programado para una persona, Alex Pajitnov, en la Unión Soviética en 1984. El juego es simple, divertido y adictivo. Es uno de los videojuegos más populares que se haya hecho, y ha vendido 100 millones de copias con muchas personas creando sus propios clones y variaciones.

Y todo fue creado por una persona que sabía cómo programar.

Con la idea correcta y algunos conocimientos de programación, puedes crear juegos increíblemente divertidos. ¡Y con algo de práctica, podrás convertir tus ideas de juegos en programas reales que podrían llegar a ser tan populares como Tetris!

Para una práctica de programación adicional, puede descargar versiones con errores de Tetromino desde <http://invpy.com/buggy/tetromino> e intentar descubrir cómo corregir los errores.

También hay variaciones del juego de Tetromino en el sitio web del libro. "Pentomino" es una versión de este juego con piezas compuestas de cinco cajas. También hay "Tetromino para idiotas", donde todas las piezas están formadas por una sola caja.
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