**Academia Kodigo**

![Kodigo](data:image/png;base64,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)

**Tema:** Desarrollo de Aplicación Usando POO y Patrones de Diseño

**Integrantes del Grupo:**

* Edwin Romeo Rivas Diaz
* Luis Ernesto Figueroa Vásquez
* Kevin Alexander Aquino Vásquez
* Luis Alexis Velázquez Godoy
* Guillermo Alberto Asensio Jiménez
* Moisés Roberto Hernández Hernández
* Jonathan Alexander Ramírez Vázquez

**[17/11/2024]**

**Patrones de diseño aplicados**

**Singleton**:

El patrón Singleton se aplica a la clase ReservationSystem. La idea es que el sistema de reservas debe tener una única instancia en toda la aplicación. Al usar este patrón, se asegura de que no haya múltiples instancias del sistema, para facilitar el control de las reservas y evitar inconsistencias en el estado del sistema.

ReservationSystem system = ReservationSystem.getInstancia();

**Explicación**: Se obtiene la instancia única del sistema mediante el método estático getInstancia(). Esto garantiza que todas las operaciones sobre el sistema de reservas se realicen sobre la misma instancia.

**Observer**:

El patrón Observer se utiliza en la clase Notificable, donde los clientes se registran como "observadores" que serán notificados cuando se realicen ciertas acciones (como la creación de una reserva). Este patrón permite una comunicación eficiente entre el sistema de reservas y los clientes, sin necesidad de que el sistema tenga que conocer la implementación de los clientes.

notificable.addObserver(customer);

notificable.notify("Se crea una reservación a nombre de " + customerById.getName() + "...");

**Explicación**: En el código, cuando se crea una reserva, los clientes registrados como observadores reciben una notificación. Esto es útil para mantener a los clientes informados sobre eventos relevantes, como la creación de una nueva reserva.

**Factory Method**:

Se aplica el patrón Factory Method para la creación de habitaciones. Las diferentes clases de habitaciones (StandardRoom, DoubleRoom, PresidentialRoom) se crean mediante fábricas específicas (StandardRoomFactory, DoubleRoomFactory, PresidentialRoomFactory). Este patrón permite encapsular la lógica de creación de objetos, lo que facilita la extensión y mantenimiento del sistema.

Room room = new StandardRoomFactory().create();

**Explicación**: El patrón Factory Method facilita la creación de habitaciones sin necesidad de exponer los detalles internos de cómo se crean. Si en el futuro se agregan nuevos tipos de habitaciones, solo será necesario añadir una nueva fábrica sin modificar el código que utiliza las fábricas existentes.

**Decorator**:  
El patrón Decorator se aplica en el proceso de creación de reservas con servicios adicionales. En lugar de crear subclases para cada tipo de reserva (por ejemplo, ReservaConDesayuno, ReservaConTransporte), el sistema usa decoradores (BreakFastService, TransportService, SpaService) para agregar funcionalidades adicionales a las reservas existentes.

Reservation reservation = new BreakFastService(reservaBase);

**Explicación**: El uso de decoradores permite agregar servicios adicionales a una reserva sin alterar la clase BaseReservation. Esto facilita la extensibilidad del sistema, permitiendo agregar nuevos servicios sin modificar el código existente.