**Serie de Fibonacci y Tribonacci**

**Planteamiento del problema**

El problema de las N-Reinas consiste en colocar n reinas en un tablero de ajedrez de tamaño N\*N de forma que las reinas no se amenacen según las normas del ajedrez. Se pretende encontrar una solución o todas las soluciones posibles.

**Diseño y funcionamiento de la solución**

**Implementación de la solución**

**/\***
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VERSIÓN 1.5

DESCRIPCIÓN: EL PROGRAMA COLOCA N NÚMERO DE REINAS DADAS POR EL USUARIO EN UN TABLERO DE DIMENSIÓN NxN

EL OBJETIVO ES POSICIONAR A LAS REINAS DE MANERA QUE NINGUNA SE AMENACE CON EL RESTO.

\*/

#include <stdio.h>

#include <stdlib.h>

#include "Gotoxy.h"

//CONSTANTES A UTILIZAR

#define TRUE 1

#define FALSE 0

//VARIABLES GLOBALES POR COMODIDAD

int i**,**j**,**x**,**y**,**aux**;**

/\*

FUNCIÓN: validarPosicion(int fila, int posReinas[], int n)

RECIBE: int fila (FILA DE LA REINA A VALIDAR), int[] posReinas (POSICIONES DE LAS REINAS EN EL TABLERO)

int n (NÚMERO DE REINAS INGRESADO POR EL USUARIO)

DEVUELVE: TRUE/FALSE SEGÚN SEA EL CASO.

DESCRIPCIÓN: LA FUNCIÓN VALIDA QUE LA REINA ESTÉ BIEN COLOCADA, SE COMPRUEBA QUE PARA CUALQUIER FILA i

UNA REINA NO ESTÉ EN LA MISMA COLUMNA (SE COMPRUEBA QUE TODOS LOS NÚMEROS EN EL ARREGLO SENA DIFERENTES).

ADEMÁS, EL PROBLEMA DE LAS DIAGONALES ASCENDENTES/DESCENDENTES SE ARREGLA REALIZANDO LA OPERACIÓN

fila-columna, ESTA OPERACIÓN DEBE TENER UN RESULTADO DIFERENTE PARA CADA PAR ORDENADO DEL ARREGLO.

OBSERVACIONES:

\*/

int validarPosicion**(**int fila**,** int posReinas**[],** int n**)** **{**

**for** **(**i**=**0**;** i**<**fila**;** i**++){**

//SI posReinas[i]==posReinas[fila] ENTONCES ESTÁN EN LA MISMA COLUMNA

//SI posReinas[fila]-posReinas[i]=(fila-columna) ENTONCES ESTÁN EN LA MISMA DIAGONAL

**if** **((**posReinas**[**i**]==**posReinas**[**fila**])||(**abs**(**fila**-**i**)** **==** abs**(**posReinas**[**fila**]-**posReinas**[**i**]))){**

**return** FALSE**;**

**}**

**}**

**return** TRUE**;**

**}**

La función *validarPosicion* recibe la fila en la que se ubica la reina agregada, mediante una sentencia for para recorrer el arreglo de posiciones se comprueba si dicha fila es una posición válida según la condición establecida en el problema.

/\*

FUNCIÓN: mostrarTablero( int posReinas[], int n, int \*alto)

RECIBE: int[] posReinas (POSICIONES DE LAS REINAS EN EL TABLERO)

int n (NÚMERO DE REINAS INGRESADO POR EL USUARIO), int\* alto (ORDENADA PARA SITUAR EL CURSOR E IMPRIMIR)

DEVUELVE: NADA.

DESCRIPCIÓN: IMPRIME EL TABLERO CON LAS POSICIONES ALMACENADAS EN EL ARREGLO AL MOMENTO.

OBSERVACIONES: PARA CASOS DONDE n (NÚMERO DE REINAS) ES "GRANDE" (P.E: 10) ES NECESARIO QUE EL TAMAÑO DEL BÚFER

DE PANTALLA SEA IGUALMENTE GRANDE PARA EVITAR UN DESBORDAMIENTO Y LA PÉRDIDA DE LOS GRÁFICOS.

\*/

void mostrarTablero**(**int posReinas**[],** int n**,** int **\***alto**)**

**{**

x**=**0**;**

y**=\***alto**;**

aux**=**0**;**

**for** **(**i**=**0**;** i**<**n**;** i**++)** **{**

x**=**0**;**//SERÁ REUTILIZADA, POR LO TANTO ES NECESARIO REINICIAR EL CONTADOR

**for** **(**j**=**0**;** j**<**n**;** j**++)** **{**

**if** **(**posReinas**[**i**]==**j**){**//SE COLOCA UNA REINA

MoverCursor**(**x**,**y**);**

printf**(**"%c"**,**219**);**

**}else{**

**if((**j**+**aux**)%**2 **==** 0**){**//SE COLOCA UN "ESPACIO BLANCO"

MoverCursor**(**x**,**y**);**

printf**(**"%c"**,**176**);**

**}else{**

MoverCursor**(**x**,**y**);**

printf**(**"%c"**,**176**);**

**}**

**}**

x**+=**2**;**

**}**

y**+=**1**;**

aux**=**1**-**aux**;**

**\***alto **=** y**+**2**;**

**}**

printf**(**"\n"**);**

**}**

La función *mostrarTablero* imprime el tablero gracias al arreglo de posiciones, mediante una sentencia *for* se recorre dicho arreglo, se coloca el cursor en las coordenadas correspondientes (x,y o alto) y se imprime el caracter correspondiente. Posteriormente se hacen los respectivos incrementos a las variables (x,y).

/\*

FUNCIÓN: Reina(int fila, int posReinas[], int \*alto).

RECIBE: int fila (FILA DONDE SE COLOCARÁ A LA NUEVA REINA), int[] posReinas (TABLERO DE POSICIONES DE LAS REINAS)

,int\* alto (ORDENADA PARA SITUAR EL CURSOR).

DEVUELVE: LLAMA A LA FUNCIÓN NUEVAMENTE, SEGÚN SEA EL CASO.

DESCRIPCIÓN: COLOCA UNA REINA EN EL TABLERO. LLAMA A LA FUNCIÓN validarPosicion CADA VEZ QUE LO HACES

OBSERVACIONES:

\*/

void Reina **(**int fila**,** int posReinas**[],** int n**,** int **\***alto**)**

**{**

int ok **=** FALSE**;**

**if** **(**fila**<**n**)** **{**

// Quedan reinas por colocar

**for** **(**posReinas**[**fila**]=**0**;**posReinas**[**fila**]<**n**;**posReinas**[**fila**]++)** **{**

//COMPROBAMOS SI LA POSICIÓN ES VÁLIDA ¿PUEDO MANDAR A IMPRIMIR?

mostrarTablero**(**posReinas**,**n**,**alto**);**

EsperarMiliSeg**(**400**);**

**if** **(**validarPosicion**(**fila**,**posReinas**,**n**))** **{**

//SI LA POSICIÓN ES VÁLIDA, PROCEDEMOS A COLOCAR LA(S) SIGUIENTE(S) REINA(S)

Reina**(**fila**+**1**,**posReinas**,**n**,**alto**);**

**}**

//AQUÍ SE HACE EL BACKTRACKING, EN CASO DE NO SER VÁLIDA, SIMPLEMENTE NO SE LLAMA A LA FUNCIÓN Y SE SIGUE EL for

**}**

**}** **else** **{**

printf**(**"SOLUCION"**);**

**}**

**return;**

**}**

La función *Reina* es una función recursiva, que en caso de ser válida la posición para una reina agregada al arreglo se llama a sí misma para agregar una nueva reina al tablero. En caso de que el número de reinas agregadas sea igual al número de reinas por agregar y todas las posiciones sean válidas, se dice que se ha encontrado una solución al problema.

int main **(){**

int numReinas**;** // Número de reinas

int alto**=**0**;**

printf**(**"--------------------\nBIENVENIDO\n--------------------\n"**);**

printf**(**"Ingresa la cantidad de reinas a colocar (4<=numero<=10):\n>"**);**

scanf**(**"%i"**,** **&**numReinas**);**

int posReinas**[**numReinas**];**

system**(**"cls"**);**

//INICIALIZAMOS EL ARREGLO CON UN VALOR NEGATIVO (NO ENTRA EN EL RANGO DEL ARREGLO) PARA FACILITAR SU MANIPULACIÓN

**for** **(**i**=**0**;** i**<**numReinas**;** i**++)**

posReinas**[**i**]** **=** **-**1**;**

//COMENZAMOS CON LA RECURSIVIDAD PARA COLOCAR LAS REINAS

Reina**(**0**,**posReinas**,**numReinas**,&**alto**);**

**}**

**Funcionamiento**

**![](data:image/png;base64,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)**

**Errores detectados**

Como observación se tiene que el programa puede limpiar la pantalla cada vez que imprima un nuevo tablero.

**Posibles mejoras**

El ingresar un número de reinas muy grande involucra un gran número de soluciones para el tablero, por lo tanto el tiempo de ejecución se prolonga indefinidamente. Es posible modificar la manera en la que el programa imprime el camino para llegar a la solución, imprimiendo un solo tablero y limpiando la pantalla.