**LAB1: Caesar\_Cipher**
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package lab1;

import java.io.BufferedReader;

import java.io.BufferedWriter;

import java.io.FileReader;

import java.io.FileWriter;

import java.io.IOException;

import javax.swing.JOptionPane;

import java.util.logging.\*;

public class Caesar\_Cipher extends javax.swing.JFrame {

public Caesar\_Cipher() {

initComponents();

}

private void btnEncryptActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

int k = Integer.valueOf(this.txtKhoa.getText());

String br = this.txtVanBan.getText();

this.txtMaHoa.setText(EncryptCaesarCipher(br, k));

}

private void btnWriteFileActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

try

{

BufferedWriter bw = null;

String fileName = "D:\\Lab1.txt";

String s = txtMaHoa.getText();

bw = new BufferedWriter(new FileWriter(fileName));

bw.write(s);

bw.close();

JOptionPane.showMessageDialog(null, "Wrote File Success!!!");

}

catch (IOException ex)

{

Logger.getLogger(Caesar\_Cipher.class.getName()).log(Level.SEVERE, null,ex);

}

}

private void btnDecryptActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

int k = Integer.valueOf(this.txtKhoa.getText());

String br = this.txtMaHoa.getText();

this.txtVanBan.setText(EncryptCaesarCipher(br, -k));

}

private void btnOpenFileActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

try

{

BufferedReader br = null;

String fileName = "D:\\Lab1.txt";

br = new BufferedReader(new FileReader(fileName));

StringBuffer sb = new StringBuffer();

JOptionPane.showMessageDialog(null, "Opened File Success!!!");

char[] ca = new char[5];

while(br.ready())

{

int len = br.read(ca);

sb.append(ca,0,len);

}

br.close();

System.out.println("Data: " + sb);

String chuoi = sb.toString();

this.txtVanBan.setText(chuoi);

}

catch (IOException ex)

{

Logger.getLogger(Caesar\_Cipher.class.getName()).log(Level.SEVERE, null,ex);

}

}

char Caesarcipher(char c, int k){

if(!Character.isLetter(c))

return c;

return (char) ((((Character.toUpperCase(c) - 'A') + k) %26 + 26) %26 + 'A');

}

private String EncryptCaesarCipher(String br, int k){

String kq = "";

int n = br.length();

for(int i = 0; i < n; i++){

kq += Caesarcipher(br.charAt(i), k);

}

return kq;

}

}

**LAB2\_1: Rail\_Fence**
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package lab2;

public class Rail\_Fence extends javax.swing.JFrame {

public Rail\_Fence() {

initComponents();

}

private void btnEncryptActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

int k = Integer.valueOf(this.txtKey.getText());

String s = this.txtPlain.getText();

int n = s.length();

int sd, sc;

sd = k;

sc = n / sd + 1;

char hr[][] = new char[sd][sc];

int c,d;

c = 0;

d = 0;

int sodu = n % sd;

for(int i = 0; i < n; i++)

{

hr[d][c] = s.charAt(i);

d++;

if(d == k)

{

c++;

d = 0;

}

}

String kq = "";

int sokytu = sc;

for(int i = 0; i < sd; i++)

{

if (i>= sodu)

sokytu = sc - 1;

for(int j = 0; j < sokytu; j++)

kq = kq + hr[i][j];

}

this.txtCipher.setText(kq);

}

private void btnDecryptActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

int k = Integer.valueOf(this.txtKey.getText());

String s = this.txtCipher.getText();

int n = s.length();

int sd, sc;

sd = k;

sc = n / sd + 1;

int sodu = n % sd;

int sokytu = sc;

int t = 0;

String kq = "";

char hr[][] = new char[sd][sc];

for(int i = 0; i < sd; i++)

{

if(i >= sodu)

sokytu = sc - 1;

for(int j = 0; j < sokytu; j++){

hr[i][j] = s.charAt(t);

t++;

}

}

int c,d;

c = 0;

d = 0;

for(int i = 0; i < n; i++)

{

kq += hr[d][c];

d++;

if (d == k)

{

c++;

d = 0;

}

}

this.txtPlain.setText(kq);

}

}

**LAB2\_2: Vigenere\_Cipher**
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package lab2;

import java.io.BufferedReader;

import java.io.BufferedWriter;

import java.io.FileReader;

import java.io.FileWriter;

import java.io.IOException;

import javax.swing.JOptionPane;

import java.util.logging.\*;

public class Vigenere\_Cipher extends javax.swing.JFrame {

int Vig[][];

public Vigenere\_Cipher() {

initComponents();

Vig = new int[26][26];

for (int i = 0; i < 26; i++)

for (int j = 0; j < 26; j++)

Vig[i][j] =(i + j) % 26;

}

private String Encryption(String plainText, String key)

{

int n = plainText.length();

String CipherText = "";

int k = 0;

for(int i = 0; i < n; i++){

if(Character.isLetter(plainText.charAt(i)))

{

CipherText += Encrypt(plainText.charAt(i), key.charAt(k));

k++;

k = k%key.length();

}

else{

CipherText += plainText.charAt(i);

}

}

return CipherText;

}

char Encrypt(char x, char k){

int xn = Character.toUpperCase(x) - 'A';

int kn = Character.toUpperCase(k) - 'A';

int yn = Vig[kn][xn];

return (char) (yn + 'A');

}

private void btnEncryptActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

String plainText = this.txtPlain.getText();

String k = this.txtKey.getText();

String CipherText = Encryption(plainText, k);

this.txtCipher.setText(CipherText);

}

private void btnWriteFileActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

try

{

BufferedWriter bw = null;

String fileName = "D:\\Lab2.txt";

String s = txtPlain.getText();

bw = new BufferedWriter(new FileWriter(fileName));

bw.write(s);

bw.close();

JOptionPane.showMessageDialog(null, "Wrote File Success!!!");

}

catch (IOException ex)

{

Logger.getLogger(Vigenere\_Cipher.class.getName()).log(Level.SEVERE, null,ex);

}

}

private void btnOpenFileActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

try

{

BufferedReader br = null;

String fileName = "D:\\Lab2.txt";

br = new BufferedReader(new FileReader(fileName));

StringBuffer sb = new StringBuffer();

JOptionPane.showMessageDialog(null, "Opened File Success!!!");

char[] ca = new char[5];

while(br.ready())

{

int len = br.read(ca);

sb.append(ca,0,len);

}

br.close();

System.out.println("Data: " + sb);

String chuoi = sb.toString();

txtPlain.setText(chuoi);

}

catch (IOException ex)

{

Logger.getLogger(Vigenere\_Cipher.class.getName()).log(Level.SEVERE, null,ex);

}

}

private void btnDecryptActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

String CipherText = this.txtPlain.getText();

String k = this.txtKey.getText();

String kt1 = "";

int kn = k.length();

for(int i = 0; i < kn; i++)

{

kt1 += (char)(((26-(Character.toUpperCase(k.charAt(i)) - 'A')) % 26) + 'A');

}

this.txtKey.setText(kt1);

String PlainText = Encryption(CipherText, kt1);

this.txtPlain.setText(PlainText);

}

}

**LAB3\_1: PlayFail\_Cipher**
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package lab3;

public class PlayFail\_Cipher extends javax.swing.JFrame {

char pf[][] = {{'M','O','N','A','R'},

{'C','H','Y','B','D'},

{'E','F','G','I','K'},

{'L','P','Q','S','T'},

{'U','V','W','X','Z'}

};

public PlayFail\_Cipher() {

initComponents();

this.txtKey.disable();

}

private String Encrypt(String banro){

int n = banro.length();

int i = 0;

String banma = "";

char a,b;

while (i < n){

if (i == n - 1){

a = banro.charAt(i);

b = 'X';

i++;

}

else{

a = banro.charAt(i);

b = banro.charAt(i+1);

if(a == b){

b = 'X';

i++;

}

else

i += 2;

}

banma += Replace(a,b);

}

return banma;

}

String Replace(char a, char b)

{

String vta = FindLoacation(a);

String vtb = FindLoacation(b);

char x,y;

if (vta.charAt(0) == vtb.charAt(0)){

x = pf[vta.charAt(0) - '0'][((vta.charAt(1) - '0') + 1) % 5];

y = pf[(vtb.charAt(0) - '0')][((vtb.charAt(1) - '0') + 1) % 5];

return x + "" + y;

}

if (vta.charAt(1) == vtb.charAt(1)){

x = pf[((vta.charAt(0) - '0') + 1) % 5][(vta.charAt(1) - '0')];

y = pf[((vtb.charAt(0) - '0') + 1) % 5][(vtb.charAt(1) - '0')];

return x + "" + y;

}

x = pf[(vta.charAt(0) - '0')][(vtb.charAt(1) - '0')];

y = pf[(vtb.charAt(0) - '0')][(vta.charAt(1) - '0')];

return x + "" + y;

}

private String FindLoacation(char a)

{

for (int i = 0; i < 5; i ++){

for (int j = 0; j <5; j++){

if (pf[i][j] == a){

return i + "" + j;

}

}

}

return "";

}

private String Decrypt(String banma)

{

int n = banma.length();

String banro = "";

char a,b;

for(int i = 0; i < n; i += 2){

a = banma.charAt(i);

b = banma.charAt(i+1);

banro += ReverseReplace(a, b);

}

return banro;

}

String ReverseReplace(char a, char b){

String vta = FindLoacation(a);

String vtb = FindLoacation(b);

char x,y;

if (vta.charAt(0) == vtb.charAt(0)){

x = pf[vta.charAt(0) - '0'][((vta.charAt(1) - '0') - 1 + 5) % 5];

y = pf[(vtb.charAt(0) - '0')][((vtb.charAt(1) - '0') - 1 + 5) % 5];

return x + "" + y;

}

if (vta.charAt(1) == vtb.charAt(1)){

x = pf[((vta.charAt(0) - '0') - 1 + 5) % 5][(vta.charAt(1) - '0')];

y = pf[((vtb.charAt(0) - '0') - 1 + 5) % 5][(vtb.charAt(1) - '0')];

return x + "" + y;

}

x = pf[(vta.charAt(0) - '0')][(vtb.charAt(1) - '0')];

y = pf[(vtb.charAt(0) - '0')][(vta.charAt(1) - '0')];

return x + "" + y;

}

private void btnEncryptActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

String banro = this.txtPlainText.getText();

banro = banro.toUpperCase();

banro = banro.replace('J', 'I');

String banma = Encrypt(banro);

this.txtCipherText.setText(banma);

}

private void btnDecryptActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

String banma = this.txtCipherText.getText();

String banro = Decrypt(banma);

int n = banro.length();

String br = "";

for(int i = 0; i < n - 2; i += 2){

if(banro.charAt(i) == banro.charAt(i+2)){

br += banro.charAt(i);

}

else{

br += banro.charAt(i) + "" + banro.charAt(i+1);

}

}

if( banro.charAt(n-1) == 'X'){

br += banro.charAt(n-2);

}

else{

br += banro.charAt(n-2);

br += banro.charAt(n-1);

}

this.txtPlainText.setText(br);

}

}

**LAB3\_2: Transposition\_Cipher**
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package lab3;

public class Transposition\_Cipher extends javax.swing.JFrame {

public Transposition\_Cipher() {

initComponents();

}

private void btnEncryptActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

String k = this.txtKey.getText();

String ks[] = new String[6];

ks = k.split(",");

int key[] = new int[6];

for(int i = 0; i < 6; i ++){

key[i] = Integer.valueOf(ks[i]) - 1;

}

String sa = this.txtPlainText.getText();

String kq = "";

int na = sa.length();

int d = 0;

int c;

String s = "";

int thieu = 6 - na%6;

for(int i = 0; i < thieu; i++){

sa = sa + " ";

}

while(d < na){

c = d + 6;

s = sa.substring(d,c);

for(int i = 0; i < 6; i++){

kq = kq + s.charAt(key[i]);

}

d = d + 6;

}

this.txtCipherText.setText(kq);

}

private void btnDecryptActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

String k = this.txtKey.getText();

String ks[] = new String[6];

ks = k.split(",");

int key[] = new int[6];

for(int i = 0; i < 6; i ++){

key[i] = Integer.valueOf(ks[i]) - 1;

}

int key1[] = new int[6];

for(int i = 0; i < 6; i ++){

key1[key[i]] = i;

}

String sa = this.txtCipherText.getText();

String kq = "";

int na = sa.length();

int d = 0;

int c;

String s = "";

while(d < na){

c = d + 6;

s = sa.substring(d,c);

for(int i = 0; i < 6; i++){

kq = kq + s.charAt(key1[i]);

}

d = d + 6;

}

this.txtPlainText.setText(kq);

}

}

**LAB4\_1: DES\_Cipher**
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package lab4;

import java.io.BufferedReader;

import java.io.BufferedWriter;

import java.io.FileInputStream;

import java.io.FileOutputStream;

import java.io.FileReader;

import java.io.FileWriter;

import java.io.IOException;

import java.io.InputStream;

import java.io.OutputStream;

import javax.crypto.Cipher;

import javax.crypto.CipherInputStream;

import javax.crypto.CipherOutputStream;

import javax.crypto.SecretKey;

import javax.crypto.SecretKeyFactory;

import javax.crypto.spec.DESKeySpec;

import javax.swing.JOptionPane;

import java.util.logging.\*;

public class DES\_Cipher extends javax.swing.JFrame {

public DES\_Cipher() {

initComponents();

}

private int mode;

private static void doCopy(InputStream is, OutputStream os) throws IOException{

byte[] bytes = new byte[64];

int numBytes;

while((numBytes = is.read(bytes)) != -1){

os.write(bytes,0,numBytes);

}

os.flush();

os.close();

is.close();

}

public static void encrypt(String key, InputStream is, OutputStream os) throws Throwable{

encryptOrDecrypt(key, Cipher.ENCRYPT\_MODE, is, os);

}

public static void decrypt(String key, InputStream is, OutputStream os) throws Throwable{

encryptOrDecrypt(key, Cipher.DECRYPT\_MODE, is, os);

}

public static void encryptOrDecrypt(String key,int mode, InputStream is, OutputStream os) throws Throwable{

DESKeySpec dks = new DESKeySpec(key.getBytes());

SecretKeyFactory skf = SecretKeyFactory.getInstance("DES");

SecretKey desKey = skf.generateSecret(dks);

Cipher cipher = Cipher.getInstance("DES");

if(mode == Cipher.ENCRYPT\_MODE){

cipher.init(Cipher.ENCRYPT\_MODE, desKey);

CipherInputStream cis = new CipherInputStream(is,cipher);

doCopy(cis, os);

} else if (mode == Cipher.DECRYPT\_MODE){

cipher.init(Cipher.DECRYPT\_MODE, desKey);

CipherOutputStream cos = new CipherOutputStream(os,cipher);

doCopy(is, cos);

}

}

private void btnEncryptActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

try{

String key = this.txtKey.getText();

FileInputStream fis = new FileInputStream("D:\\Des.txt");

FileOutputStream fos = new FileOutputStream("D:\\EnDes.txt");

encrypt(key, fis, fos);

JOptionPane.showMessageDialog(null, "Encrypted!!!");

} catch(Throwable e){

e.printStackTrace();

}

}

private void btnWriteFileActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

try

{

BufferedWriter bw = null;

String fileName = "D:\\Des.txt";

String s = txtPlainText.getText();

bw = new BufferedWriter(new FileWriter(fileName));

bw.write(s);

bw.close();

JOptionPane.showMessageDialog(null, "Wrote File Success!!!");

//txtCipherText.setText(s);

}

catch (IOException ex)

{

Logger.getLogger(DES\_Cipher.class.getName()).log(Level.SEVERE, null,ex);

}

}

private void btnOpenFileActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

try{

BufferedReader br = null;

String fileName = "D:\\EnDes.txt";

br = new BufferedReader(new FileReader(fileName));

StringBuffer sb = new StringBuffer();

JOptionPane.showMessageDialog(null, "Opened File!!!");

char[] ca = new char[5];

while(br.ready()){

int len = br.read(ca);

sb.append(ca,0,len);

}

br.close();

System.out.println("Data is: " + sb);

String chuoi = sb.toString();

txtCipherText.setText(chuoi);

} catch(IOException ex){

Logger.getLogger(DES\_Cipher.class.getName()).log(Level.SEVERE,null,ex);

}

}

private void btnDecryptActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

FileInputStream fis2 = null;

try{

String key = this.txtKey.getText();

fis2 = new FileInputStream("D:\\Des.txt");

FileOutputStream fos2 = new FileOutputStream("D:\\EnDes.txt");

decrypt(key, fis2, fos2);

BufferedReader br = null;

br = new BufferedReader(new FileReader("D:\\Des.txt"));

StringBuffer sb = new StringBuffer();

JOptionPane.showMessageDialog(null, "Decrypted!!!");

char[] ca = new char[5];

while(br.ready()){

int len = br.read(ca);

sb.append(ca,0,len);

}

br.close();

System.out.println("Data is: " + sb);

String chuoi = sb.toString();

txtPlainText.setText(chuoi);

} catch(Throwable ex){

Logger.getLogger(DES\_Cipher.class.getName()).log(Level.SEVERE,null,ex);

}

finally{

try{

fis2.close();

} catch(IOException ex){

Logger.getLogger(DES\_Cipher.class.getName()).log(Level.SEVERE,null,ex);

}

}

}

private void btnAllShowActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

}

}

**LAB4\_2: fm3DES\_Cipher**
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package lab4;

import java.io.BufferedReader;

import java.io.BufferedWriter;

import java.io.FileReader;

import java.io.FileWriter;

import java.io.IOException;

import java.security.spec.KeySpec;

import javax.crypto.Cipher;

import javax.crypto.SecretKey;

import javax.crypto.SecretKeyFactory;

import java.util.Base64;

import java.util.logging.\*;

import javax.crypto.spec.DESedeKeySpec;

import javax.swing.JOptionPane;

public class fm3DES\_Cipher extends javax.swing.JFrame {

public fm3DES\_Cipher() {

initComponents();

}

private static final String UNICODE\_FORMAT = "UTF8";

public static final String DESEDE\_ENCRYPTION\_SCHEME = "DESede";

private KeySpec myKeySpec;

private SecretKeyFactory mySecretKeyFactory;

private Cipher cipher;

byte[] keyAsBytes;

private String myEncryptionKey;

private String myEncryptionScheme;

SecretKey key;

public String encrypt(String unencryptedString){

String encryptedString = null;

try{

cipher.init(Cipher.ENCRYPT\_MODE, key);

byte[] plainText = unencryptedString.getBytes(UNICODE\_FORMAT);

byte[] encryptedText = cipher.doFinal(plainText);

encryptedString = Base64.getEncoder().encodeToString(encryptedText);

}catch (Exception e){

e.printStackTrace();

}

return encryptedString;

}

public String decrypt(String encryptedString){

String decryptedText = null;

try{

cipher.init(Cipher.DECRYPT\_MODE, key);

byte[] encryptedText = Base64.getDecoder().decode(encryptedString);

byte[] plainText = cipher.doFinal(encryptedText);

String a = new String(plainText);

System.out.println("plainText: " + a);

decryptedText = a;

}catch (Exception e){

e.printStackTrace();

}

return decryptedText;

}

private void btnEncryptActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

try{

myEncryptionKey = this.txtKey.getText();

myEncryptionScheme = DESEDE\_ENCRYPTION\_SCHEME;

keyAsBytes = myEncryptionKey.getBytes(UNICODE\_FORMAT);

//add them

if (keyAsBytes.length < 24){

System.out.println("Input 24 byte of Input Key!");

return;

}

//

myKeySpec = new DESedeKeySpec(keyAsBytes);

mySecretKeyFactory = SecretKeyFactory.getInstance(myEncryptionScheme);

cipher = Cipher.getInstance(myEncryptionScheme);

key = mySecretKeyFactory.generateSecret(myKeySpec);

System.out.println("Key k: " + key);

String plainText = txtPlainText.getText();

String encrypted = encrypt(plainText);

System.out.println("Encrypted Value: " + encrypted);

txtCipherText.setText(encrypted);

} catch(Exception ex){

ex.printStackTrace();

}

}

private void btnOpenFileActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

try{

BufferedReader br = null;

String fileName = "D:\\3Des.txt";

br = new BufferedReader(new FileReader(fileName));

StringBuffer sb = new StringBuffer();

JOptionPane.showMessageDialog(null, "Opened File!!!");

char[] ca = new char[5];

while(br.ready()){

int len = br.read(ca);

sb.append(ca,0,len);

}

br.close();

System.out.println("Data is: " + sb);

String chuoi = sb.toString();

txtPlainText.setText(chuoi);

} catch(IOException ex){

Logger.getLogger(fm3DES\_Cipher.class.getName()).log(Level.SEVERE,null,ex);

}

}

private void btnWriteFileActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

try

{

BufferedWriter bw = null;

String fileName = "D:\\3Des.txt";

String s = txtPlainText.getText();

bw = new BufferedWriter(new FileWriter(fileName));

bw.write(s);

bw.close();

JOptionPane.showMessageDialog(null, "Wrote File Success!!!");

//txtCipherText.setText(s);

}

catch (IOException ex)

{

Logger.getLogger(fm3DES\_Cipher.class.getName()).log(Level.SEVERE, null,ex);

}

}

private void btnDecryptActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

try{

myEncryptionKey = this.txtKey.getText();

myEncryptionScheme = DESEDE\_ENCRYPTION\_SCHEME;

keyAsBytes = myEncryptionKey.getBytes(UNICODE\_FORMAT);

//add them

if (keyAsBytes.length < 24){

System.out.println("Input 24 byte of Input Key!");

return;

}

//

myKeySpec = new DESedeKeySpec(keyAsBytes);

mySecretKeyFactory = SecretKeyFactory.getInstance(myEncryptionScheme);

cipher = Cipher.getInstance(myEncryptionScheme);

key = mySecretKeyFactory.generateSecret(myKeySpec);

System.out.println("Key k: " + key);

String cipherText = txtCipherText.getText();

String decrypted = decrypt(cipherText);

System.out.println("Decrypted Value: " + decrypted);

txtPlainText.setText(decrypted);

} catch(Exception ex){

ex.printStackTrace();

}

}

private void btnAllShowActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

}

}

**LAB5: AES\_Encrypt**
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package lab5;

import java.io.BufferedReader;

import java.io.BufferedWriter;

import java.io.FileReader;

import java.io.FileWriter;

import java.io.IOException;

import java.security.NoSuchAlgorithmException;

import java.util.Base64;

import java.util.logging.Level;

import java.util.logging.Logger;

import javax.crypto.Cipher;

import javax.crypto.KeyGenerator;

import javax.crypto.SecretKey;

import javax.swing.JOptionPane;

public class AES\_Encrypt extends javax.swing.JFrame {

public AES\_Encrypt() {

initComponents();

}

private String user;

private String pass;

private String khoa;

SecretKey secretKey;

byte[] byteCipherText;

private void btnLoginActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

try{

user = txtUser.getText();

pass = txtPass.getText();

khoa = user + pass;

BufferedReader br = null;

String fileName = "D:\\AES.txt";

br = new BufferedReader(new FileReader(fileName));

StringBuffer sb = new StringBuffer();

char[] ca = new char[5];

while(br.ready()){

int len = br.read(ca);

sb.append(ca,0,len);

}

br.close();

System.out.println("Key is: " + sb);

String chuoi = sb.toString();

Boolean k = khoa.equals(chuoi);

if (k == true){

JOptionPane.showMessageDialog(null, "Login Successful!!!");

} else {

JOptionPane.showMessageDialog(null, "Login Fail!!!");

}

txtKey.setText(chuoi.getBytes().toString());

KeyGenerator keyGen = KeyGenerator.getInstance("AES");

keyGen.init(128);

secretKey = keyGen.generateKey();

} catch (NoSuchAlgorithmException ex){

} catch (Exception ex){ }

}

private void btnRegisterActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

try{

user = txtUser.getText();

pass = txtPass.getText();

khoa = user + pass;

BufferedWriter bw = null;

String fileName = "D:\\AES.txt";

String s = txtPlainText.getText();

bw = new BufferedWriter(new FileWriter(fileName));

bw.write(khoa);

bw.close();

JOptionPane.showMessageDialog(null, "Register successfull. Login please!!!");

txtKey.setText(khoa.getBytes().toString());

}catch (IOException ex){

Logger.getLogger(AES\_Encrypt.class.getName()).log(Level.SEVERE, null,ex);

}

}

private void btnEncryptActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

try{

System.out.println("Create key: " + secretKey);

Cipher aesCipher = Cipher.getInstance("AES");

aesCipher.init(Cipher.ENCRYPT\_MODE, secretKey);

String strData = txtPlainText.getText();

byte[] byteDataToEncrypt = strData.getBytes();

byteCipherText = aesCipher.doFinal(byteDataToEncrypt);

String strCipherText = Base64.getEncoder().encodeToString(byteCipherText);

System.out.println("Cipher Text generated using AES is: " + strCipherText);

txtCipherText.setText(strCipherText);

}catch (Exception ex){

System.out.println("Encrypt error: " + ex);

}

}

private void btnDecryptActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

try{

String cipherText = txtCipherText.getText();

txtPlainText.setText(cipherText);

Cipher aesCipher = Cipher.getInstance("AES");

aesCipher.init(Cipher.DECRYPT\_MODE, secretKey, aesCipher.getParameters());

byte[] byteDecryptedText = aesCipher.doFinal(byteCipherText);

String strDecryptedText = new String(byteDecryptedText);

System.out.println("Decrypted Text messaage is: " + strDecryptedText);

txtCipherText.setText(strDecryptedText);

}catch (Exception ex){

System.out.println("Decrypt error: " + ex);

}

}

private void btnWriteFileActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

try

{

BufferedWriter bw = null;

String fileName = "D:\\WriteAES.txt";

String s = txtCipherText.getText();

bw = new BufferedWriter(new FileWriter(fileName));

bw.write(s);

bw.close();

JOptionPane.showMessageDialog(null, "Wrote File D:\\WriteAES.txt Success!!!");

}

catch (IOException ex)

{

Logger.getLogger(AES\_Encrypt.class.getName()).log(Level.SEVERE, null,ex);

}

}

private void btnOpenFileActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

try

{

BufferedReader br = null;

String fileName = "D:\\WriteAES.txt";

br = new BufferedReader(new FileReader(fileName));

StringBuffer sb = new StringBuffer();

JOptionPane.showMessageDialog(null, "Opened File!!!");

char[] ca = new char[5];

while(br.ready())

{

int len = br.read(ca);

sb.append(ca,0,len);

}

br.close();

System.out.println("Data is: " + sb);

String chuoi = sb.toString();

this.txtPlainText.setText(chuoi);

btnDecrypt.enable(true);

}

catch (IOException ex)

{

Logger.getLogger(AES\_Encrypt.class.getName()).log(Level.SEVERE, null,ex);

}

}

}

**LAB6: Thuật toán RSA**

package lab6;

import java.io.BufferedReader;

import java.io.IOException;

import java.io.InputStreamReader;

import java.math.BigInteger;

import java.util.Random;

public class RSA {

int primeSize;

BigInteger p,q;

BigInteger N;

BigInteger r;

BigInteger E,D;

public RSA(){

}

public RSA(int primeSize){

this.primeSize = primeSize;

generatePrimeNumbers();

generatePublicPrivateKeys();

}

public void generatePrimeNumbers(){

p = BigInteger.probablePrime(primeSize / 2, new Random());

do{

q = BigInteger.probablePrime(primeSize / 2, new Random());

}while (q.compareTo(p) == 0);

}

public void generatePublicPrivateKeys(){

N = p.multiply(q);

r = p.subtract(BigInteger.valueOf(1));

r = r.multiply(q.subtract(BigInteger.valueOf(1)));

do{

E = new BigInteger(2 \* primeSize, new Random());

} while((E.compareTo(r) != -1) || (E.gcd(r).compareTo(BigInteger.valueOf(1)) != 0));

D = E.modInverse(r);

}

public BigInteger[] encrypt(String message){

int i;

byte[] temp = new byte[1];

byte[] digits = message.getBytes();

BigInteger[] bigdigits = new BigInteger[digits.length];

for(i = 0; i < bigdigits.length; i++){

temp[0] = digits[i];

bigdigits[i] = new BigInteger(temp);

}

BigInteger[] encrypted = new BigInteger[bigdigits.length];

for(i = 0; i < bigdigits.length; i++){

encrypted[i] = bigdigits[i].modPow(E, N);

}

return encrypted;

}

public BigInteger[] encrypt(String message, BigInteger userD, BigInteger userN){

int i;

byte[] temp = new byte[1];

byte[] digits = message.getBytes();

BigInteger[] bigdigits = new BigInteger[digits.length];

for(i = 0; i < bigdigits.length; i++){

temp[0] = digits[i];

bigdigits[i] = new BigInteger(temp);

}

BigInteger[] encrypted = new BigInteger[bigdigits.length];

for(i = 0; i < bigdigits.length; i++){

encrypted[i] = bigdigits[i].modPow(userD, userN);

}

return encrypted;

}

public String decrypt(BigInteger[] encrypted, BigInteger D, BigInteger N){

int i;

BigInteger[] decrypted = new BigInteger[encrypted.length];

for(i = 0; i < decrypted.length; i++){

decrypted[i] = encrypted[i].modPow(D, N);

}

char[] charArray = new char[decrypted.length];

for(i = 0; i < charArray.length; i++){

charArray[i] = (char)(decrypted[i].intValue());

}

return (new String(charArray));

}

public BigInteger getp(){

return p;

}

public BigInteger getq(){

return q;

}

public BigInteger getr(){

return r;

}

public BigInteger getN(){

return N;

}

public BigInteger getE(){

return E;

}

public BigInteger getD(){

return D;

}

public static void main(String[] args) throws IOException{

int primeSize = 8;

RSA rsa = new RSA(primeSize);

System.out.println("Key size: [" + primeSize + "]");

System.out.println("");

System.out.println("Generated prime numbers p and q");

System.out.println("p: [" + rsa.getp().toString(16).toUpperCase() + "]");

System.out.println("q: [" + rsa.getq().toString(16).toUpperCase() + "]");

System.out.println("");

System.out.println("The public key is the pair (N,E) which will be published.");

System.out.println("p: [" + rsa.getN().toString(16).toUpperCase() + "]");

System.out.println("q: [" + rsa.getE().toString(16).toUpperCase() + "]");

System.out.println("");

System.out.println("The private key is the pair (N,D) which will be kept private.");

System.out.println("p: [" + rsa.getN().toString(16).toUpperCase() + "]");

System.out.println("q: [" + rsa.getD().toString(16).toUpperCase() + "]");

System.out.println("");

System.out.println("Please enter message (plaintext):");

String plainText = (new BufferedReader(new InputStreamReader(System.in))).readLine();

System.out.println("");

BigInteger[] cipherText = rsa.encrypt(plainText);

System.out.print("Ciphertext: [");

for(int i = 0; i < cipherText.length; i++){

System.out.print(cipherText[i].toString(16).toUpperCase());

if(i != cipherText.length - 1){

System.out.print(" ");

}

}

System.out.println("]");

System.out.println("");

RSA rsa1 = new RSA(8);

String recoveredPlaintext = rsa1.decrypt(cipherText, rsa.getD(), rsa.getN());

System.out.print("Recovered plaintext: [" + recoveredPlaintext + "]");

}

}

**LAB6: Form RSA**
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package lab6;

import java.math.BigInteger;

import java.util.Scanner;

public class fRSA extends javax.swing.JFrame {

public fRSA() {

initComponents();

}

private void btnEncryptActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

Scanner in = new Scanner(System.in);

String nhash;

BigInteger[] ciphertext = null;

BigInteger n = null;

BigInteger d = null;

String password = "";

password = txtPass.getText();

RSA rsa = new RSA(8);

n = rsa.getN();

d = rsa.getD();

ciphertext = rsa.encrypt(password);

StringBuffer bf = new StringBuffer();

for(int i = 0; i < ciphertext.length; i++){

bf.append(ciphertext[i].toString(16).toUpperCase());

if(i != ciphertext.length - 1){

System.out.print("");

}

}

String message = bf.toString();

if (txtCipherText.getText().length() > 0){

txtCipherText.append("\nPass encrypted is: " + message);

}else

txtCipherText.append("Pass encrypted is: " + message);

}

private void btnDecryptActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

Scanner in = new Scanner(System.in);

String nhash;

BigInteger[] ciphertext = null;

BigInteger n = null;

BigInteger d = null;

String password = "";

password = txtPass.getText();

RSA rsa = new RSA(8);

n = rsa.getN();

d = rsa.getD();

ciphertext = rsa.encrypt(password);

String dhash = rsa.decrypt(ciphertext, d, n);

txtCipherText.append("\nPass after decrypt is: " + dhash);

}

}

**LAB7: Crypto.java**

package lab7;

public class Crypto {

public static final String toHexString(byte[] block)

{

StringBuffer buf = new StringBuffer();

int len = block.length;

for (int i = 0; i < len; i++)

{

byte2hex(block[i], buf);

if (i < len-1)

{

buf.append(":");

}

}

return buf.toString();

}

public static final void byte2hex(byte b, StringBuffer buf)

{

char[] hexChars = { '0', '1', '2', '3',

'4', '5', '6', '7',

'8', '9', 'A', 'B',

'C', 'D', 'E', 'F' };

int high = ((b & 0xf0) >> 4);

int low = (b & 0x0f);

buf.append(hexChars[high]);

buf.append(hexChars [low]);

}

}

**LAB7\_2: Alice**
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package lab7;

import java.io.BufferedWriter;

import java.io.FileInputStream;

import java.io.FileOutputStream;

import java.io.FileWriter;

import java.security.AlgorithmParameterGenerator;

import java.security.AlgorithmParameters;

import java.security.KeyFactory;

import java.security.KeyPair;

import java.security.KeyPairGenerator;

import java.security.PublicKey;

import java.security.spec.X509EncodedKeySpec;

import javax.crypto.Cipher;

import javax.crypto.KeyAgreement;

import javax.crypto.SecretKey;

import javax.crypto.spec.DHParameterSpec;

public class Alice extends javax.swing.JFrame {

KeyAgreement aliceKeyAgree;

PublicKey bobPubKey;

SecretKey aliceDesKey;

Cipher aliceCipher;

public Alice() {

initComponents();

}

private void btnCreateKeyAActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

try {

AlgorithmParameterGenerator paramGen=AlgorithmParameterGenerator.getInstance("DH");

paramGen.init(512);

AlgorithmParameters params = paramGen.generateParameters();

DHParameterSpec dhSkipParamSpec=(DHParameterSpec) params.getParameterSpec (DHParameterSpec.class);

System.out.println("Generating a DH Keypair...");

KeyPairGenerator aliceKpairGen = KeyPairGenerator.getInstance("DH");

aliceKpairGen.initialize (dhSkipParamSpec);

KeyPair aliceKpair = aliceKpairGen.generateKeyPair();

System.out.println("Initializing the KeyAgreement Engine with DH private key");

aliceKeyAgree= KeyAgreement.getInstance("DH");

aliceKeyAgree.init(aliceKpair.getPrivate());

byte[] alicePubKeyEnc= aliceKpair.getPublic().getEncoded();

FileOutputStream fos =new FileOutputStream("D:/A.pub");

fos.write(alicePubKeyEnc);

fos.close();

txtKeyA.setText(alicePubKeyEnc.toString());

} catch (Exception e) {

}

}

private void btnShowKhoaBActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

try {

FileInputStream fis = new FileInputStream("D:/B.pub");

byte[] bkeyP=new byte[fis.available()];

fis.close();

txtKeyB.setText (bkeyP.toString());

} catch (Exception e) {

}

}

private void btnEncryptKABActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

try {

aliceKeyAgree.doPhase (bobPubKey, true);

aliceDesKey = aliceKeyAgree.generateSecret("DES");

txtEncryptionKAB.setText(aliceDesKey.toString());

BufferedWriter bw = null;

String fileName="D:\\KeyA.txt";

bw = new BufferedWriter(new FileWriter(fileName));

bw.write(aliceDesKey.toString());

bw.close();

} catch (Exception e) {

}

}

private void btnKeyABActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

try {

FileInputStream fis = new FileInputStream("D:/B.pub");

byte[] bobPubKeyEnc = new byte[fis.available()];

fis.read(bobPubKeyEnc);

fis.close();

KeyFactory aliceKeyFac=KeyFactory.getInstance("DH");

X509EncodedKeySpec x509KeySpec=new X509EncodedKeySpec (bobPubKeyEnc);

bobPubKey= aliceKeyFac.generatePublic(x509KeySpec);

System.out.println("Executing PHASEl of key agreement...");

aliceKeyAgree.doPhase (bobPubKey, true);

byte[] aliceSharedSecret=aliceKeyAgree.generateSecret();

System.out.println("Key KAB: secret (DEBUG ONLY): " + Crypto.toHexString(aliceSharedSecret));

txtKeyAB.setText (Crypto.toHexString(aliceSharedSecret));

} catch (Exception ex) {}

}

private void btnEncryptDecryptActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

Bob des = new Bob();

des.setVisible(true);

}

private void btnReturnActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

Alice n = new Alice();

n.setVisible(true);

}

}

**LAB7\_3: Bob**
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package lab7;

import java.io.BufferedWriter;

import java.io.FileInputStream;

import java.io.FileOutputStream;

import java.io.FileWriter;

import java.security.KeyFactory;

import java.security.KeyPair;

import java.security.KeyPairGenerator;

import java.security.PublicKey;

import java.security.spec.X509EncodedKeySpec;

import javax.crypto.Cipher;

import javax.crypto.KeyAgreement;

import javax.crypto.SecretKey;

import javax.crypto.interfaces.DHPublicKey;

import javax.crypto.spec.DHParameterSpec;

public class Bob extends javax.swing.JFrame {

KeyAgreement bobKeyAgree;

PublicKey alicePubKey;

SecretKey bobDesKey;

Cipher bobCipher;

public Bob() {

initComponents();

}

private void btnCreateKeyBActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

try {

boolean read = false;

while(!read) {

try {

FileInputStream fis = new FileInputStream("D:/A.pub");

fis.close();

read=true;

} catch (Exception ex) {}

}

FileInputStream fis = new FileInputStream("D:/A.pub");

byte[] alicePubKeyEnc = new byte[fis.available()];

fis.read(alicePubKeyEnc);

fis.close();

KeyFactory bobKeyFac = KeyFactory.getInstance("DH");

X509EncodedKeySpec x509KeySpec = new X509EncodedKeySpec(alicePubKeyEnc);

alicePubKey = bobKeyFac.generatePublic (x509KeySpec);

DHParameterSpec dhParamSpec = ((DHPublicKey) alicePubKey).getParams();

System.out.println("Generate DH keypair...");

KeyPairGenerator bobKpairGen = KeyPairGenerator.getInstance("DH");

bobKpairGen.initialize (dhParamSpec);

KeyPair bobKpair = bobKpairGen.generateKeyPair();

System.out.println("initializing KeyAgreement engine...");

bobKeyAgree = KeyAgreement.getInstance("DH");

bobKeyAgree.init(bobKpair.getPrivate());

byte[] bobPubKeyEnc = bobKpair.getPublic().getEncoded();

FileOutputStream fos=new FileOutputStream("D:/B.pub");

fos.write(bobPubKeyEnc);

fos.close();

txtkhoab.setText (bobPubKeyEnc.toString());

} catch (Exception e) {

}

}

private void btnShowKAActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

try {

FileInputStream fis = new FileInputStream("D:/A.pub");

byte[] akeyP=new byte[fis.available()];

fis.read(akeyP);

fis.close();

txtkhoaa.setText (akeyP.toString());

} catch (Exception e) {

}

}

private void btnKeyABActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

try {

bobKeyAgree.doPhase (alicePubKey, true);

byte[] bobSharedSecret = bobKeyAgree.generateSecret ();

System.out.println("Key KAB shared secret (DEBUG ONLY)"+ Crypto.toHexString(bobSharedSecret));

txtkhoachung.setText(Crypto.toHexString(bobSharedSecret));

} catch (Exception e) {}

}

private void btnEncryptKABActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

try {

bobKeyAgree.doPhase (alicePubKey, true);

bobDesKey = bobKeyAgree.generateSecret("DES");

txtmahoakab.setText(bobDesKey.toString());

BufferedWriter bw = null;

String fileName="D:\\KhoaB.txt";

bw = new BufferedWriter(new FileWriter(fileName));

bw.write(bobDesKey.toString());

bw.close();

} catch (Exception e) {}

}

private void btnEncryptDecryptActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

Alice des = new Alice();

des.setVisible(true);

}

private void btnReturnActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

Bob n = new Bob();

n.setVisible(true);

}

}

**LAB8: DESCS**

![](data:image/png;base64,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)

package lab8;

import java.io.BufferedReader;

import java.io.BufferedWriter;

import java.io.FileInputStream;

import java.io.FileOutputStream;

import java.io.FileReader;

import java.io.FileWriter;

import java.io.IOException;

import java.io.InputStream;

import java.io.OutputStream;

import java.util.logging.\*;

import javax.crypto.Cipher;

import javax.crypto.CipherInputStream;

import javax.crypto.CipherOutputStream;

import javax.crypto.SecretKey;

import javax.crypto.SecretKeyFactory;

import javax.crypto.spec.DESKeySpec;

import javax.swing.JOptionPane;

public class DESCS extends javax.swing.JFrame {

public DESCS() {

initComponents();

}

private static void doCopy (InputStream is, OutputStream os) throws IOException{

byte[] bytes = new byte[64];

int numBytes;

while ((numBytes = is.read(bytes))!= -1) {

os.write(bytes, 0, numBytes);

}

os.flush();

os.close();

is.close();

}

public static void encrypt(String key, InputStream is, OutputStream os) throws Throwable {

encryptOrDeCrypt(key, Cipher.ENCRYPT\_MODE, is, os);

}

public static void decrypt(String key, InputStream is, OutputStream os) throws Throwable {

encryptOrDeCrypt(key, Cipher.DECRYPT\_MODE, is, os);

}

public static void encryptOrDeCrypt(String key, int mode, InputStream is, OutputStream os) throws Throwable {

DESKeySpec dks = new DESKeySpec(key.getBytes());

SecretKeyFactory skf = SecretKeyFactory.getInstance("DES");

SecretKey desKey = skf.generateSecret (dks);

Cipher cipher = Cipher.getInstance("DES");

if (mode == Cipher. ENCRYPT\_MODE) {

cipher.init(Cipher.ENCRYPT\_MODE, desKey);

CipherInputStream cis = new CipherInputStream(is, cipher);

doCopy(cis, os);

}else if (mode == Cipher. DECRYPT\_MODE) {

cipher.init(Cipher.DECRYPT\_MODE, desKey);

CipherOutputStream cos = new CipherOutputStream(os, cipher);

doCopy(is, cos);

}

}

private void btnEncryptActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

try {

String key = txtkhoa.getText();

FileInputStream fis = new FileInputStream("D:\\Des.txt");

FileOutputStream fos = new FileOutputStream("D:\\EnDes.txt");

encrypt (key, fis, fos);

JOptionPane.showMessageDialog(null, "Encrypted");

} catch (Throwable e) {

e.printStackTrace();

}

}

private void btnOpenKeyAActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

try {

BufferedReader br = null;

String fileName="D:\\KeyA.txt";

br = new BufferedReader(new FileReader (fileName));

StringBuffer sb = new StringBuffer();

JOptionPane.showMessageDialog(null, "Opened File");

char[] ca = new char[5];

while (br.ready()) {

int len = br.read(ca);

sb.append(ca, 0, len);

}

br.close();

System.out.println("Data is: " + " " + sb);

String chuoi = sb.toString();

txtkhoa.setText(chuoi);

} catch (IOException ex) {

Logger.getLogger(DESCS.class.getName()).log (Level. SEVERE, null, ex);

}

}

private void btnOpenKeyBActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

try {

BufferedReader br = null;

String fileName = "D:\\KeyB.txt";

br = new BufferedReader(new FileReader (fileName));

StringBuffer sb = new StringBuffer();

JOptionPane.showMessageDialog(null, "Opended File");

char[] ca = new char[5];

while (br.ready()) {

int len = br.read(ca);

sb.append(ca, 0, len);

}

br.close();

System.out.println("Data is: " + " " + sb);

String chuoi = sb.toString();

txtkhoa.setText(chuoi);

} catch (IOException ex) {

Logger.getLogger(DESCS.class.getName()). log (Level. SEVERE, null, ex);

}

}

private void btnWriteFileActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

try {

BufferedWriter bw = null;

String fileName = "D:\\Des.txt";

String s = txtvanban.getText();

bw = new BufferedWriter(new FileWriter(fileName));

bw.write(s);

bw.close();

JOptionPane.showMessageDialog(null, "Wrote File");

txtmahoa.setText(s);

} catch (IOException ex) {

Logger.getLogger(DESCS.class.getName()).log(Level. SEVERE, null, ex);

}

}

private void btnDecryptActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

FileInputStream fis2 = null;

try {

String key = txtkhoa.getText();

fis2 = new FileInputStream("D:\\EnDes.txt");

FileOutputStream fos2 = new FileOutputStream("D:\\DeDes.txt");

decrypt (key, fis2, fos2);

BufferedReader br = null;

String fileName = "D:\\DeDes.txt";

br = new BufferedReader(new FileReader(fileName));

StringBuffer sb =new StringBuffer();

JOptionPane.showMessageDialog(null, "Decrypted!");

char[] ca = new char[5];

while (br.ready()) {

int len = br.read(ca);

sb.append(ca, 0, len);

}

br.close();

System.out.println("Data is: " + " " + sb);

String chuoi = sb.toString();

txtmahoa.setText(chuoi);

} catch (Throwable ex) {

}

}

private void btnAllShowActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

try {

BufferedReader br = null;

String fileName = "D:\\DeDes.txt";

br = new BufferedReader(new FileReader (fileName));

StringBuffer sb = new StringBuffer();

JOptionPane.showMessageDialog(null, "Opened File");

char[] ca = new char[5];

while (br.ready()) {

int len = br.read(ca);

sb.append(ca, 0, len);

}

br.close();

String ff = "D:\\EnDes.txt";

br = new BufferedReader(new FileReader(ff));

StringBuffer sb1 = new StringBuffer();

char[] ca1 = new char[5];

while (br.ready()) {

int len = br.read(ca1);

sb1.append(ca1, 0, len);

}

System.out.println("Data is: "+" "+sb);

String chuoi = sb.toString();

String chuoi1= sb1.toString();

txtvanban.setText(chuoi);

txtmahoa.setText(chuoi1);

} catch (IOException ex) {}

}

}

**LAB9: Main Form**
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package lab9;

public class Main extends javax.swing.JFrame {

public Main() {

initComponents();

}

private void btnMD5ActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

MD5 md = new MD5();

md.show();

this.dispose();

}

private void btnSHAActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

SHA sha = new SHA();

sha.show();

this.dispose();

}

}

**LAB9\_2: MD5**
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package lab9;

import java.io.BufferedReader;

import java.io.BufferedWriter;

import java.io.FileReader;

import java.io.FileWriter;

import java.security.MessageDigest;

import javax.swing.JOptionPane;

public class MD5 extends javax.swing.JFrame {

public MD5() {

initComponents();

txtUser.setText("LeNgocHao");

txtPass.setText("Abc12345");

}

private void btnLoginActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

String user = txtUser.getText();

String pass = txtPass.getText();

String bam = "";

bam = user + pass;

BufferedReader br = null;

String filename = "D:\\HashMD5.txt";

try {

br = new BufferedReader(new FileReader (filename));

StringBuffer sb = new StringBuffer();

char[] ca = new char[5];

while (br.ready()) {

int len = br.read(ca);

sb.append(ca, 0, len);

}

br.close();

System.out.println("Authentication: " + sb);

String chuoi = sb.toString();

MessageDigest md = MessageDigest.getInstance("MD5");

md.update (bam.getBytes());

byte[] byteData = md.digest();

StringBuffer hexString = new StringBuffer();

for (int i = 0; i < byteData.length; i++) {

String hex = Integer.toHexString(0xff & byteData[i]);

if (hex.length() == 1) {

hexString.append('0');

}

hexString.append (hex);

}

} catch (Exception e) {

}

}

private void btnRegisterActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

try {

String user = txtUser.getText();

String pass = txtPass.getText();

String bam = "";

bam = user + pass;

MessageDigest md = MessageDigest.getInstance("MD5");

md.update (bam.getBytes());

byte[] byteData = md.digest();

StringBuffer sb = new StringBuffer();

for (int i = 0; i < byteData.length; i++) {

sb.append(Integer.toString((byteData[i] & 0xff) + 0x100, 16).substring(1));

}

System.out.println("Digest (in hex format): " + sb.toString());

txtHash1.setText(sb.toString());

StringBuffer hexString = new StringBuffer();

for (int i = 0; i < byteData.length; i++) {

String hex = Integer.toHexString(0xff & byteData[i]);

if (hex.length() == 1) {

hexString.append('0');

}

hexString.append(hex);

}

System.out.println("Digest(in hex format): " + hexString.toString());

txtHash2.setText(hexString.toString());

txtString.setText(bam.toString());

BufferedWriter bw = null;

String filename = "D:\\HashMD5.txt";

bw = new BufferedWriter(new FileWriter(filename));

bw.write(hexString.toString());

bw.close();

JOptionPane.showMessageDialog(null, "Registed Success. Please Login");

} catch (Exception ex) {

JOptionPane.showMessageDialog(null, "Error Hash User and Pass: " + ex);

}

}

private void btnExitActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

Main main = new Main();

main.setLocationRelativeTo(null);

main.show();

this.dispose();

}

}

**LAB9\_3: SHA**
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package lab9;

import java.io.BufferedReader;

import java.io.BufferedWriter;

import java.io.FileReader;

import java.io.FileWriter;

import java.security.MessageDigest;

import java.security.NoSuchAlgorithmException;

import javax.swing.JOptionPane;

import java.util.logging.\*;

public class SHA extends javax.swing.JFrame {

boolean role;

public SHA() {

initComponents();

role = false;

txtUser.setText("LeNgocHao");

txtPass.setText("Abc1234");

txtString.setText("informationSecurity");

}

private void btnLoginActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

String user = txtUser.getText();

String pass = txtPass.getText();

String bam = "";

bam = user + pass;

BufferedReader br = null;

String filename = "D:\\SHA.txt";

try {

br = new BufferedReader(new FileReader (filename));

StringBuffer sb = new StringBuffer();

char[] ca = new char[5];

while (br.ready()) {

int len = br.read(ca);

sb.append(ca, 0, len);

}

br.close();

System.out.println("Authentication: " + sb);

String chuoi = sb.toString();

MessageDigest md = MessageDigest.getInstance("SHA-256");

md.update (bam.getBytes());

byte[] byteData = md.digest();

StringBuffer hexString = new StringBuffer();

for (int i = 0; i < byteData.length; i++) {

String hex = Integer.toHexString(0xff & byteData[i]);

if (hex.length() == 1) {

hexString.append('0');

}

hexString.append(hex);

}

System.out.println("Hash username and password: " + hexString.toString());

Boolean k = hexString.toString().equals(chuoi);

if (k == true) {

role = true;

JOptionPane.showMessageDialog(null, "Login Success!");

txtbam1.setText (hexString.toString());

txtbam2.setText(chuoi);

System.out.println("Username: " + user + "\n" + "Password: "+ pass);

} else {

JOptionPane.showMessageDialog(null, "Fail Login!");

role = false;

}

} catch (Exception e) {

JOptionPane.showMessageDialog(null, "Login Error!");

}

}

private void btnRegisterActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

try{

String user = txtUser.getText();

String pass = txtPass.getText();

String bam = "";

bam = user + pass;

MessageDigest md = MessageDigest.getInstance("SHA-256");

md.update (bam.getBytes());

byte[] byteData = md.digest();

StringBuffer sb = new StringBuffer();

for (int i = 0; i < byteData.length; i++) {

sb.append(Integer.toString((byteData[1] & 0xff) + 0x100, 16).substring(1));

}

System.out.println("Digest (in hex format): " + sb.toString());

txtbam1.setText(sb.toString());

StringBuffer hexString = new StringBuffer();

for (int i = 0; i < byteData.length; i++) {

String hex = Integer.toHexString(0xff & byteData[i]);

if (hex.length() == 1) {

hexString.append('0');

}

hexString.append (hex);

}

BufferedWriter bw = null;

String filename = "D:\\SHA.txt";

bw = new BufferedWriter(new FileWriter(filename));

bw.write(hexString.toString());

bw.close();

JOptionPane.showMessageDialog(null, "Registed Success. Login Please!");

} catch (Exception ex) {

JOptionPane.showMessageDialog(null, "Hash error:user and pass: " + ex);

}

}

private void btnSHAActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

if (role == true) {

try {

String chuoi = "";

chuoi = txtString.getText();

MessageDigest md = MessageDigest.getInstance("SHA-256");

md.update (chuoi.getBytes());

byte[] byteData = md.digest();

StringBuffer sb = new StringBuffer();

for (int i = 0; i < byteData.length; i++) {

sb.append(Integer.toString((byteData[i] & 0xff) + 0x100, 16).substring(1));

}

System.out.println("Hex formatl: " + sb.toString());

txtbam1.setText(sb.toString());

StringBuffer hexString = new StringBuffer();

for (int i = 0; i < byteData.length; i++) {

String hex = Integer.toHexString(0xff & byteData[i]);

if (hex.length() == 1) {

hexString.append('0');

}

hexString.append(hex);

}

System.out.println("Hex format2: " + hexString.toString());

txtbam2.setText (hexString.toString());

} catch (NoSuchAlgorithmException ex) {

Logger.getLogger(SHA.class.getName()).log(Level. SEVERE, null, ex);

}

}else{

JOptionPane.showMessageDialog(null, "Login Please!");

}

}

private void btnExitActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

Main main = new Main();

main.setLocationRelativeTo(null);

main.show();

this.dispose();

}

}