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# Assignment Instructions

Create a multivariate prediction model and perform data analyis of a dataset you choose. This can be either a linear regression, or a classification. This includes:

* 1 point - All code blocks run without error.
* 2 points - Create 2 charts exploring the data with respect to the prediction variable (label)
* 2 points - Create a hypothesis and perform a t.test to reject or fail to reject that hypothesis
* 1 point - Split the data into training set and testing set for each model and wrangle the data as desired
* 3 points - Create 2 prediction models of your chosen type (regression | classification), with at least one multivariate model including visualizing the results of each model
* 2 points - Compare the performance of your models
* 1 point - Include a written analysis of your prediction referencing using data to support your conclusions.

The above is what is required to achieve full credit for the assignment. You are welcome and encouraged to go above and beyond these requirements, just be sure these requirements are fully met first.

## R Features

* You are welcome to use any feature covered in this class
* You are welcome to load any library that is already installed in the virtual environment, but you cannot install new packages. You can also reference installed packages by library name::function\_name to avoid naming conflicts
* Use set.seed() as necessary to ensure reproducability as the instructor / TA will run the code to grade it
* Ensure your code runs to completion within 60 minutes from start to finish. You may save and load pre-trained models with your instructor’s prior permission if you feel you need to exceed this time limit.

## Dataset

* Your choice. Be sure the data lends itself to supervised learning, with a label and is appropriate for either regression or classification. Remove any personally identifiable data.
* Suggested data source [UCI Machine Learning Repository](http://mlr.cs.umass.edu/ml/datasets.html) and look for Data Types == Multivariate and Default Task in (Classification, Regression)
* The data would need to be uploaded to the virtual environment such that the instructor or TA can run the code without error.

# Load libraries  
# Load any additional libraries. No install.package()  
library(lubridate)

##   
## Attaching package: 'lubridate'

## The following objects are masked from 'package:base':  
##   
## date, intersect, setdiff, union

library(tidyverse)

## -- Attaching packages --------------------------------------- tidyverse 1.3.1 --

## v ggplot2 3.3.5 v purrr 0.3.4  
## v tibble 3.1.5 v dplyr 1.0.7  
## v tidyr 1.1.4 v stringr 1.4.0  
## v readr 2.0.2 v forcats 0.5.1

## -- Conflicts ------------------------------------------ tidyverse\_conflicts() --  
## x lubridate::as.difftime() masks base::as.difftime()  
## x lubridate::date() masks base::date()  
## x dplyr::filter() masks stats::filter()  
## x lubridate::intersect() masks base::intersect()  
## x dplyr::lag() masks stats::lag()  
## x lubridate::setdiff() masks base::setdiff()  
## x lubridate::union() masks base::union()

# set.seed for reproducible results  
set.seed(1222)

# Load and explore data structure

The objective of this exercise is to build a model to predict house prices using the house price data set. The data set contains the prices and features of 21,613 houses.

**Note:** This data set is provided in the Final Project folder and its named kc\_house\_data.csv.

After high level review of the attributes and data types displayed below. Along with the label (price), there appear to be several features, most useful.

# High level view of the data  
read\_csv ("kc\_house\_data.csv")

## Rows: 21613 Columns: 21

## -- Column specification --------------------------------------------------------  
## Delimiter: ","  
## dbl (20): id, price, bedrooms, bathrooms, sqft\_living, sqft\_lot, floors, wa...  
## dttm (1): date

##   
## i Use `spec()` to retrieve the full column specification for this data.  
## i Specify the column types or set `show\_col\_types = FALSE` to quiet this message.

## # A tibble: 21,613 x 21  
## id date price bedrooms bathrooms sqft\_living sqft\_lot  
## <dbl> <dttm> <dbl> <dbl> <dbl> <dbl> <dbl>  
## 1 7129300520 2014-10-13 00:00:00 221900 3 1 1180 5650  
## 2 6414100192 2014-12-09 00:00:00 538000 3 2.25 2570 7242  
## 3 5631500400 2015-02-25 00:00:00 180000 2 1 770 10000  
## 4 2487200875 2014-12-09 00:00:00 604000 4 3 1960 5000  
## 5 1954400510 2015-02-18 00:00:00 510000 3 2 1680 8080  
## 6 7237550310 2014-05-12 00:00:00 1230000 4 4.5 5420 101930  
## 7 1321400060 2014-06-27 00:00:00 257500 3 2.25 1715 6819  
## 8 2008000270 2015-01-15 00:00:00 291850 3 1.5 1060 9711  
## 9 2414600126 2015-04-15 00:00:00 229500 3 1 1780 7470  
## 10 3793500160 2015-03-12 00:00:00 323000 3 2.5 1890 6560  
## # ... with 21,603 more rows, and 14 more variables: floors <dbl>,  
## # waterfront <dbl>, view <dbl>, condition <dbl>, grade <dbl>,  
## # sqft\_above <dbl>, sqft\_basement <dbl>, yr\_built <dbl>, yr\_renovated <dbl>,  
## # zipcode <dbl>, lat <dbl>, long <dbl>, sqft\_living15 <dbl>, sqft\_lot15 <dbl>

# Data processing

As a first step I read the data from the raw .csv file. The function below reads and prepares the data for exploration analysis and establishing a data.frame. Required data munging:

1. The .csv file is read, using coding for potential missing values in the raw file.
2. For consistency purposes, replace the \_ character in the column names with ..
3. Remove four unnecessary columns (lat, long, sqft.living15, sqft.lot15) as they provide little to no value, and cases with potential missing data from the data frame using a dpyr verb pipeline. These verbs are chained by the %>% operator.

The established data frame is named house.price and consists of 17 attributes that are relevant for this analysis and the population size is 21,613 (which matches the original dataset).

# Create a function to read in the data  
read.house = function(file = "kc\_house\_data.csv"){  
   
## Read the raw csv file  
house.price = read\_csv (file, col\_names = TRUE, na = c('?', '', NA))  
   
# remove the '-' character from the column names  
names(house.price) = str\_replace\_all(names(house.price), '\_', '.')  
   
# Remove unwanted columns: lat, long  
# Remove the rows with missing values  
 house.price <- house.price %>%   
 select (-lat, -long, -sqft.living15, -sqft.lot15) %>%   
 filter( complete.cases (.))  
# Return the data frame  
 house.price  
}  
  
# Call the read.house() function and  
# Store the results on house.price  
house.price = read.house ()

## Rows: 21613 Columns: 21

## -- Column specification --------------------------------------------------------  
## Delimiter: ","  
## dbl (20): id, price, bedrooms, bathrooms, sqft\_living, sqft\_lot, floors, wa...  
## dttm (1): date

##   
## i Use `spec()` to retrieve the full column specification for this data.  
## i Specify the column types or set `show\_col\_types = FALSE` to quiet this message.

# Explore the result  
glimpse(house.price)

## Rows: 21,613  
## Columns: 17  
## $ id <dbl> 7129300520, 6414100192, 5631500400, 2487200875, 19544005~  
## $ date <dttm> 2014-10-13, 2014-12-09, 2015-02-25, 2014-12-09, 2015-02~  
## $ price <dbl> 221900, 538000, 180000, 604000, 510000, 1230000, 257500,~  
## $ bedrooms <dbl> 3, 3, 2, 4, 3, 4, 3, 3, 3, 3, 3, 2, 3, 3, 5, 4, 3, 4, 2,~  
## $ bathrooms <dbl> 1.00, 2.25, 1.00, 3.00, 2.00, 4.50, 2.25, 1.50, 1.00, 2.~  
## $ sqft.living <dbl> 1180, 2570, 770, 1960, 1680, 5420, 1715, 1060, 1780, 189~  
## $ sqft.lot <dbl> 5650, 7242, 10000, 5000, 8080, 101930, 6819, 9711, 7470,~  
## $ floors <dbl> 1.0, 2.0, 1.0, 1.0, 1.0, 1.0, 2.0, 1.0, 1.0, 2.0, 1.0, 1~  
## $ waterfront <dbl> 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,~  
## $ view <dbl> 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 3, 0, 0, 0,~  
## $ condition <dbl> 3, 3, 3, 5, 3, 3, 3, 3, 3, 3, 3, 4, 4, 4, 3, 3, 3, 4, 4,~  
## $ grade <dbl> 7, 7, 6, 7, 8, 11, 7, 7, 7, 7, 8, 7, 7, 7, 7, 9, 7, 7, 7~  
## $ sqft.above <dbl> 1180, 2170, 770, 1050, 1680, 3890, 1715, 1060, 1050, 189~  
## $ sqft.basement <dbl> 0, 400, 0, 910, 0, 1530, 0, 0, 730, 0, 1700, 300, 0, 0, ~  
## $ yr.built <dbl> 1955, 1951, 1933, 1965, 1987, 2001, 1995, 1963, 1960, 20~  
## $ yr.renovated <dbl> 0, 1991, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,~  
## $ zipcode <dbl> 98178, 98125, 98028, 98136, 98074, 98053, 98003, 98198, ~

# Data Transformation

The two relevant features, ‘view’ and ‘waterfront’ have various sub-classifications that may not be relevant to this analysis as we are not narrowing the data down into special details such as waterfront and/or view scale. Instead, I want to know if the house has view and/or waterfront feature Yes/No.

# Transforming the 'waterfront' attribute to: 0 = "no\_waterfront", else "yes\_waterfront"  
house.price <- house.price %>% mutate(waterfront\_yes\_no = if\_else(waterfront == 0, "no", "yes")) %>% mutate\_if(is.character, as.factor)  
   
# Transforming the 'view' attribute to: 0 = "no\_view", else "yes\_view"  
house.price <- house.price %>% mutate(view\_yes\_no = if\_else(view == 0, "no", "yes")) %>% mutate\_if(is.character, as.factor)  
  
house.price <- house.price %>% mutate(view\_TRUE\_FALSE = if\_else(view\_yes\_no == "yes", TRUE, FALSE) %>% as.factor())  
# Review changes  
house.price %>% glimpse()

## Rows: 21,613  
## Columns: 20  
## $ id <dbl> 7129300520, 6414100192, 5631500400, 2487200875, 1954~  
## $ date <dttm> 2014-10-13, 2014-12-09, 2015-02-25, 2014-12-09, 201~  
## $ price <dbl> 221900, 538000, 180000, 604000, 510000, 1230000, 257~  
## $ bedrooms <dbl> 3, 3, 2, 4, 3, 4, 3, 3, 3, 3, 3, 2, 3, 3, 5, 4, 3, 4~  
## $ bathrooms <dbl> 1.00, 2.25, 1.00, 3.00, 2.00, 4.50, 2.25, 1.50, 1.00~  
## $ sqft.living <dbl> 1180, 2570, 770, 1960, 1680, 5420, 1715, 1060, 1780,~  
## $ sqft.lot <dbl> 5650, 7242, 10000, 5000, 8080, 101930, 6819, 9711, 7~  
## $ floors <dbl> 1.0, 2.0, 1.0, 1.0, 1.0, 1.0, 2.0, 1.0, 1.0, 2.0, 1.~  
## $ waterfront <dbl> 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0~  
## $ view <dbl> 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 3, 0, 0~  
## $ condition <dbl> 3, 3, 3, 5, 3, 3, 3, 3, 3, 3, 3, 4, 4, 4, 3, 3, 3, 4~  
## $ grade <dbl> 7, 7, 6, 7, 8, 11, 7, 7, 7, 7, 8, 7, 7, 7, 7, 9, 7, ~  
## $ sqft.above <dbl> 1180, 2170, 770, 1050, 1680, 3890, 1715, 1060, 1050,~  
## $ sqft.basement <dbl> 0, 400, 0, 910, 0, 1530, 0, 0, 730, 0, 1700, 300, 0,~  
## $ yr.built <dbl> 1955, 1951, 1933, 1965, 1987, 2001, 1995, 1963, 1960~  
## $ yr.renovated <dbl> 0, 1991, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0~  
## $ zipcode <dbl> 98178, 98125, 98028, 98136, 98074, 98053, 98003, 981~  
## $ waterfront\_yes\_no <fct> no, no, no, no, no, no, no, no, no, no, no, no, no, ~  
## $ view\_yes\_no <fct> no, no, no, no, no, no, no, no, no, no, no, no, no, ~  
## $ view\_TRUE\_FALSE <fct> FALSE, FALSE, FALSE, FALSE, FALSE, FALSE, FALSE, FAL~

# Add log and square root columns in the form of column\_name.log and column\_name.sqrt  
# for the following: engine.size, city.mpg  
# Update the existing data frame with the 4 new columns  
house.price = house.price %>% mutate (price.log = log (price))

# Explore prediction variable

As mentioned above I have identified the Label to be the ‘Price’ of houses. There are many attributes in this dataset to which can serve as prediction variables, and the prediction model can be very complex and/or there could be many potential prediction models. For my analysis, the prediction models are segmented based on:

1. House Geographical Feature = zip code
2. House Basic Features = bedrooms, bathrooms, sqft of living space, lot
3. House Age/Condition Features = grade, built year, renovated year
4. House Special Features = view, waterfront

## Exploration Charts Group

The function code below plots the histogram and density estimate for the feature specified on each exploration chart to follow.

# Creating a function plot.hist to plot  
# a histogram and a density plot  
plot.hists = function(col, house.price, bins = 20){  
 require(ggplot2)  
 p1 = ggplot(house.price, aes\_string(col)) +   
 geom\_histogram (aes(y = ..density..), bins = bins,   
 alpha = 0.3, color = 'blue') +  
 geom\_density (size = 1) +  
 xlab(paste('Value of ', col)) +  
 ggtitle(paste('Histogram and density function \n for', col))  
 print(p1)  
}  
  
# Create a list of columns of interest  
cols.geographical=c('price', 'zipcode')  
cols.basicfeatures=c('price', 'bedrooms', 'bathrooms', 'sqft.living', 'sqft.lot', 'sqft.basement')  
cols.agecondition=c('price', 'floors', 'grade', 'yr.built', 'yr.renovated')  
cols.specialfeatures=c('price', 'waterfront', 'view')  
  
# Creating a plotting function for points and a trend line  
# Set y to price  
plot.feature = function(col, house.price){  
 p1 = ggplot(house.price, aes\_string(x = col, y = 'price')) +   
 geom\_point () +   
 geom\_smooth(size = 1, color = 'red') +   
 xlab(col) + ylab('Price') +  
 ggtitle(paste('Relationship between ', col, ' and price'))  
   
   
 # Print the plot  
 p1 %>% print()  
}  
# Create a list of columns of interest  
cols.geographical=c('zipcode')  
cols.basicfeatures=c('bedrooms', 'bathrooms', 'sqft.living', 'sqft.lot', 'sqft.basement')  
cols.agecondition=c('floors', 'grade', 'yr.built', 'yr.renovated')  
cols.specialfeatures=c('waterfront', 'view')

## Chart 1.1

The first exploration is to look at the distribution of the label and geographical feature. As it is commonly known, using geographical feature as a predictor for house pricing would be considered relevant and an important feature. However, the data set we are using in our analysis is limited as it presents the zip code as the primary geographical identifier, which is very granular and broad, and difficult to aggregate it into meaningful attributes such as states, county, city without having major data transformation. Therefore, I consider that using zip code as the sole feature would not result in meaningful values. Although, the zip code should be considered as a feature.

# Loop through each column and call the plot function  
# 1.1 Price in relation to geographical feature  
invisible(lapply(cols.geographical,plot.hists, house.price))
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# Loop through each column and call the plot function  
invisible(lapply(cols.geographical, plot.feature, house.price))

## `geom\_smooth()` using method = 'gam' and formula 'y ~ s(x, bs = "cs")'
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## Chart 1.2

The second exploration is to look at the distribution of the label and basic features. The chart reveals promising house price features such as square footage of living space, lot size, and basement as well as number of bathrooms and bedrooms. These features are common in most if not all houses and it is known that they can influence the house price. I acknowledge that not all houses have basements and square footage may be difficult to classify.

# Loop through each column and call the plot function  
# 1.2 Price in relation to house basic features  
invisible(lapply(cols.basicfeatures,plot.hists, house.price))
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# Loop through each column and call the plot function  
invisible(lapply(cols.basicfeatures, plot.feature, house.price))

## `geom\_smooth()` using method = 'gam' and formula 'y ~ s(x, bs = "cs")'
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## `geom\_smooth()` using method = 'gam' and formula 'y ~ s(x, bs = "cs")'
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## `geom\_smooth()` using method = 'gam' and formula 'y ~ s(x, bs = "cs")'
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## `geom\_smooth()` using method = 'gam' and formula 'y ~ s(x, bs = "cs")'
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## `geom\_smooth()` using method = 'gam' and formula 'y ~ s(x, bs = "cs")'
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## Chart 1.3

The third exploration is to look at the distribution of the label and age/condition features. Another set of features influencing the house price are year the house was built and/or renovated as well as built grade.

# Loop through each column and call the plot function  
# 1.3 Price in relation to house age and condition  
invisible(lapply(cols.agecondition,plot.hists, house.price))
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# Loop through each column and call the plot function  
invisible(lapply(cols.agecondition, plot.feature, house.price))

## `geom\_smooth()` using method = 'gam' and formula 'y ~ s(x, bs = "cs")'

## Warning: Computation failed in `stat\_smooth()`:  
## x has insufficient unique values to support 10 knots: reduce k.
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## `geom\_smooth()` using method = 'gam' and formula 'y ~ s(x, bs = "cs")'
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## `geom\_smooth()` using method = 'gam' and formula 'y ~ s(x, bs = "cs")'
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## `geom\_smooth()` using method = 'gam' and formula 'y ~ s(x, bs = "cs")'
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## Chart 1.4

The fourth exploration is to look at the distribution of the label and special features. This chart quantifies and confirms that special features such as having a house with a view, or waterfront may be unique, desirable and will influence the house price. These special features may be in some cases almost impossible to change while the structure of the house can be reasonably renovated or upgraded to the buyers’ specifications. This data set provides various levels of waterfront and views which can add complexity to my analysis. To reduce the complexity of the analysis I have limited the view/waterfront features to a simple yes/no presented in the violin plots below. The special features present good potential for a price prediction alternative.

# Loop through each column and call the plot function  
# 1.4 Price in relation to house special features  
invisible(lapply(cols.specialfeatures,plot.hists, house.price))
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# Loop through each column and call the plot function  
invisible(lapply(cols.specialfeatures, plot.feature, house.price))

## `geom\_smooth()` using method = 'gam' and formula 'y ~ s(x, bs = "cs")'

## Warning: Computation failed in `stat\_smooth()`:  
## x has insufficient unique values to support 10 knots: reduce k.
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## `geom\_smooth()` using method = 'gam' and formula 'y ~ s(x, bs = "cs")'

## Warning: Computation failed in `stat\_smooth()`:  
## x has insufficient unique values to support 10 knots: reduce k.

![](data:image/png;base64,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)

# Houses with a view Yes or No  
ggplot(house.price, aes(view\_yes\_no, price)) +  
 geom\_violin(draw\_quantiles = c(0.25, 0.5, 0.75),  
 fill = 'blue', alpha = 0.3, size = 1.0) +  
 xlab('View Yes/No') +  
 ylab('Price') +  
 ggtitle('House With View Special Feature')

## Warning in regularize.values(x, y, ties, missing(ties), na.rm = na.rm):  
## collapsing to unique 'x' values

## Warning in regularize.values(x, y, ties, missing(ties), na.rm = na.rm):  
## collapsing to unique 'x' values
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# Houses with waterfront Yes or No  
ggplot(house.price, aes(waterfront\_yes\_no, price)) +  
 geom\_violin(draw\_quantiles = c(0.25, 0.5, 0.75),  
 fill = 'blue', alpha = 0.3, size = 1.0) +  
 xlab('Waterfront Yes/No') +  
 ylab('Price') +  
 ggtitle('House With Waterfront Special Feature')

## Warning in regularize.values(x, y, ties, missing(ties), na.rm = na.rm):  
## collapsing to unique 'x' values
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# Hypothesis Testing

It is common knowledge that the basic features examined previously such as square footage of living space, lot, basement, as well as number of bedrooms and bathrooms in addition to the geographical location of the house influence the house price. As previously mentioned, special features such as having a view and/or the house being in a waterfront location will have an influence in the price. The Hypothesis tests performed below are:

1. Hypothesis Test Series 1 - Waterfront Houses Yes/No Influence the Price
2. Hypothesis Test Series 2 - Houses with a View Yes/No Influence the Price
3. Hypothesis Test Series 3 - Waterfront Properties Yes/No with a View Yes/No Influence the Price

**Note:** I acknowledge that the sub-dataset used for these tests include 163 houses that have both special features, a view, and waterfront lot. This is not considered material and it is appropriate to proceed with the tests.

## Hypothesis Test Series 1 - Waterfront Houses Yes/No Influence the Price

# Creating two sub-data sets for testing  
# Data set 1 is all waterfront properties  
df\_waterfront\_yes <- house.price %>% filter(waterfront\_yes\_no == "yes")  
df\_waterfront\_yes %>% glimpse()

## Rows: 163  
## Columns: 21  
## $ id <dbl> 822039084, 8096000060, 2025069065, 2123039032, 32250~  
## $ date <dttm> 2015-03-11, 2015-04-13, 2014-09-29, 2014-10-27, 201~  
## $ price <dbl> 1350000, 655000, 2400000, 369900, 3080000, 705000, 2~  
## $ bedrooms <dbl> 3, 2, 4, 1, 4, 3, 3, 3, 2, 4, 4, 5, 2, 3, 6, 5, 2, 4~  
## $ bathrooms <dbl> 2.50, 1.75, 2.50, 0.75, 5.00, 3.00, 2.50, 2.50, 1.00~  
## $ sqft.living <dbl> 2753, 1450, 3650, 760, 4550, 1970, 5403, 3930, 1150,~  
## $ sqft.lot <dbl> 65005, 15798, 8354, 10079, 18641, 20978, 24069, 5586~  
## $ floors <dbl> 1.0, 2.0, 1.0, 1.0, 1.0, 2.0, 2.0, 1.0, 1.0, 1.0, 1.~  
## $ waterfront <dbl> 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1~  
## $ view <dbl> 2, 4, 4, 4, 4, 3, 4, 4, 4, 4, 4, 4, 3, 3, 4, 4, 4, 4~  
## $ condition <dbl> 5, 3, 3, 5, 3, 4, 4, 4, 4, 4, 3, 3, 4, 3, 4, 5, 3, 3~  
## $ grade <dbl> 9, 7, 9, 5, 10, 9, 12, 8, 6, 8, 7, 12, 5, 9, 12, 8, ~  
## $ sqft.above <dbl> 2165, 1230, 1830, 760, 2600, 1770, 5403, 2330, 1150,~  
## $ sqft.basement <dbl> 588, 220, 1820, 0, 1950, 200, 0, 1600, 0, 1560, 1050~  
## $ yr.built <dbl> 1953, 1915, 2000, 1936, 2002, 1980, 1976, 1957, 1908~  
## $ yr.renovated <dbl> 0, 1978, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 1990, 0, 0~  
## $ zipcode <dbl> 98070, 98166, 98074, 98070, 98074, 98070, 98166, 980~  
## $ waterfront\_yes\_no <fct> yes, yes, yes, yes, yes, yes, yes, yes, yes, yes, ye~  
## $ view\_yes\_no <fct> yes, yes, yes, yes, yes, yes, yes, yes, yes, yes, ye~  
## $ view\_TRUE\_FALSE <fct> TRUE, TRUE, TRUE, TRUE, TRUE, TRUE, TRUE, TRUE, TRUE~  
## $ price.log <dbl> 14.11562, 13.39239, 14.69098, 12.82099, 14.94044, 13~

# Data set 2 is all homes not in waterfront properties  
df\_waterfront\_no <- house.price %>% filter(waterfront\_yes\_no == "no")  
df\_waterfront\_no %>% glimpse()

## Rows: 21,450  
## Columns: 21  
## $ id <dbl> 7129300520, 6414100192, 5631500400, 2487200875, 1954~  
## $ date <dttm> 2014-10-13, 2014-12-09, 2015-02-25, 2014-12-09, 201~  
## $ price <dbl> 221900, 538000, 180000, 604000, 510000, 1230000, 257~  
## $ bedrooms <dbl> 3, 3, 2, 4, 3, 4, 3, 3, 3, 3, 3, 2, 3, 3, 5, 4, 3, 4~  
## $ bathrooms <dbl> 1.00, 2.25, 1.00, 3.00, 2.00, 4.50, 2.25, 1.50, 1.00~  
## $ sqft.living <dbl> 1180, 2570, 770, 1960, 1680, 5420, 1715, 1060, 1780,~  
## $ sqft.lot <dbl> 5650, 7242, 10000, 5000, 8080, 101930, 6819, 9711, 7~  
## $ floors <dbl> 1.0, 2.0, 1.0, 1.0, 1.0, 1.0, 2.0, 1.0, 1.0, 2.0, 1.~  
## $ waterfront <dbl> 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0~  
## $ view <dbl> 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 3, 0, 0~  
## $ condition <dbl> 3, 3, 3, 5, 3, 3, 3, 3, 3, 3, 3, 4, 4, 4, 3, 3, 3, 4~  
## $ grade <dbl> 7, 7, 6, 7, 8, 11, 7, 7, 7, 7, 8, 7, 7, 7, 7, 9, 7, ~  
## $ sqft.above <dbl> 1180, 2170, 770, 1050, 1680, 3890, 1715, 1060, 1050,~  
## $ sqft.basement <dbl> 0, 400, 0, 910, 0, 1530, 0, 0, 730, 0, 1700, 300, 0,~  
## $ yr.built <dbl> 1955, 1951, 1933, 1965, 1987, 2001, 1995, 1963, 1960~  
## $ yr.renovated <dbl> 0, 1991, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0~  
## $ zipcode <dbl> 98178, 98125, 98028, 98136, 98074, 98053, 98003, 981~  
## $ waterfront\_yes\_no <fct> no, no, no, no, no, no, no, no, no, no, no, no, no, ~  
## $ view\_yes\_no <fct> no, no, no, no, no, no, no, no, no, no, no, no, no, ~  
## $ view\_TRUE\_FALSE <fct> FALSE, FALSE, FALSE, FALSE, FALSE, FALSE, FALSE, FAL~  
## $ price.log <dbl> 12.30998, 13.19561, 12.10071, 13.31133, 13.14217, 14~

# Calculating Mean and SD for waterfront houses  
df\_waterfront\_yes\_mean <- df\_waterfront\_yes$price %>% mean() %>% round(1)  
df\_waterfront\_yes\_sd <- df\_waterfront\_yes$price %>% sd() %>% round(1)  
  
# Calculating Mean and SD for NO waterfront houses  
df\_waterfront\_no\_mean <- df\_waterfront\_no$price %>% mean() %>% round(1)  
df\_waterfront\_no\_sd <- df\_waterfront\_no$price %>% sd() %>% round(1)  
  
# Print results of mean and SD  
cat(str\_c("\nWaterfront Properties: mean = ", df\_waterfront\_yes\_mean," and stadard deviation = ", df\_waterfront\_yes\_sd))

##   
## Waterfront Properties: mean = 1662524.2 and stadard deviation = 1120388.2

cat(str\_c("\nNot In Waterfront Properties: mean = ", df\_waterfront\_no\_mean," and stadard deviation = ", df\_waterfront\_no\_sd))

##   
## Not In Waterfront Properties: mean = 531653.4 and stadard deviation = 341839.8

# Performing a two sample, one-sided t-test  
# Hypothesis Test: waterfront houses are priced lower than houses NOT in waterfront properties  
# NULL Hypothesis: waterfront houses are priced higher than houses NOT in waterfront properties  
# Confidence Level: 95%  
cat("\n")

cat("\n\*\*\*\* Waterfront !< Not in Waterfront \*\*\*\*")

##   
## \*\*\*\* Waterfront !< Not in Waterfront \*\*\*\*

t.test(df\_waterfront\_yes$price, df\_waterfront\_no$price, conf.level = 0.95, alternative = "less")

##   
## Welch Two Sample t-test  
##   
## data: df\_waterfront\_yes$price and df\_waterfront\_no$price  
## t = 12.882, df = 162.23, p-value = 1  
## alternative hypothesis: true difference in means is less than 0  
## 95 percent confidence interval:  
## -Inf 1276096  
## sample estimates:  
## mean of x mean of y   
## 1662524.2 531653.4

# Performing a two sample, two-sided t-test  
# Hypothesis Test: waterfront houses and houses NOT in waterfront properties are priced similarly  
# NULL Hypothesis: waterfront houses and houses NOT in waterfront properties are NOT priced similarly  
# Confidence Level: 95%  
cat("\n\*\*\*\* Waterfront != Not in Waterfront \*\*\*\*")

##   
## \*\*\*\* Waterfront != Not in Waterfront \*\*\*\*

t.test(df\_waterfront\_yes$price, df\_waterfront\_no$price, conf.level = 0.95, alternative = "two.sided")

##   
## Welch Two Sample t-test  
##   
## data: df\_waterfront\_yes$price and df\_waterfront\_no$price  
## t = 12.882, df = 162.23, p-value < 2.2e-16  
## alternative hypothesis: true difference in means is not equal to 0  
## 95 percent confidence interval:  
## 957519 1304223  
## sample estimates:  
## mean of x mean of y   
## 1662524.2 531653.4

# Performing a two sample, one-sided t-test  
# Hypothesis Test: waterfront houses are priced higher than houses NOT in waterfront properties  
# NULL Hypothesis: waterfront houses are priced lower than houses NOT in waterfront properties  
cat("\n\*\*\*\* Waterfront !> Not in Waterfront \*\*\*\*")

##   
## \*\*\*\* Waterfront !> Not in Waterfront \*\*\*\*

t.test(df\_waterfront\_yes$price, df\_waterfront\_no$price, conf.level = 0.95, alternative = "greater")

##   
## Welch Two Sample t-test  
##   
## data: df\_waterfront\_yes$price and df\_waterfront\_no$price  
## t = 12.882, df = 162.23, p-value < 2.2e-16  
## alternative hypothesis: true difference in means is greater than 0  
## 95 percent confidence interval:  
## 985645.3 Inf  
## sample estimates:  
## mean of x mean of y   
## 1662524.2 531653.4

# Visualization  
ggplot(house.price, aes(x=waterfront\_yes\_no, y=price)) +  
 stat\_boxplot(geom = "errorbar", width = 0.5) +  
 geom\_boxplot() +   
 ggtitle("Chart 2.1: Visualization of House Price in relation to Waterfront as Special Feature") +   
 xlab ("Special Feature, Waterfront") +  
 ylab("House Price")

![](data:image/png;base64,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)

### Summary of Hypothesis Test Series 1:

1. Waterfront houses = 163 rows

2. Houses NOT in waterfront = 21,450

3. t-value = 12.882, and df = 162.23

4. Mean of waterfront houses = 1,662,524 with Standard Deviation = 1,120,388

5. Mean of houses NOT in waterfront = 531,653 with Standard Deviation = 341,840

6. The mean variance between the waterfront versus not in waterfront properties is significant and supports the hypothesis that waterfront properties appear to be priced higher than NOT in waterfront properties.

7. Based on p-value:

7.a. One sided test of waterfront house price < NOT in waterfront house (p-value = 1): The t.test results cannot statistically prove that houses located in waterfront properties are priced lower than houses NOT located in waterfront properties. Thus, accepting the NULL hypothesis that houses in waterfront properties are priced higher than houses NOT in waterfront properties.

7.b. Two-sided test of Waterfront house price = NOT in waterfront house (p-value <2.2e-16): The t.test results cannot statistically reject the hypothesis that the houses located in waterfront properties are priced higher than houses NOT located in waterfront properties. Thus, rejecting the NULL hypothesis that these houses are priced similarly.  
  
7. c. One sided test of waterfront house price > NOT in waterfront house (p-value <2.2e-16): The t.test value cannot statistically reject that waterfront houses are priced higher than houses NOT in waterfront properties. Thus, accepting the NULL hypothesis that houses NOT in waterfront properties are priced lower than houses in waterfront properties.

## Hypothesis Test Series 2 - Houses with a View Yes/No Influence the Price

# Creating two sub-data sets for testing  
# Data set 1 is all properties with a view  
df\_view\_yes <- house.price %>% filter(view\_yes\_no == "yes")  
df\_view\_yes %>% glimpse()

## Rows: 2,124  
## Columns: 21  
## $ id <dbl> 9297300055, 2524049179, 822039084, 7922800400, 15160~  
## $ date <dttm> 2015-01-24, 2014-08-26, 2015-03-11, 2014-08-27, 201~  
## $ price <dbl> 650000, 2000000, 1350000, 951000, 650000, 437500, 32~  
## $ bedrooms <dbl> 4, 3, 3, 5, 3, 3, 3, 4, 3, 3, 4, 3, 5, 5, 2, 2, 6, 2~  
## $ bathrooms <dbl> 3.00, 2.75, 2.50, 3.25, 2.25, 2.50, 1.75, 2.50, 2.50~  
## $ sqft.living <dbl> 2950, 3050, 2753, 3250, 2150, 2320, 2080, 3230, 2400~  
## $ sqft.lot <dbl> 5000, 44867, 65005, 14342, 21235, 36847, 5969, 16171~  
## $ floors <dbl> 2.0, 1.0, 1.0, 2.0, 1.0, 2.0, 1.0, 2.0, 1.0, 1.0, 2.~  
## $ waterfront <dbl> 0, 0, 1, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 1, 0, 0~  
## $ view <dbl> 3, 4, 2, 4, 3, 2, 2, 3, 2, 2, 3, 2, 2, 3, 3, 4, 2, 2~  
## $ condition <dbl> 3, 3, 5, 4, 4, 3, 3, 3, 3, 3, 3, 4, 4, 3, 3, 3, 4, 4~  
## $ grade <dbl> 9, 9, 9, 8, 8, 9, 7, 9, 8, 8, 12, 7, 10, 9, 8, 7, 9,~  
## $ sqft.above <dbl> 1980, 2330, 2165, 3250, 1590, 2320, 1080, 2520, 1560~  
## $ sqft.basement <dbl> 970, 720, 588, 0, 560, 0, 1000, 710, 840, 480, 1640,~  
## $ yr.built <dbl> 1979, 1968, 1953, 1968, 1959, 1992, 1971, 2001, 1964~  
## $ yr.renovated <dbl> 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 1991, 0, 1978~  
## $ zipcode <dbl> 98126, 98040, 98070, 98008, 98166, 98045, 98108, 980~  
## $ waterfront\_yes\_no <fct> no, no, yes, no, no, no, no, no, no, no, no, no, no,~  
## $ view\_yes\_no <fct> yes, yes, yes, yes, yes, yes, yes, yes, yes, yes, ye~  
## $ view\_TRUE\_FALSE <fct> TRUE, TRUE, TRUE, TRUE, TRUE, TRUE, TRUE, TRUE, TRUE~  
## $ price.log <dbl> 13.38473, 14.50866, 14.11562, 13.76527, 13.38473, 12~

# Data set 2 is all homes without a view  
df\_view\_no <- house.price %>% filter(view\_yes\_no == "no")  
df\_view\_no %>% glimpse()

## Rows: 19,489  
## Columns: 21  
## $ id <dbl> 7129300520, 6414100192, 5631500400, 2487200875, 1954~  
## $ date <dttm> 2014-10-13, 2014-12-09, 2015-02-25, 2014-12-09, 201~  
## $ price <dbl> 221900, 538000, 180000, 604000, 510000, 1230000, 257~  
## $ bedrooms <dbl> 3, 3, 2, 4, 3, 4, 3, 3, 3, 3, 3, 2, 3, 3, 5, 3, 4, 2~  
## $ bathrooms <dbl> 1.00, 2.25, 1.00, 3.00, 2.00, 4.50, 2.25, 1.50, 1.00~  
## $ sqft.living <dbl> 1180, 2570, 770, 1960, 1680, 5420, 1715, 1060, 1780,~  
## $ sqft.lot <dbl> 5650, 7242, 10000, 5000, 8080, 101930, 6819, 9711, 7~  
## $ floors <dbl> 1.0, 2.0, 1.0, 1.0, 1.0, 1.0, 2.0, 1.0, 1.0, 2.0, 1.~  
## $ waterfront <dbl> 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0~  
## $ view <dbl> 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0~  
## $ condition <dbl> 3, 3, 3, 5, 3, 3, 3, 3, 3, 3, 3, 4, 4, 4, 3, 3, 4, 4~  
## $ grade <dbl> 7, 7, 6, 7, 8, 11, 7, 7, 7, 7, 8, 7, 7, 7, 7, 7, 7, ~  
## $ sqft.above <dbl> 1180, 2170, 770, 1050, 1680, 3890, 1715, 1060, 1050,~  
## $ sqft.basement <dbl> 0, 400, 0, 910, 0, 1530, 0, 0, 730, 0, 1700, 300, 0,~  
## $ yr.built <dbl> 1955, 1951, 1933, 1965, 1987, 2001, 1995, 1963, 1960~  
## $ yr.renovated <dbl> 0, 1991, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0~  
## $ zipcode <dbl> 98178, 98125, 98028, 98136, 98074, 98053, 98003, 981~  
## $ waterfront\_yes\_no <fct> no, no, no, no, no, no, no, no, no, no, no, no, no, ~  
## $ view\_yes\_no <fct> no, no, no, no, no, no, no, no, no, no, no, no, no, ~  
## $ view\_TRUE\_FALSE <fct> FALSE, FALSE, FALSE, FALSE, FALSE, FALSE, FALSE, FAL~  
## $ price.log <dbl> 12.30998, 13.19561, 12.10071, 13.31133, 13.14217, 14~

# Calculating Mean and SD for houses with a view  
df\_view\_yes\_mean <- df\_view\_yes$price %>% mean() %>% round(1)  
df\_view\_yes\_sd <- df\_view\_yes$price %>% sd() %>% round(1)  
  
# Calculating Mean and SD for houses without a view  
df\_view\_no\_mean <- df\_view\_no$price %>% mean() %>% round(1)  
df\_view\_no\_sd <- df\_view\_no$price %>% sd() %>% round(1)  
  
# Print results of mean and SD  
cat(str\_c("\n Properties with a View: mean = ", df\_view\_yes\_mean," and stadard deviation = ", df\_view\_yes\_sd))

##   
## Properties with a View: mean = 939859.4 and stadard deviation = 662440

cat(str\_c("\n Properties Without A View: mean = ", df\_view\_no\_mean," and stadard deviation = ", df\_view\_no\_sd))

##   
## Properties Without A View: mean = 496623.5 and stadard deviation = 287316.5

# Performing a two sample, one-sided t-test  
# Hypothesis Test: houses with a view are priced lower than houses without a view  
# NULL Hypothesis: houses with a view are priced higher than houses without a view  
# Confidence Level: 95%  
cat("\n")

cat("\n\*\*\*\* View !< No View \*\*\*\*")

##   
## \*\*\*\* View !< No View \*\*\*\*

t.test(df\_view\_yes$price, df\_view\_no$price, conf.level = 0.95, alternative = "less")

##   
## Welch Two Sample t-test  
##   
## data: df\_view\_yes$price and df\_view\_no$price  
## t = 30.525, df = 2210.8, p-value = 1  
## alternative hypothesis: true difference in means is less than 0  
## 95 percent confidence interval:  
## -Inf 467129.7  
## sample estimates:  
## mean of x mean of y   
## 939859.4 496623.5

# Performing a two sample, two-sided t-test  
# Hypothesis Test: houses with a view and houses without a view are priced similarly  
# NULL Hypothesis: houses with a view and houses without a view are NOT priced similarly  
# Confidence Level: 95%  
cat("\n\*\*\*\* View != No View \*\*\*\*")

##   
## \*\*\*\* View != No View \*\*\*\*

t.test(df\_view\_yes$price, df\_view\_no$price, conf.level = 0.95, alternative = "two.sided")

##   
## Welch Two Sample t-test  
##   
## data: df\_view\_yes$price and df\_view\_no$price  
## t = 30.525, df = 2210.8, p-value < 2.2e-16  
## alternative hypothesis: true difference in means is not equal to 0  
## 95 percent confidence interval:  
## 414761.0 471710.8  
## sample estimates:  
## mean of x mean of y   
## 939859.4 496623.5

# Performing a two sample, one-sided t-test  
# Hypothesis Test: houses with a view are priced higher than houses without a view  
# NULL Hypothesis: houses with a view are priced lower than houses without a view  
cat("\n\*\*\*\* View !> No View \*\*\*\*")

##   
## \*\*\*\* View !> No View \*\*\*\*

t.test(df\_view\_yes$price, df\_view\_no$price, conf.level = 0.95, alternative = "greater")

##   
## Welch Two Sample t-test  
##   
## data: df\_view\_yes$price and df\_view\_no$price  
## t = 30.525, df = 2210.8, p-value < 2.2e-16  
## alternative hypothesis: true difference in means is greater than 0  
## 95 percent confidence interval:  
## 419342.1 Inf  
## sample estimates:  
## mean of x mean of y   
## 939859.4 496623.5

# Visualization   
ggplot(house.price, aes(x=view\_yes\_no, y=price)) +  
 stat\_boxplot(geom = "errorbar", width = 0.5) +  
 geom\_boxplot() +   
 ggtitle("Chart 2.2: Visualization of House Price in relation to View as Special Feature") +   
 xlab ("Special Feature, View") +  
 ylab("House Price")
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### Summary of Hypothesis Test Series 2:

1. Houses with a view = 2,124 rows

2. Houses without a view = 19,489

3. t-value = 30.525, df = 2210.8

4. Mean of houses with a view = 939,859 and Standard Deviation = 662,440

5. Mean of houses without a view = 496,624 and Standard Deviation = 287,317

6. The mean variance between houses with a view versus without a view is significant and supports the hypothesis that houses with a view appear to be priced higher than houses without a view.

7. Based on p-value:

7.a. One sided test of prices of houses with a view < houses without a view (p-value = 1): The t.test results cannot statistically prove that houses with a view are priced lower than houses without a view. Thus, accepting the NULL hypothesis that houses with a view are priced higher than houses without a view.

7.b. Two-sided test of prices of houses with a view = houses without a view (p-value <2.2e-16): The t.test results cannot statistically reject the hypothesis that the houses with a view are priced higher than houses without a view. Thus, rejecting the NULL hypothesis that these houses are priced similarly.  
  
7.c. One sided test of prices of houses with a view > houses without a view (p-value <2.2e-16): The t.test results cannot statistically reject that houses with a view are priced higher than houses without a view. Thus, accepting the NULL hypothesis that houses without a view are priced lower than houses with a view.

## Hypothesis Test Series 3 - Waterfront Properties or View Influence the Price

# Using existing sub-data sets for testing  
df\_waterfront\_yes %>% glimpse()

## Rows: 163  
## Columns: 21  
## $ id <dbl> 822039084, 8096000060, 2025069065, 2123039032, 32250~  
## $ date <dttm> 2015-03-11, 2015-04-13, 2014-09-29, 2014-10-27, 201~  
## $ price <dbl> 1350000, 655000, 2400000, 369900, 3080000, 705000, 2~  
## $ bedrooms <dbl> 3, 2, 4, 1, 4, 3, 3, 3, 2, 4, 4, 5, 2, 3, 6, 5, 2, 4~  
## $ bathrooms <dbl> 2.50, 1.75, 2.50, 0.75, 5.00, 3.00, 2.50, 2.50, 1.00~  
## $ sqft.living <dbl> 2753, 1450, 3650, 760, 4550, 1970, 5403, 3930, 1150,~  
## $ sqft.lot <dbl> 65005, 15798, 8354, 10079, 18641, 20978, 24069, 5586~  
## $ floors <dbl> 1.0, 2.0, 1.0, 1.0, 1.0, 2.0, 2.0, 1.0, 1.0, 1.0, 1.~  
## $ waterfront <dbl> 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1~  
## $ view <dbl> 2, 4, 4, 4, 4, 3, 4, 4, 4, 4, 4, 4, 3, 3, 4, 4, 4, 4~  
## $ condition <dbl> 5, 3, 3, 5, 3, 4, 4, 4, 4, 4, 3, 3, 4, 3, 4, 5, 3, 3~  
## $ grade <dbl> 9, 7, 9, 5, 10, 9, 12, 8, 6, 8, 7, 12, 5, 9, 12, 8, ~  
## $ sqft.above <dbl> 2165, 1230, 1830, 760, 2600, 1770, 5403, 2330, 1150,~  
## $ sqft.basement <dbl> 588, 220, 1820, 0, 1950, 200, 0, 1600, 0, 1560, 1050~  
## $ yr.built <dbl> 1953, 1915, 2000, 1936, 2002, 1980, 1976, 1957, 1908~  
## $ yr.renovated <dbl> 0, 1978, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 1990, 0, 0~  
## $ zipcode <dbl> 98070, 98166, 98074, 98070, 98074, 98070, 98166, 980~  
## $ waterfront\_yes\_no <fct> yes, yes, yes, yes, yes, yes, yes, yes, yes, yes, ye~  
## $ view\_yes\_no <fct> yes, yes, yes, yes, yes, yes, yes, yes, yes, yes, ye~  
## $ view\_TRUE\_FALSE <fct> TRUE, TRUE, TRUE, TRUE, TRUE, TRUE, TRUE, TRUE, TRUE~  
## $ price.log <dbl> 14.11562, 13.39239, 14.69098, 12.82099, 14.94044, 13~

df\_view\_yes %>% glimpse()

## Rows: 2,124  
## Columns: 21  
## $ id <dbl> 9297300055, 2524049179, 822039084, 7922800400, 15160~  
## $ date <dttm> 2015-01-24, 2014-08-26, 2015-03-11, 2014-08-27, 201~  
## $ price <dbl> 650000, 2000000, 1350000, 951000, 650000, 437500, 32~  
## $ bedrooms <dbl> 4, 3, 3, 5, 3, 3, 3, 4, 3, 3, 4, 3, 5, 5, 2, 2, 6, 2~  
## $ bathrooms <dbl> 3.00, 2.75, 2.50, 3.25, 2.25, 2.50, 1.75, 2.50, 2.50~  
## $ sqft.living <dbl> 2950, 3050, 2753, 3250, 2150, 2320, 2080, 3230, 2400~  
## $ sqft.lot <dbl> 5000, 44867, 65005, 14342, 21235, 36847, 5969, 16171~  
## $ floors <dbl> 2.0, 1.0, 1.0, 2.0, 1.0, 2.0, 1.0, 2.0, 1.0, 1.0, 2.~  
## $ waterfront <dbl> 0, 0, 1, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 1, 0, 0~  
## $ view <dbl> 3, 4, 2, 4, 3, 2, 2, 3, 2, 2, 3, 2, 2, 3, 3, 4, 2, 2~  
## $ condition <dbl> 3, 3, 5, 4, 4, 3, 3, 3, 3, 3, 3, 4, 4, 3, 3, 3, 4, 4~  
## $ grade <dbl> 9, 9, 9, 8, 8, 9, 7, 9, 8, 8, 12, 7, 10, 9, 8, 7, 9,~  
## $ sqft.above <dbl> 1980, 2330, 2165, 3250, 1590, 2320, 1080, 2520, 1560~  
## $ sqft.basement <dbl> 970, 720, 588, 0, 560, 0, 1000, 710, 840, 480, 1640,~  
## $ yr.built <dbl> 1979, 1968, 1953, 1968, 1959, 1992, 1971, 2001, 1964~  
## $ yr.renovated <dbl> 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 1991, 0, 1978~  
## $ zipcode <dbl> 98126, 98040, 98070, 98008, 98166, 98045, 98108, 980~  
## $ waterfront\_yes\_no <fct> no, no, yes, no, no, no, no, no, no, no, no, no, no,~  
## $ view\_yes\_no <fct> yes, yes, yes, yes, yes, yes, yes, yes, yes, yes, ye~  
## $ view\_TRUE\_FALSE <fct> TRUE, TRUE, TRUE, TRUE, TRUE, TRUE, TRUE, TRUE, TRUE~  
## $ price.log <dbl> 13.38473, 14.50866, 14.11562, 13.76527, 13.38473, 12~

# Houses with both special features.  
house.price.waterfrontandview <- df\_waterfront\_yes %>% filter(view\_yes\_no == "yes")  
house.price.waterfrontandview

## # A tibble: 163 x 21  
## id date price bedrooms bathrooms sqft.living sqft.lot  
## <dbl> <dttm> <dbl> <dbl> <dbl> <dbl> <dbl>  
## 1 822039084 2015-03-11 00:00:00 1350000 3 2.5 2753 65005  
## 2 8096000060 2015-04-13 00:00:00 655000 2 1.75 1450 15798  
## 3 2025069065 2014-09-29 00:00:00 2400000 4 2.5 3650 8354  
## 4 2123039032 2014-10-27 00:00:00 369900 1 0.75 760 10079  
## 5 3225069065 2014-06-24 00:00:00 3080000 4 5 4550 18641  
## 6 2122039094 2014-11-26 00:00:00 705000 3 3 1970 20978  
## 7 622049114 2015-02-18 00:00:00 2130000 3 2.5 5403 24069  
## 8 3760500116 2014-11-20 00:00:00 3070000 3 2.5 3930 55867  
## 9 7567600045 2014-08-27 00:00:00 825000 2 1 1150 12775  
## 10 4055701200 2015-04-21 00:00:00 1960000 4 2.75 3120 7898  
## # ... with 153 more rows, and 14 more variables: floors <dbl>,  
## # waterfront <dbl>, view <dbl>, condition <dbl>, grade <dbl>,  
## # sqft.above <dbl>, sqft.basement <dbl>, yr.built <dbl>, yr.renovated <dbl>,  
## # zipcode <dbl>, waterfront\_yes\_no <fct>, view\_yes\_no <fct>,  
## # view\_TRUE\_FALSE <fct>, price.log <dbl>

# Print results of mean and SD  
cat(str\_c("\n Waterfront Properties: mean = ", df\_waterfront\_yes\_mean," and stadard deviation = ", df\_waterfront\_yes\_sd))

##   
## Waterfront Properties: mean = 1662524.2 and stadard deviation = 1120388.2

cat(str\_c("\n Properties with a View: mean = ", df\_view\_yes\_mean," and stadard deviation = ", df\_view\_yes\_sd))

##   
## Properties with a View: mean = 939859.4 and stadard deviation = 662440

# Performing a two sample, one-sided t-test  
# Hypothesis Test: houses with a view are priced lower than waterfront houses  
# NULL Hypothesis: Houses without a view are priced lower than waterfront houses  
# Confidence Level: 95%  
cat("\n")

cat("\n \*\*\*\* Waterfront Houses !< Houses With A View \*\*\*\*")

##   
## \*\*\*\* Waterfront Houses !< Houses With A View \*\*\*\*

t.test(df\_waterfront\_yes$price, df\_view\_yes$price, conf.level = 0.95, alternative = "less")

##   
## Welch Two Sample t-test  
##   
## data: df\_waterfront\_yes$price and df\_view\_yes$price  
## t = 8.1267, df = 170.8, p-value = 1  
## alternative hypothesis: true difference in means is less than 0  
## 95 percent confidence interval:  
## -Inf 869731  
## sample estimates:  
## mean of x mean of y   
## 1662524.2 939859.4

# Performing a two sample, two-sided t-test  
# Hypothesis Test: houses with a view and waterfront houses are priced similarly  
# NULL Hypothesis: houses with a view and waterfront houses are NOT priced similarly  
# Confidence Level: 95%  
cat("\n\*\*\*\* Waterfront Houses != Houses With A View \*\*\*\*")

##   
## \*\*\*\* Waterfront Houses != Houses With A View \*\*\*\*

t.test(df\_waterfront\_yes$price, df\_view\_yes$price, conf.level = 0.95, alternative = "two.sided")

##   
## Welch Two Sample t-test  
##   
## data: df\_waterfront\_yes$price and df\_view\_yes$price  
## t = 8.1267, df = 170.8, p-value = 8.544e-14  
## alternative hypothesis: true difference in means is not equal to 0  
## 95 percent confidence interval:  
## 547131.4 898198.2  
## sample estimates:  
## mean of x mean of y   
## 1662524.2 939859.4

# Performing a two sample, one-sided t-test  
# Hypothesis Test: houses with a view are priced higher than waterfront houses  
# NULL Hypothesis: Houses with a view are priced lower than waterfront houses  
cat("\n\*\*\*\* Houses With A View !> Waterfront Houses \*\*\*\*")

##   
## \*\*\*\* Houses With A View !> Waterfront Houses \*\*\*\*

t.test(df\_waterfront\_yes$price, df\_view\_yes$price, conf.level = 0.95, alternative = "greater")

##   
## Welch Two Sample t-test  
##   
## data: df\_waterfront\_yes$price and df\_view\_yes$price  
## t = 8.1267, df = 170.8, p-value = 4.272e-14  
## alternative hypothesis: true difference in means is greater than 0  
## 95 percent confidence interval:  
## 575598.6 Inf  
## sample estimates:  
## mean of x mean of y   
## 1662524.2 939859.4

### Summary of Hypothesis Test Series 3:

1. Waterfront houses = 163 rows

2. Houses with a view = 2,124 rows (includes the 163 waterfront houses. Not material)

3. t-value = 8.1267, df = 170.8

4. Mean of waterfront houses = 1,662,524 and Standard Deviation = 1,120,388

5. Mean of houses with a view = 939,859 and Standard Deviation = 662,440

6. The mean variance between waterfront houses versus houses with a view is significant which supports the hypothesis that waterfront houses appear to be priced higher than houses with a view.

7. based on the p-value:

7.a. One sided test of prices of waterfront houses < houses with a view (p-value = 1): The t.test results cannot statistically prove that waterfront houses are priced lower than houses with a view. Thus, accepting the NULL hypothesis that waterfront houses are priced higher than houses with a view.

7.b. Two-sided test of prices of waterfront houses = houses with a view (p-value = 8.544e-14): The t.test results cannot statistically reject the hypothesis that waterfront houses are priced higher than houses with a view. Thus, rejecting the NULL hypothesis that waterfront houses and houses with a view are priced similarly.

7.c. One sided test of prices of waterfront houses > houses with a view (p-value = 4.272e-14): The t.test results cannot statistically reject that waterfront houses are priced higher than houses with a view. Thus, accepting the NULL hypothesis that houses with a view are priced lower than waterfront houses.

**The conclusions from the 3 t.test performed.** The data suggests that a house with a waterfront special feature will have a greater price advantage over a house with a view. Although, having a view as special feature offers good price advantage.

# Split into train / test sets

To test the model in an unbiased manner and avoid **unrealistically optimistic** results because of the machine learning the data effectively and misleading the results in a way that the model produces excellent test results when presented with similar training data. To avoid this issue, I have split our data set into two **mutually exclusive** subsets named **training data set** and the **test data set**.

# Count Rows in the data set  
count\_rows = nrow(house.price)  
count\_rows

## [1] 21613

# Setting seed  
set.seed(1222)   
  
# 70% of the data for training  
train\_id = sample(1:count\_rows, 0.7\*count\_rows)  
#train\_id  
  
# 30% remaining of the data for testing  
train\_data = house.price[train\_id,]  
test\_data = house.price[-train\_id,]  
  
# Display row counts of train data and test data  
print(str\_c("house.price.train rows: ", nrow(train\_data)))

## [1] "house.price.train rows: 15129"

print(str\_c("house.price.test rows: ", nrow(test\_data)))

## [1] "house.price.test rows: 6484"

# Compare train data and test data  
nrow(test\_data) + nrow(train\_data) == nrow(house.price)

## [1] TRUE

Summary of the Data Split: Training Data Set contains 15,219 rows, while the Testing Data Set contains 6,848 rows out of the 21,613 and the data is ready to train the **generalized linear model (glm)**.

# Train and test models

## Model 1 – Regression Model

It is challenging to build a prediction model to estimate the house prices (label) based on one or few features as the price is driven by many features. As mentioned at the beginning of this analysis the house price data available presents features that I have segment into Geographical, Basic, Age/Condition, and Special Features to which are all applied in the Linear Regression Model with multiple variables shown below.

## Linear Regression Model 1.1

Multiple Variables

Data set: house. price

Label: Price

Independent Variables: House Basic Features + Special Features + Geographical Feature + Age/Condition Feature Features removed due to their significant codes are sqft. basement, and year renovated

# Linear Regression Model 1.1  
# Multiple Variables  
# Data set: house.price  
# Label: Price  
# Independent Variables: House Basic Features + Special Features + Geographical Feature + Age/Condition Feature  
# Features removed due to their significant codes are sqft.basement, and year renovated  
# Understand the relation between house price and its features  
  
# Create linear model  
# Price ~ Geographical Age/Condition, Basic, and Special Features   
house.price.regressionmod1.1 = lm(price ~ zipcode + bedrooms + bathrooms + sqft.living + sqft.lot + floors + grade + yr.built + waterfront\_yes\_no + view\_yes\_no, data = house.price)  
summary (house.price.regressionmod1.1)

##   
## Call:  
## lm(formula = price ~ zipcode + bedrooms + bathrooms + sqft.living +   
## sqft.lot + floors + grade + yr.built + waterfront\_yes\_no +   
## view\_yes\_no, data = house.price)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -1379162 -110967 -9849 90773 4264707   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 1.193e+07 3.028e+06 3.941 8.14e-05 \*\*\*  
## zipcode -5.299e+01 3.042e+01 -1.742 0.0815 .   
## bedrooms -3.884e+04 2.036e+03 -19.073 < 2e-16 \*\*\*  
## bathrooms 4.881e+04 3.418e+03 14.280 < 2e-16 \*\*\*  
## sqft.living 1.712e+02 3.295e+00 51.961 < 2e-16 \*\*\*  
## sqft.lot -2.576e-01 3.672e-02 -7.014 2.38e-12 \*\*\*  
## floors 2.154e+04 3.446e+03 6.251 4.15e-10 \*\*\*  
## grade 1.250e+05 2.146e+03 58.257 < 2e-16 \*\*\*  
## yr.built -3.816e+03 6.778e+01 -56.306 < 2e-16 \*\*\*  
## waterfront\_yes\_noyes 6.472e+05 1.777e+04 36.412 < 2e-16 \*\*\*  
## view\_yes\_noyes 9.961e+04 5.478e+03 18.185 < 2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 217400 on 21602 degrees of freedom  
## Multiple R-squared: 0.65, Adjusted R-squared: 0.6498   
## F-statistic: 4011 on 10 and 21602 DF, p-value: < 2.2e-16

cat('The coefficient confidence intervals')

## The coefficient confidence intervals

confint (house.price.regressionmod1.1)

## 2.5 % 97.5 %  
## (Intercept) 5.996905e+06 1.786525e+07  
## zipcode -1.126210e+02 6.634595e+00  
## bedrooms -4.282640e+04 -3.484440e+04  
## bathrooms 4.211176e+04 5.551203e+04  
## sqft.living 1.647586e+02 1.776760e+02  
## sqft.lot -3.295658e-01 -1.856056e-01  
## floors 1.478751e+04 2.829669e+04  
## grade 1.208068e+05 1.292190e+05  
## yr.built -3.949200e+03 -3.683497e+03  
## waterfront\_yes\_noyes 6.123632e+05 6.820422e+05  
## view\_yes\_noyes 8.887631e+04 1.103500e+05

# house.price.regressionmod1.1 coeficient  
house.price.regressionmod1.1$coefficients

## (Intercept) zipcode bedrooms   
## 1.193108e+07 -5.299318e+01 -3.883540e+04   
## bathrooms sqft.living sqft.lot   
## 4.881190e+04 1.712173e+02 -2.575857e-01   
## floors grade yr.built   
## 2.154210e+04 1.250129e+05 -3.816348e+03   
## waterfront\_yes\_noyes view\_yes\_noyes   
## 6.472027e+05 9.961318e+04

# Predict  
house.price$prediction = predict(house.price.regressionmod1.1, newdata = house.price)  
  
# Computed error  
error = sqrt(sum((house.price$price - house.price$prediction)^2)/nrow(house.price))  
cat('Computed Error: \n')

## Computed Error:

error

## [1] 217335

### Summary of results Linear Regression Model 1.1:

1. The model appears to be **over-fit**, as the zipcode coefficient does not appear to be significant. However, it is important to retain the geographical feature for this test as the location of the house plays a role in the house price.
2. The residual standard error appears reasonably modest, given the range of the label
3. The adjusted R-squared is reasonable. Although, the coefficients predict 65% of the behavior of the house price. However, I’d like to see it closer to 1.0. Even by removing the Zip Code the number would increase materially.
4. Error is 217,335

## Linear Regression Model 1.2

**Note: The only difference with the previous model is that 1.2 uses training data = 70% of data set.**

Multiple Variables,

Data set: Training Data

Label: Price

Independent Variables: House Basic Features + Special Features + Geographical Feature + Age/Condition Feature Features removed due to their significant codes are sqft. basement, and year renovated

# Linear Regression Model 1.2  
# Multiple Variables  
# Data set: train data which is 70% of the house.price data set chosen randomly based on seed  
# Label: Price  
# Independent Variables: House Basic Features + Special Features + Geographical Feature + Age/Condition Feature  
# Features removed due to their significant codes are sqft.basement, and year renovated  
# Understand the relation between house price and its features  
  
# Create linear model  
# Price ~ Geographical Age/Condition, Basic, and Special Features   
house.price.regressionmod1.2 = lm(price ~ zipcode + bedrooms + bathrooms + sqft.living + sqft.lot + floors + grade + yr.built + waterfront\_yes\_no + view\_yes\_no, data = train\_data)  
summary (house.price.regressionmod1.2)

##   
## Call:  
## lm(formula = price ~ zipcode + bedrooms + bathrooms + sqft.living +   
## sqft.lot + floors + grade + yr.built + waterfront\_yes\_no +   
## view\_yes\_no, data = train\_data)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -1332314 -110114 -10303 90448 4294048   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 1.146e+07 3.622e+06 3.164 0.00156 \*\*   
## zipcode -4.795e+01 3.640e+01 -1.317 0.18778   
## bedrooms -3.651e+04 2.386e+03 -15.301 < 2e-16 \*\*\*  
## bathrooms 4.842e+04 4.073e+03 11.887 < 2e-16 \*\*\*  
## sqft.living 1.677e+02 3.910e+00 42.883 < 2e-16 \*\*\*  
## sqft.lot -2.748e-01 4.288e-02 -6.409 1.50e-10 \*\*\*  
## floors 2.312e+04 4.085e+03 5.659 1.55e-08 \*\*\*  
## grade 1.258e+05 2.561e+03 49.110 < 2e-16 \*\*\*  
## yr.built -3.832e+03 8.103e+01 -47.287 < 2e-16 \*\*\*  
## waterfront\_yes\_noyes 6.118e+05 2.076e+04 29.473 < 2e-16 \*\*\*  
## view\_yes\_noyes 9.604e+04 6.547e+03 14.669 < 2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 217500 on 15118 degrees of freedom  
## Multiple R-squared: 0.6435, Adjusted R-squared: 0.6433   
## F-statistic: 2729 on 10 and 15118 DF, p-value: < 2.2e-16

cat('The coefficient confidence intervals')

## The coefficient confidence intervals

confint (house.price.regressionmod1.2)

## 2.5 % 97.5 %  
## (Intercept) 4.359433e+06 1.855921e+07  
## zipcode -1.193097e+02 2.340351e+01  
## bedrooms -4.118322e+04 -3.183000e+04  
## bathrooms 4.043527e+04 5.640355e+04  
## sqft.living 1.599973e+02 1.753244e+02  
## sqft.lot -3.589049e-01 -1.907974e-01  
## floors 1.510887e+04 3.112214e+04  
## grade 1.207375e+05 1.307761e+05  
## yr.built -3.990660e+03 -3.672991e+03  
## waterfront\_yes\_noyes 5.711089e+05 6.524837e+05  
## view\_yes\_noyes 8.320785e+04 1.088754e+05

test\_data$prediction = predict(house.price.regressionmod1.2, newdata = test\_data)  
test\_data

## # A tibble: 6,484 x 22  
## id date price bedrooms bathrooms sqft.living sqft.lot  
## <dbl> <dttm> <dbl> <dbl> <dbl> <dbl> <dbl>  
## 1 6414100192 2014-12-09 00:00:00 538000 3 2.25 2570 7242  
## 2 7237550310 2014-05-12 00:00:00 1230000 4 4.5 5420 101930  
## 3 1321400060 2014-06-27 00:00:00 257500 3 2.25 1715 6819  
## 4 9212900260 2014-05-27 00:00:00 468000 2 1 1160 6000  
## 5 6054650070 2014-10-07 00:00:00 400000 3 1.75 1370 9680  
## 6 9297300055 2015-01-24 00:00:00 650000 4 3 2950 5000  
## 7 6865200140 2014-05-29 00:00:00 485000 4 1 1600 4300  
## 8 7137970340 2014-07-03 00:00:00 285000 5 2.5 2270 6300  
## 9 1794500383 2014-06-26 00:00:00 937000 3 1.75 2450 2691  
## 10 5101402488 2014-06-24 00:00:00 438000 3 1.75 1520 6380  
## # ... with 6,474 more rows, and 15 more variables: floors <dbl>,  
## # waterfront <dbl>, view <dbl>, condition <dbl>, grade <dbl>,  
## # sqft.above <dbl>, sqft.basement <dbl>, yr.built <dbl>, yr.renovated <dbl>,  
## # zipcode <dbl>, waterfront\_yes\_no <fct>, view\_yes\_no <fct>,  
## # view\_TRUE\_FALSE <fct>, price.log <dbl>, prediction <dbl>

# Computed error  
error = sqrt(sum((test\_data$price - test\_data$prediction)^2)/nrow(test\_data))  
cat('Computed Error: \n')

## Computed Error:

error

## [1] 217396.3

### Summary of results Linear Regression Model 1.2:

1. Overall this model is very similar to 1.1 which uses the complete data set.

2. The model appears to be **over-fit**, as the zipcode coefficient does not appear to be significant. However, it is important to retain the geographical feature for this test as the location of the house plays a role in the house price.

3. The residual standard error appears reasonably modest, given the range of the label

4. The adjusted R-squared is reasonable but did not change much from model 1.1 as the coefficients predict 64.35% of the behavior of the house price. I would have liked to see a higher number. Even by removing the Zip Code the number would increase materially.

5. Error is 217,396 which unchanged (although slightly higher) from model 1.1 which shows consistency.

6. The model appears modest.

## Model 2 - Classification Model

The business question is can we predict if a house has a view? Yes/No, using the existing data and Generalized Linear Model.

# Classification Model 2.1  
# Data set: House.price  
# Label: view\_yes\_no  
# Independent Variables: House Basic Features + Special Features + Geographical Feature + Age/Condition Feature  
# Features removed due to their significant codes are Waterfront\_yes\_no, sqft.basement, and year renovated  
  
# Create the Model  
housewithview.classificationmod2.1 = glm(view\_yes\_no ~ zipcode + bedrooms + bathrooms + sqft.living + floors + grade + yr.built -1, data = train\_data, family = binomial)  
summary (housewithview.classificationmod2.1)

##   
## Call:  
## glm(formula = view\_yes\_no ~ zipcode + bedrooms + bathrooms +   
## sqft.living + floors + grade + yr.built - 1, family = binomial,   
## data = train\_data)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -2.9396 -0.4420 -0.3290 -0.2454 3.0303   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## zipcode 0.0003865 0.0000213 18.148 < 2e-16 \*\*\*  
## bedrooms -0.3364925 0.0402858 -8.353 < 2e-16 \*\*\*  
## bathrooms 0.3403742 0.0616043 5.525 3.29e-08 \*\*\*  
## sqft.living 0.0007340 0.0000572 12.831 < 2e-16 \*\*\*  
## floors -0.5235243 0.0706568 -7.409 1.27e-13 \*\*\*  
## grade 0.3587864 0.0391182 9.172 < 2e-16 \*\*\*  
## yr.built -0.0221040 0.0011054 -19.996 < 2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 20973.2 on 15129 degrees of freedom  
## Residual deviance: 8243.6 on 15122 degrees of freedom  
## AIC: 8257.6  
##   
## Number of Fisher Scoring iterations: 6

# Predict  
train\_data$prediction = predict(housewithview.classificationmod2.1)  
  
# Visualize the data  
boxplot(house.price$prediction ~ house.price$view\_yes\_no )

![](data:image/png;base64,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)

# Confusion matrix  
test\_data$prediction = predict(housewithview.classificationmod2.1, newdata = test\_data)  
test\_data$ampred = ifelse(test\_data$prediction > 0.7, 'yes', 'no')  
caret::confusionMatrix(as.factor(test\_data$ampred), as.factor(test\_data$view\_yes\_no))

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction no yes  
## no 5823 607  
## yes 23 31  
##   
## Accuracy : 0.9028   
## 95% CI : (0.8954, 0.9099)  
## No Information Rate : 0.9016   
## P-Value [Acc > NIR] : 0.3792   
##   
## Kappa : 0.0754   
##   
## Mcnemar's Test P-Value : <2e-16   
##   
## Sensitivity : 0.99607   
## Specificity : 0.04859   
## Pos Pred Value : 0.90560   
## Neg Pred Value : 0.57407   
## Prevalence : 0.90160   
## Detection Rate : 0.89806   
## Detection Prevalence : 0.99167   
## Balanced Accuracy : 0.52233   
##   
## 'Positive' Class : no   
##

### Summary of the results of Linear Regression Model 2.0:

The confusion matrix using prediction > 70% produced:

1. correctly predicted 5,823 True Negatives

2. Incorrectly predicted 607 False Negatives

3. Incorrectly predicted 23 False Positives

4. Correctly predicted 31 True Positives 5. Accuracy of 90.3%

# Model Performance Comparison

For most cases the price values are reasonably comparable to the predicted price. Additionally, there appear to be minimal variances in predicted prices based on regression models 1.1 and 1.2. The significance of the variances may be negligible.

In conclusion, both Linear Regression Models 1.1 and 1.2 based on Geographical, Basic, Special Features as well as Age/Condition are remarkably similar. To test the model prediction, I used a random set of features such as: 4 bedrooms, 3 bathrooms, 2100 sqft. living space, floor grade of 2 and built grade 6, built in 2000 with a view but no waterfront located in zip code are 98103 which is in the Freemont neighborhood of Seattle. Linear Regression Models 1.1 predicted a house price of $341,727 whereas model 1.2 predicted a house price of $338,087.

# Adding predicted scores and residual values from house.price.regressionmod1.1 to the dataframe  
house.price.comp1.1 = house.price %>% mutate(score = predict (house.price.regressionmod1.1, data = house.price)) %>% mutate(resids = price - score,  
 predicted.price.regressionmod1.1 = exp(score))   
house.price.comp1.1[1:10, 3:22]

## # A tibble: 10 x 20  
## price bedrooms bathrooms sqft.living sqft.lot floors waterfront view  
## <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl>  
## 1 221900 3 1 1180 5650 1 0 0  
## 2 538000 3 2.25 2570 7242 2 0 0  
## 3 180000 2 1 770 10000 1 0 0  
## 4 604000 4 3 1960 5000 1 0 0  
## 5 510000 3 2 1680 8080 1 0 0  
## 6 1230000 4 4.5 5420 101930 1 0 0  
## 7 257500 3 2.25 1715 6819 2 0 0  
## 8 291850 3 1.5 1060 9711 1 0 0  
## 9 229500 3 1 1780 7470 1 0 0  
## 10 323000 3 2.5 1890 6560 2 0 0  
## # ... with 12 more variables: condition <dbl>, grade <dbl>, sqft.above <dbl>,  
## # sqft.basement <dbl>, yr.built <dbl>, yr.renovated <dbl>, zipcode <dbl>,  
## # waterfront\_yes\_no <fct>, view\_yes\_no <fct>, view\_TRUE\_FALSE <fct>,  
## # price.log <dbl>, prediction <dbl>

glimpse(house.price.comp1.1)

## Rows: 21,613  
## Columns: 25  
## $ id <dbl> 7129300520, 6414100192, 5631500400, 2~  
## $ date <dttm> 2014-10-13, 2014-12-09, 2015-02-25, ~  
## $ price <dbl> 221900, 538000, 180000, 604000, 51000~  
## $ bedrooms <dbl> 3, 3, 2, 4, 3, 4, 3, 3, 3, 3, 3, 2, 3~  
## $ bathrooms <dbl> 1.00, 2.25, 1.00, 3.00, 2.00, 4.50, 2~  
## $ sqft.living <dbl> 1180, 2570, 770, 1960, 1680, 5420, 17~  
## $ sqft.lot <dbl> 5650, 7242, 10000, 5000, 8080, 101930~  
## $ floors <dbl> 1.0, 2.0, 1.0, 1.0, 1.0, 1.0, 2.0, 1.~  
## $ waterfront <dbl> 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0~  
## $ view <dbl> 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0~  
## $ condition <dbl> 3, 3, 3, 5, 3, 3, 3, 3, 3, 3, 3, 4, 4~  
## $ grade <dbl> 7, 7, 6, 7, 8, 11, 7, 7, 7, 7, 8, 7, ~  
## $ sqft.above <dbl> 1180, 2170, 770, 1050, 1680, 3890, 17~  
## $ sqft.basement <dbl> 0, 400, 0, 910, 0, 1530, 0, 0, 730, 0~  
## $ yr.built <dbl> 1955, 1951, 1933, 1965, 1987, 2001, 1~  
## $ yr.renovated <dbl> 0, 1991, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0~  
## $ zipcode <dbl> 98178, 98125, 98028, 98136, 98074, 98~  
## $ waterfront\_yes\_no <fct> no, no, no, no, no, no, no, no, no, n~  
## $ view\_yes\_no <fct> no, no, no, no, no, no, no, no, no, n~  
## $ view\_TRUE\_FALSE <fct> FALSE, FALSE, FALSE, FALSE, FALSE, FA~  
## $ price.log <dbl> 12.30998, 13.19561, 12.10071, 13.3113~  
## $ prediction <dbl> 296870.2, 635083.2, 231281.7, 453437.~  
## $ score <dbl> 296870.2, 635083.2, 231281.7, 453437.~  
## $ resids <dbl> -74970.197, -97083.198, -51281.702, 1~  
## $ predicted.price.regressionmod1.1 <dbl> Inf, Inf, Inf, Inf, Inf, Inf, Inf, In~

# Predict based on the linear model created, house.price.regressionmod1.1  
print("Predicting house prices based on features such as: zip code 98103, 4 bedrooms, 3 bathrooms, 2100 sqft.living space, 2 floors grade, 6 built grade, built in 2000, no waterfront, with a view")

## [1] "Predicting house prices based on features such as: zip code 98103, 4 bedrooms, 3 bathrooms, 2100 sqft.living space, 2 floors grade, 6 built grade, built in 2000, no waterfront, with a view"

data\_new = data.frame(zipcode = 98103, bedrooms = 4, bathrooms = 3, sqft.living = 2100, sqft.lot = 5000, floors =2, grade =6, yr.built =2000, waterfront\_yes\_no = 'no', view\_yes\_no = 'yes')  
  
house.price.regressionmod1.1 %>% predict(newdata = data\_new)

## 1   
## 341727.1

# Predict based on the linear model created, house.price.regressionmod1.2  
print("Predicting house prices based on features such as: zip code 98103, 4 bedrooms, 3 bathrooms, 2100 sqft.living space, 2 floors grade, 6 built grade, built in 2000, no waterfront, with a view")

## [1] "Predicting house prices based on features such as: zip code 98103, 4 bedrooms, 3 bathrooms, 2100 sqft.living space, 2 floors grade, 6 built grade, built in 2000, no waterfront, with a view"

data\_new = data.frame(zipcode = 98103, bedrooms = 4, bathrooms = 3, sqft.living = 2100, sqft.lot = 5000, floors =2, grade =6, yr.built =2000, waterfront\_yes\_no = 'no', view\_yes\_no = 'yes')  
house.price.regressionmod1.2 %>% predict(newdata = data\_new)

## 1   
## 338087.4