# **Berg-Verhelst-Compiler Phase 4**

“Semantic Analyzer”

## Introduction

This submission is for the Semantic Analyzer of the compiler project. Included is the code for the semantic analyzer, parser and scanner, the executable jar and supporting files, test files and this document. The semantic analyzer takes the AST produced by the parser, traverses it, annotates it and validates that the semantic rules are not violated.

Participation

The new addition to this phase is SemAnalyzer.java which the member who created the method is included in the method comment as well if the other member made changes to that method. FFSet.java was also added for correcting our parser. The split of work on the methods for this phase was evenly split between the members.

## Project Status

For this phase we implemented and tested a Semantic Analyzer that traverses an AST, annotates it, and ensures that the semantic rules of the C\*13 language are not validated. The annotation of the AST involves storing references to variable and function declarations in variable nodes and call nodes. This ensures that each variable and call node is linked to its proper scope. The semantic analyzer also type checks the AST to ensure that there are no type mismatches. The semantic analyzer also applies the rules of the C\*13 language to the AST to ensure there are no violations. If the semantic analyzer finds an error it reports the error, attempts a recovery and continues its analysis.

In the previous phases our folder structure was split into many packages, we have removed the packages and consolidated all parts of the compiler into a single “Compiler” package. We removed classes that deal with unit testing as they are beyond the scope of the project. We have also added an FFSet.java to simplify how the parser handles first sets and how it generates synch sets.

**Phase 1: Scanner (Submitted Sept 20, 2013)**

Scanner: Completed

-Removed Recursive Dependencies

-Added command line libraries to replace hand coded functions

-Separated TokenType from Token

Parser Basic: Consumes token in a while loop until end-of-file is found

+ Needs Actual Basic Parser

Parser Full: Not Started

Semantic Analyzer: Not Started

Code Generator: Not Started

**Phase 2: Basic Parser (Submitted Oct 9, 2013)**

Scanner:

-Removed recursive dependency from the project

-Expanded the options available from the command line

-Trace now is contained by the scanner instead of admin console

-TokenType moved to its own class

Parser Basic:

-Creating the parse tree done

-Creating ASTNodes done

-Trace is available through the parser

Parser Full:

-Some basic code for panic mode (Currently commented out)

Semantic Analyzer: Not Started

Code Generator: Not Started

**Phase 3: Parser With Error Recovery (Submitted Oct 16, 2013)**

Scanner:

-Completed

Parser Basic:

-Left-most derivation completed

-Creating the parse tree completed

-Creating ASTNodes completed

-Trace is available through the parser

Parser Full:

-Error Recovery: Panic mode with Synch Sets completed

Semantic Analyzer: Not Started

Code Generator: Not Started

**Phase 4:Semantic Analyzer (Current Submission: Oct 30, 2013)**

Scanner:

-Completed

-Removed dependencies on external files

Parser Basic:

-Completed

Parser Full:

-Completed

-Changed from using Hashmaps for first and follow sets to using an external enum (FFSet.java)

-Fixed usages of first sets for the generation of synch sets

Semantic Analyzer:

-Added *Declaration* interface to ASTNode

-Traversing of AST from parser (init traveral, full traversal) completed

-Scope analysis completed

-Type checking completed

-Semantic rule checks completed

+Error printing needs line numbers

+Some error messages need to be more helpful

+Loop semantic rule (Exit cannot be in a compound statement) needs to be modified

Code Generator: Not Started

**Phase 5: Code Generator (To Be Submitted)**

-Not started

## Architecture and Design

![](data:image/png;base64,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)

This phase builds on the architecture of the previous phase. The Administrative Console operates in the same manner as it sets the environment based off of the supplied arguments, initiates a Scanner and a Parser and then executes the Parser’s parse() method. The parse() method returns the root node of the AST generated by the parser. This root node is then passed to an new instance of our Semantic Analyzer which recursively traverses the AST to annotate it and perform scope, type and semantic checks.

**Initial and Full Traversals**

The semantic analyzer runs two traversals of the AST tree. The first traversal is the *init* traversal which gathers all the global declarations in the program, that is, the global variables and the function names. It needs to do this because in C\*13 mutually recursive functions are valid and because C\*13 does not have forward declarations. The analyzer needs to know what functions are available when it checks for double declarations and when it checks if an identifier has been declared. C\*13 can get away with simply grabbing the global functions since nested functions (declaring a function in a function) is not allowed.

The full traversal uses the recursive structure of the AST to fully explore the AST using left-recursive descent. The full traversal uses a stack to represent the current scope at any point of the tree. The full traversal will annotate variable nodes and call nodes of the AST with references to the declarations of the variables and functions. The declarations these annotations point to are the most local declarations in the scope of the program at that point. The full traversal also does type checking and semantic rule validation as described below.

**Scope Checks**

The semantic analyzer represents the scope of a point of the program using a stack. The analyzer will push a new scope scope when it starts analyzing the AST (this is the global scope), when it finds a function declaration and when it finds a compound statement. Any declarations within a scope are pushed to that scope’s declaration list. Upon finding a variable or a function call the analyzer checks the scope to see if a declaration for the found identifier exists. If it exists it stores a reference in the respective ASTNode, if it doesn’t exist it displayed an”undeclared identifier” error, pushes a declaration of type UNI (universal type) of that identifier onto the local stack and continues. The analyzer pops a scope upon exiting a compound statement or exiting a function declaration.

Since the references from variables and calls to their respective declarations are stored in their respective ASTNodes, the scope stack does not persist beyond the semantic analysis phase.

**Type Checking**

When the semantic analyzer encounters an assignment, an array index or a binary operator, it validates the type. For an assignment it ensures the the type of the left hand side of the := operator is the same type as the right hand. For an array index it ensures that the index can be statically computed at compile time, that is, the index consists only of a number or of numbers and arithmetic operators. For a binary operator the semantic analyzer ensures that the left hand side of the operator has the same type as the right hand side of the operator.

When the semantic analyzer also type checks functions. It ensures the function returns an object of the type it declares it is returning. So for non-void functions it must return the type it specifies; void functions must have a return statement with no expression. Call statements are checked to ensure they are being used according to their function’s return type. Call statements are checked to ensure that they have the correct number and types of variables. If a function has a variable passed by reference the semantic analyzer ensures that all calls to that function are given a variable in that parameter field as only variables are valid since they reference a memory address.

**Semantic Rules**

The semantic analyzer checks the following semantic rules and prints an error if any are violated.

* Identifiers are not declared multiple times in the same scope
* Identifiers are declared before use
* Function calls are consistent with their definitions
* Assignments, calls, array indices and binary operators use types correctly
* The expression in an if statements is a boolean expression
* int main(void) **is** the last function declaration
* the four special functions are inserted by the analyzer and not redeclared
* *exit* and *continue* statements only exist within loops
* *exit* keyword must be present in a loop

**Test Programs List**

Correct: test.cs13

Incorrect: violation.txt

Implementation

For implementation we chose not to put the semantic analysis into the ASTNodes themselves. This is because we wanted the semantic analyzer to be its own separate entity so that any changes to the rules of the semantic analyzer do not affect the ASTNodes themselves.

One semantic rule has not been implemented fully. The semantic rule for the marker keyword ‘exit’ suggests that there should be a warning when ‘exit’ is found outside a loop, we made this an error. Also, the rule states that the ‘exit’ keyword must be in the immediate body of the loop, that is, it may not be contained in a nested scope (compound statement with variable declarations) in the loop. We do not have this check, instead we ensure that the ‘exit’ token exists in anywhere in the loop body, including the nested scopes.

## Building and Use

For convenience we have included some shell files that build the jar, and run a series of tests. To use these shell files, go to your terminal, navigate to the “executables” directory of the project.Use “sh runScanner” to use the program to execute on the test/masterTest.cs13. Use  
 “sh runBasic” to run the basic parser on the test files. These files are: test/test.cs13 and test/program.cs13. Use “sh runParser” to run the parser with error recovery on correct and incorrect test files. These files are: test/program.cs13 and test/broken.cs13. Use “sh runSemantic” to run the semantic analyzer on correct and incorrect test files. These files are: test/test.cs13 and test/violation.txt. These output files appear in the berg-verhelst-parser-basic\test\output folder when “sh runTest” is used, otherwise they will appear in the specified folder. Surrounding the file paths with quotation marks allows the use of spaces in the file path.

Also, you can run the program using: java -jar BergVerhelstCompiler.jar [options] <files>. Files in the output-test folder of the root directory can be specified using “../output-test/<testfile>”, as will the output file if the user desires to put the generated files in the output-test directory.

The project jar was compiled using Netbeans’s Clean and Build option, since the inclusion of a command line parsing library caused other methods of compiling to fail.

Command Line Arguments:

usage: AdministrativeConsole

-compile Process all phases and compile (Default)

-err <arg> Print error (default (System.out))

-help Displays Help Menu

-o <arg> Print to file (default (System.out))

-parse Process up to parser and print Lexical and Parser Phase and error

-q Only display error messages (Default)

-scan Process up to Scanner and print Lexical Phase and errors

-v Display all Trace Messages

-dev Prints out the “entering method:” and “leaving method:” parser trace

**Examples:**

java -jar BergVerhelstCompiler.jar ../output-test/output.cs13 -h

Will run the parser on the input file that is specified. The trace is disabled, only error messages are shown, the help will be displayed as well.

java -jar BergVerhelstCompiler.jar -v -dev “C:\User\Folder With Spaces\program.txt“ -o Out.txt

Will verbosely run the parser, printing all messages including the “Entering/Leaving method:” messages and save the output to out.txt.

## Code

Format: <packagename>/<filename.java>

**Compiler/Token.java**

-Token contains the functionality for the instantiation of tokens. A token consists of a lexeme (required), a token\_type (required) and an attribute value (optional).

**Compiler/TokenType.java**

-Token type contains the enumerations needed for the token types contained in the token class.

**Compiler/TNSet.java**

-TNSet is used to represent first and follow sets, which are sets of Tokens

**Compiler/Main.java**

-Main instantiates an administrative console and executes the compiler

**Compiler/AdministrativeConsole.java**

-The administrative console sets the compilers options based on arguments provided by the user to the compiler. It also has a UI component which provides the user a text based interface for entering options for the compiler.

**Compiler/Parser.java**

-The parser takes the tokens output by the scanner, checks them against production rules and classifies AST Nodes during the parse. Diagnostic information is printed out to the user if errors are found. Both the parse tree and AST Nodes can be shown using the command line options. These results can also be printed to file.

**Compiler/ASTNode.java**

-The ASTNode class has inner classes for the different Node types, as well as 3 interfaces to group the collect of nodes. This allows us to use related nodes easier without having to store multiple types in the related nodes.

Interfaces: Declaration, Statement, Expression

Classes: AssignmentNode, BinopNode, BranchNode, CallNode, CaseNode, CompoundNode, FuncDeclarationNode, IfNode, LiteralNode, LoopNode, MarkerNode, ParameterNode, ProgramNode, ReturnNode, UnopNode, VarDeclarationNode, VariableNode

**Compiler/Scanner.java**

- The scanner tokenizes the input file by using the maximum substring principle to classify lexemes into tokens and if necessary associate an attribute value. The scanner also houses the word table and the symbol table. The scanner skips over whitespace when appropriate. This class checks character types and will create error tokens for invalid characters, symbols or lexemes. This class contains the file(s) used to get the next character and print out traces.

**Compiler/FFSet.java**

-The FFSet class is an enumeration of first and follow sets for the various logical groupings of production statements. A user will retrieve a first or follow set using the syntactic format of the following example. Example: PROGRAM.firstSet();. The firstSet and the followSet are of the form TNSet.

**Compiler/SemAnalyzer.java**

- The Semantic Analyzer takes the root node of the AST produced by the scanner and executes two left recursive descent traversals of the AST. The first traversal retrieves the global declarations and the second traversal fully analyzes the AST: it does type checking and during the descent it also ensures no semantic rules are violated. The initial pass is instantiated by the constructor that takes a ProgramNode as a parameter. The full pass is done by calling the void ProgramNode(ProgramNode node) method.

Tests and Observations

**Main Scanner Test Files**

These are the main files used to test the functionality of the scanner and program in general.

**mastertest.cs13**

- This was created to test extra edge cases which the other test did not cover.

**unit/scannerToken.cs13**

- This was created to test all possible scenarios we could think of for testing the generation of tokens. All characters are tested and keywords are used as well as any define specification we found.

**Main Parser Test Files**

**test/test.cs13**

-Test majority of the logical features, these include function calls, functions with parameters, nested if statements, loop and command expressions.

**test/program.cs13**

-Test basic feature more thoroughly and test the case statement

-Test error recovery on correct c\*13 code

**test/broken.cs13**

-Test error recovery on incorrect c\*13 code

**Main Semantic Analyzer Test Files**

**test/test.cs13**

-Test majority of the logical features, these include function calls, functions with parameters, nested if statements, loop and command expressions. Is a syntactically and semantically correct program.

**test/violation.txt**

-Semantically incorrect test file that is syntactically correct. Exhaustively violates semantic rules.

**Observations**

All phases of the project have been tested using the files listed above and the ones previously received for the scanner phase and these test cases are as exhaustive as we could come up with for the semantic analyzer. There was a challenge in creating tests for the semantic analyzer as it required a firm grasp of the C\*13 language and knowledge of the semantics of the language. The violation test file is exhaustive.