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Assignment 0: Challenges

## Are You Alive

### Overview

|  |  |  |
| --- | --- | --- |
| Are You Alive? | | |
| **1 Point** | **Flag Value** | flag{youve\_been\_lied\_to\_about\_how\_your\_computer\_works} |
| **Location** | nc offsec-chalbroker.osiris.cyber.nyu.edu 7332 |
| **Lore** | Dan Brown Multiverse |
| **Filename** | Flag.txt |

### Details

The challenge begins with a prompt asking the user to download a text file titled flag.txt, as shown in the following figure:

![A screenshot of a computer

Description automatically generated](data:image/jpeg;base64,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)  
**Download Prompt**

The text file contains the challenge flag, as shown below:

|  |
| --- |
| ┌──(kali㉿kali)-[~/Downloads]  └─$ ls -latr  total 12  -rw-r--r-- 1 kali kali 54 Jan 31 14:09 flag.txt  ...omitted for brevity...  ┌──(kali㉿kali)-[~/Downloads]  └─$ cat flag.txt  flag{youve\_been\_lied\_to\_about\_how\_your\_computer\_works} |

**File Contents**

#### **Steps to Reproduce**

1. Download file
2. View file contents  
   Ex:  
   cat flag.txt

## Doors of Durin

### Overview

|  |  |  |
| --- | --- | --- |
| Doors of Durin | | |
| **10**0 **Points** | **Flag Value** | flag{the\_dwarves\_dug\_too\_deep} |
| **Location** | nc offsec-chalbroker.osiris.cyber.nyu.edu 1235 |
| **Lore** | J. R. R. Tolkein |
| **Filename** | N/A |

### Details

The challenge begins with a prompt directing students to connect to offsec-chalbroker.osiris.cyber.nyu.edu at port 1235.
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**Challenge Prompt**

Connecting to the service reveals a text-based adventure game playing through a Lord of the Rings scene. The game prompts the user to answer the riddle, "Speak friend and enter." The game text is shown in the following figure:

|  |
| --- |
| ─$ nc offsec-chalbroker.osiris.cyber.nyu.edu 1235  You and your party of a Wizard, a Dwarf, and Elf, 2 Men, and 3 other Hobbits stand around the Doors of Durin, the entrance to the Dwarven Mines of Moria.  A door blocks your way into the Mines, the only remaining path you have to get to the forest Lothlórien, where the Lady Galadriel is sure to offer you sanctuary from the dark forces pursuing you.  The Wizard looks at the Doors, and reads:  "Ennyn Durin Aran Moria. Pedo mellon a Minno. Im Narvi hain echant. Celebrimbor o Eregion tethant. I thiw hin."  You ask, "What does it mean?"  "Oh, it is a simple riddle," says the Wizard.  "The Doors of Durin, Lord of Moria. Speak friend and enter. I Narvi made them. Celebrimbor of Hollin drew these signs."  You think for a moment. "Speak friend and enter." What could it mean?  Suddenly, the answer comes to you!  You shout: |

**Game Text**

The Tolkien elvish word for friend is "Mellon," and after a few spelling errors, the user successfully input the password and gained access to the challenge flag, as shown below:

|  |
| --- |
| Suddenly, the answer comes to you!  You shout: mellon  The Doors open! As you delve into the Mines, you hear a whisper on the wind:  The flag is: flag{the\_dwarves\_dug\_too\_deep} |

**Password Correct**

An attacker would not need to use an exploit to attack this system. Any attacker with working knowledge of Lord of the Rings would be able to guess the password and obtain the challenge flag.

#### **Steps to Reproduce**

1. Spend your childhood in Alaska with no TV and only books for company.
2. Connect to the system with the following command:  
   nc offsec-chalbroker.osiris.cyber.nyu.edu 1235
3. Input the password

## Mathwhiz

### Overview

|  |  |  |
| --- | --- | --- |
| Mathwhiz | | |
| **20**0 **Points** | **Flag Value** | flag{you\_sure\_are\_a\_math\_genius} |
| **Location** | nc offsec-chalbroker.osiris.cyber.nyu.edu 1236 |
| **Lore** | Math |
| **Filename** | N/A |

### Details

This challenge begins with a prompt similar to the one provided with the Doors of Durin challenge. The URL is the same as the Doors of Durin challenge, but the port number is different. After connecting to the service running on port 1236, the student faces a math challenge. To complete the challenge, the user must successfully answer 100 math questions in a row. The questions increase in difficulty by switching between decimal numbers, text values, and numbers encoded in hexadecimal and binary. The connection closes if the user inputs the wrong answer or an answer that is not a number.

To solve this challenge, the user's code must account for all the different formats in which the math problems are presented. The following method is a part of a program that successfully defeated the challenge.

|  |
| --- |
| def main():  # Start remote connection  URL = "offsec-chalbroker.osiris.cyber.nyu.edu"  PORT = 1236  conn = start(URL, PORT)  log = open("MathWhiz.txt", "a")  # Get the greeting, which is 183 char/183 bytes long  g = conn.recvn(183)  log.write("Greeting: " + str(g) + "\n")  # Get the math problem next  n = QandA(conn, log)  log.close() |

**Main Method**

After connecting to the remote service and receiving a greeting, the program enters the QandA method, shown below, which takes in new math problems, passes them to the solver method, and then responds with the correct answer.

|  |
| --- |
| def QandA(conn, log):  n = 0  while n < 100:  log.write("Question " + str(n) + "\n")  b = conn.recvline()  ans = doSomeMath(b, log)  #conn.pack(ans)  conn.sendline(ans)  b = conn.recvline()  log.write(str(b) + "\n")  n+=1  b = conn.recvall()  print((str(b) + "\n"))  log.write(str(b) + "\n") |

**Q and A Method**

The solver method, depicted in the following figure, translates a math problem into a format that the Python eval function can accept. The solver checks each number to see if it is written in text, in which case it calls a translator method to translate the written number into an integer. Because the eval function accepts encoded input, the only condition that the method must check for is text.

|  |
| --- |
| def doSomeMath(byteString, log):  # Translate into readable problem  byteString = byteString[:-4]  problem = str(byteString, encoding='utf-8')  log.write(problem)  mathList = problem.split()  i = 0  while i < len(mathList):  # Check to see if the number is made of text or not  if re.search("^\D+$", mathList[i]):  mathList[i] = textToIntStr(mathList[i])  i += 2  mathString = " ".join(mathList)  # Perform calculation and return answer  str\_ans = str(eval(mathString))  byte\_ans = str\_ans.encode()  log.write(" = " + str\_ans+ "\n")  return byte\_ans |

**Solver Method**

After checking and translating each number, the solver calculates the answer using the eval function.

The text numbers are formatted as [Digit]-[Digit]-[Digit]. The translator method takes the text number and iterates through each digit to translate it to the decimal format before returning a numerical string. The method is shown below:

|  |
| --- |
| def textToIntStr(t):  tStr = t.split("-")  a = tStr  n = 0  for num in tStr:  a[n] = str(getValue(num))  n+=1  ans = "".join(a)  return ans |

**Solver Method**

The complete code is available in [Appendix B](#_Appendix_B:_Mathwhiz).

# Assignment 1: Reverse Engineering Part One

# Assignment 2

## Bridge of Death

### Overview

|  |  |  |
| --- | --- | --- |
| Bridge of Death | | |
| **150 Points** | Flag Value | flag{@\_W1tch\_W3'v3\_G0t\_@\_W1tch!!!!!!!!!} |
| Location | offsec-chalbroker.osiris.cyber.nyu.edu 8005 |
| Lore | Monty Python and the Holy Grail |

### Details

The program asks the user a series of questions that anyone familiar with Monty Python and the Holy Grail should recognize. On the first run of bridge\_of\_death, I fell to my death.

|  |
| --- |
| gdb ./bridge\_of\_death  ...omitted for brevity...  Reading symbols from ./bridge\_of\_death...  (No debugging symbols found in ./bridge\_of\_death)  (gdb) r  Starting program: /home/kali/Desktop/2-Week/bridge\_of\_death  What is your name?  Juneau  What is your quest?  Pass this class!  kek  kek  kek  kek  Auuuuuuuugh!  [Inferior 1 (process 5082) exited normally]  (gdb) q |

I Fall to my Death

The bridge\_of\_death main() method, shown below after decompilation with *Ghidra*, calls three different "question" methods. Each method returns a boolean value that the method uses to determine whether the program continues or throws the user into the Gorge of Eternal Peril.

|  |
| --- |
| undefined8 main(EVP\_PKEY\_CTX \*param\_1)  {  int iVar1;    init(param\_1);  puts(  "Stop! Who would cross the Bridge of Death must answer me these questions three, ere the other side he see.\n\nWhat is your name?"  );  iVar1 = question1();  if (iVar1 == 0) {  throw\_into\_gorge\_of\_eternal\_peril();  }  puts("What is your quest?");  iVar1 = question2();  if (iVar1 != 0) {  throw\_into\_gorge\_of\_eternal\_peril();  }  puts("What is the air-speed velocity of an unladen swallow?");  iVar1 = question3();  if (iVar1 != 0) {  throw\_into\_gorge\_of\_eternal\_peril();  }  puts("Right. Off you go.");  print\_flag();  return 0;  } |

Main Method

#### Question 1: What is your name?

The bridge\_of\_death binary stores the answer to question 1 in plaintext.

|  |
| --- |
| strings bridge\_of\_death| grep -i "Lancelot"  My name is Sir Lancelot of Camelot. |

Strings

The question1() method compares the user-entered text to the string "My name is Sir Lancelot of Camelot."

|  |
| --- |
| void question1(void)  {  long in\_FS\_OFFSET;  char guess [136];  long local\_10;    local\_10 = \*(long \*)(in\_FS\_OFFSET + 0x28);  fgets(guess,0x80,stdin);  strcmp("My name is Sir Lancelot of Camelot.",guess);  if (local\_10 != \*(long \*)(in\_FS\_OFFSET + 0x28)) {  /\* WARNING: Subroutine does not return \*/  \_\_stack\_chk\_fail();  }  return;  } |

Question 1

However, subsequent testing showed that question1() would return true regardless of the name entered.

|  |
| --- |
| nc offsec-chalbroker.osiris.cyber.nyu.edu 8005  Stop! Who would cross the Bridge of Death must answer me these questions three, ere the other side he see.  What is your name?  My name is Sir Lancelot of Camelot.  What is your quest?  ...omitted for brevity...  nc offsec-chalbroker.osiris.cyber.nyu.edu 8005  Stop! Who would cross the Bridge of Death must answer me these questions three, ere the other side he see.  What is your name?  Juneau  What is your quest? |

Name Demonstration

#### Question 2: What is your quest?

The question2() function uses get\_number() to take in two user-entered integers. The get\_number() function will return 0 if the entered value is not a valid integer. It is the same function used in Postage, shown for reference in [Appendix C](#_Appendix_C:_Postage).

|  |
| --- |
| bool question2(void)  {  undefined4 uVar1;  int iVar2;  int iVar3;    uVar1 = get\_number();  iVar2 = get\_number();  iVar3 = func2(uVar1,0,0x14);  return iVar2 != iVar3;  } |

Question 2

After reading in the numbers, the function calls func2() and checks to see if the return value is equal to the second user-entered integer. The method takes three inputs: the user-entered guess (p1) and two other numbers.

|  |
| --- |
| int func2(int p1,int p2,int p3)  {  int v1;  int v2;  puts("kek");  v1 = p2 + (p3 - p2) / 2;  if (p1 < v1) {  v2 = func2(p1,p2,v1 + -1);  v1 = v2 + v1;  }  else if (v1 < p1) {  v2 = func2(p1,v1 + 1,p3);  v1 = v2 + v1;  }  return v1;  } |

Func2

The recursion in func2() is a red herring; the important part of the problem is the math used to calculate v1. If p1 is equal to v1, then func2() skips the recursion entirely and returns the value of v1. The last two parameters func2() receives are hardcoded by question2(), making it easy to solve for the correct value of p1.

|  |
| --- |
| a = Int('a')  b, c = Reals('b, c')  #g = Int('g')  s = Solver()  s.add(b == 0)  s.add(c == 20)  s.add(a == b + (c-b)/2)  print(s.check())  print(s.model())  >> sat  >> [a = 10, c = 20, b, = 0] |

Solver Script

The correct value of p1 is 10, which should be entered for both guesses to answer question 2.

|  |
| --- |
| What is your name?  Juneau  What is your quest?  10  10  kek  What is the air-speed velocity of an unladen swallow?  I have no clue  Auuuuuuuugh! |

Success

#### Question 3

The question3() function is much longer and more complex than the previous questions.

|  |
| --- |
| undefined8 question3(void)  {  long lVar1;  uint guess1;  uint guess2;  undefined8 flag;  long in\_FS\_OFFSET;  int counter;    lVar1 = \*(long \*)(in\_FS\_OFFSET + 0x28);  counter = 1;  do {  if (9 < counter) {  flag = 0;  LAB\_0010159d:  if (lVar1 != \*(long \*)(in\_FS\_OFFSET + 0x28)) {  /\* WARNING: Subroutine does not return \*/  \_\_stack\_chk\_fail();  }  return flag;  }  guess1 = get\_number();  guess2 = get\_number();  if ((0xff < guess1) || (0xff < guess2)) {  flag = 1;  goto LAB\_0010159d;  }  if (counter != (char)forestOfEwing[(ulong)guess2 + (ulong)guess1 \* 0x100]) {  flag = 1;  goto LAB\_0010159d;  }  counter = counter + 1;  } while( true );  } |

Question 3

The important part of the code is in the highlighted if statement.

At each iteration of the loop, question3() compares the number of the current iteration (counter) to a character in the array forestOfEwing. The character's position is determined using two user-entered integers (guess1 and guess2).

The question3() disassembly gives more insight into how bridge\_of\_death calculates the character's location in forestOfEwing.

|  |
| --- |
| 0x000055555555554b <+98>: mov -0x94(%rbp),%edx  0x0000555555555551 <+104>: mov -0x98(%rbp),%eax  0x0000555555555557 <+110>: shl $0x8,%rax  0x000055555555555b <+114>: add %rax,%rdx  0x000055555555555e <+117>: lea 0x2abb(%rip),%rax #0x555555558020 <forestOfEwing>  0x0000555555555565 <+124>: add %rdx,%rax  0x0000555555555568 <+127>: movzbl (%rax),%eax  0x000055555555556b <+130>: movsbl %al,%eax  0x000055555555556e <+133>: cmp %eax,-0x9c(%rbp)  0x0000555555555574 <+139>: je 0x555555555584 <question3+155> |

Question 3 Disassembly

The program calculates the index in the array using the two guesses and then adds it to the address of forestOfEwing. After saving the address in RAX, the program uses it to load the character value into the EAX register before the comparison. Setting the value of RAX to the address of the counter will ensure that the values are equal.

|  |
| --- |
| gdb ./bridge\_of\_death  (gdb) break \*0x0000555555555568  Breakpoint 4 at 0x555555555568  (gdb) c  ...omitted for brevity...  What is the air-speed velocity of an unladen swallow?  1  2  ...omitted for brevity...  Breakpoint 4, 0x0000555555555568 in question3 ()  (gdb) info registers rax  rax 0x555555558122 93824992248098  (gdb) set $rax=$rbp-0x9c  (gdb) info registers rax  rax 0x7fffffffdd24 140737488346404  (gdb) c  Continuing.  1  2  ...omitted for brevity...  Breakpoint 4, 0x0000555555555568 in question3 ()  (gdb) info registers rax  rax 0x555555558122 93824992248098  (gdb) set $rax=$rbp-0x9c  (gdb) info registers rax  rax 0x7fffffffdd24 140737488346404  (gdb) c  Continuing.  Right. Off you go.  ERROR: no flag found. |

Debugging Solution

Unfortunately, this method only works on a local instance of the program. Because of the size limitations on the guesses, the address used must point to a character in forestOfEwing. The program code contains the forestOfEwing array, which is 65535 characters long.

After exporting the forestOfEwing data from the bridge\_of\_death disassembly in *Ghidra*, I put it in a Python list and used a script to search for characters matching each possible counter value.

|  |
| --- |
| def question3(p):  i = 0  index = [[0,0],[0,0],[0,0],[0,0],[0,0],[0,0],[0,0],[0,0],[0,0]]  for value in f0e:  if value == 0x1:  index[0][0] = i//256  index[0][1] = i%256  elif value == 0x2:  index[1][0] = i//256  index[1][1] = i%256  elif value == 0x3:  index[2][0] = i//256  index[2][1] = i%256  elif value == 0x4:  index[3][0] = i//256  index[3][1] = i%256  elif value == 0x5:  index[4][0] = i//256  index[4][1] = i%256  elif value == 0x6:  index[5][0] = i//256  index[5][1] = i%256  elif value == 0x7:  index[6][0] = i//256  index[6][1] = i%256  elif value == 0x8:  index[7][0] = i//256  index[7][1] = i%256  elif value == 0x9:  index[8][0] = i//256  index[8][1] = i%256  i +=1  i = 0  while i < 9:  msg = str(index[i][0]).encode()  p.sendline(msg)  msg = str(index[i][1]).encode()  p.sendline(msg)  i += 1  return index |

Solver Script

The script uses the location of each matching value to calculate the integer values for both guesses.

|  |
| --- |
| python3 Q3-search.py  [[64, 234], [4, 44], [132, 146], [14, 148], [41, 138], [170, 133], [173, 99], [12, 9], [73, 199]] |

Results

|  |
| --- |
| gdb ./bridge\_of\_death  GNU gdb (Debian 13.2-1) 13.2  ...omitted for brevity...  Stop! Who would cross the Bridge of Death must answer me these questions three, ere the other side he see.  What is your name?  l  What is your quest?  10  10  kek  What is the air-speed velocity of an unladen swallow?  64  234  4  44  132  146  14  148  41  138  170  133  173  99  12  9  73  199  Right. Off you go.  ERROR: no flag found. |

Local Success

### Attempt

After verifying the results locally, I attempted the remote challenge. The solver script is available in [Appendix D](#_Appendix_D:_BoD_Remote.py).

|  |
| --- |
| python3 BoD\_Remote.py  [+] Opening connection to offsec-chalbroker.osiris.cyber.nyu.edu on port 8005: Done  Answering Question 1  Juneau  Answering Question 2  ['10', '10']  Answering Question 3  [[64, 234], [4, 44], [132, 146], [14, 148], [41, 138], [170, 133], [173, 99], [12, 9], [73, 199]]  b"@\_W1tch\_W3'v3\_G0t\_@\_W1tch!!!!!!!!!}\n"  [\*] Closed connection to offsec-chalbroker.osiris.cyber.nyu.edu port 8005 |

Results

## Dora

### Overview

|  |  |  |
| --- | --- | --- |
| Bridge of Death | | |
| **150 Points** | Flag Value | flag{mmaped\_some\_fresh\_pages} |
| Location | offsec-chalbroker.osiris.cyber.nyu.edu 1250` |
| Lore*-a* | Dora the Explorer |

### Details

The first run of Dora made it clear that the wrong input would cause a segmentation error.

|  |
| --- |
| gdb ./dora  What's the key?  13  Program received signal SIGILL, Illegal instruction.  0x00007ffff7fc2000 in ?? ()  (gdb) q  gdb ./dora  What's the key?  111  Program received signal SIGSEGV, Segmentation fault.  0x00007ffff7fc2001 in ?? ()  (gdb) q |

First Run

The decompiled Dora main() method is complex but provides valuable insight into the program's operations.

|  |
| --- |
| undefined8 main(EVP\_PKEY\_CTX \*param\_1)  {  undefined8 \*puVar1;  long lVar2;  undefined8 uVar3;  ulong counter;    init(param\_1);  puVar1 = (undefined8 \*)mmap((void \*)0x0,0x1000,7,0x22,-1,0);  uVar3 = DAT\_00104028;  \*puVar1 = read\_flag;  puVar1[1] = uVar3;  ...omitted for brevity...  puVar1[8] = DAT\_00104060;  puVar1[9] = uVar3;  puts("What\'s the key?");  lVar2 = get\_number();  if ((lVar2 < 0) || (0xff < lVar2)) {  puts("That key is out of range :( Try again?");  uVar3 = 1;  }  else {  for (counter = 0; counter < 0x50; counter = counter + 1) {  \*(byte \*)(counter + (long)puVar1) = \*(byte \*)(counter + (long)puVar1) ^ (byte)lVar2;  }  (\*(code \*)puVar1)();  uVar3 = 0;  }  return uVar3;  } |

Main Method

The program creates a memory map (mmap) in the calling process’s virtual address space. Then, it adds data to the mmap from different locations in the program memory before taking in and validating a user-input integer.
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Stored Data

After this setup, the program iterates through the saved data, performing an exclusive or (XOR) operation on each byte and the user-entered guess and saving the output.

The main() method disassembly reveals the registers containing the guess and mmap byte, which are stored in ESI and EDX, respectively.

|  |
| --- |
| 0x000055555555538d <+275>: mov -0x28(%rbp),%rcx  0x0000555555555391 <+279>: mov -0x30(%rbp),%rax  0x0000555555555395 <+283>: add %rcx,%rax  0x0000555555555398 <+286>: xor %esi,%edx  0x000055555555539a <+288>: mov %dl,(%rax)  0x000055555555539c <+290>: addq $0x1,-0x30(%rbp) |

Disassembly

Using a debugger, we can see the values in each register before the XOR operation, revealing the mmap data character by character. Initially, the mmap data appears to match the data stored in read\_flag.

|  |
| --- |
| (gdb) break \*0x0000555555555398  Breakpoint 2 at 0x555555555398  ...omitted for brevity...  (gdb) c  Continuing.  What's the key?  23  Breakpoint 2, 0x0000555555555398 in main ()  (gdb) info registers edx  edx 0x97 151  (gdb) info registers esi  esi 0x17 23  (gdb) c  Continuing.  Breakpoint 3, 0x000055555555539a in main ()  (gdb) info registers edx  edx 0x80 128  (gdb) c  Continuing.  Breakpoint 2, 0x0000555555555398 in main ()  (gdb) info registers edx  edx 0x46 70  (gdb) c  Continuing.  Breakpoint 3, 0x000055555555539a in main ()  (gdb) info registers edx  edx 0x51 81  (gdb) c  Continuing.  Breakpoint 2, 0x0000555555555398 in main ()  (gdb) info registers edx  edx 0x23 35  (gdb) c  Continuing.  Breakpoint 3, 0x000055555555539a in main ()  (gdb) info registers edx  edx 0x34 52  (gdb) q |

Disassembly

To get more information about the stored data, I wrote a script to extract every value from EDX.

|  |
| --- |
| def main():  # Start gdb session  p = process('/bin/bash')  p.sendline('gdb ./dora -q')  p.sendline('break \_start')  p.recv() # GDB response with one line indicating that the breakpoint is set  p.sendline('r')  p.sendline('break \*0x0000555555555398')  p.recv()  p.sendline('clear \_start')  p.recv()  p.sendline('c')  p.recvuntil(b'What\'s the key?')  p.sendline(b'23')  p.sendline('c')  data = []  for i in range(80):  p.recvuntil(b'Breakpoint 2')  p.recvline()  p.sendline('info registers edx')  c = cleanLine(p.recvline())  r = re.split("\s+", c)  data.append(r[2])  p.sendline('c')  print(data) |

Extraction Script

|  |
| --- |
| ['0x97', '0x46', '0x23', '0x34', '0x4d', '0x8a', '0xc4', '0x7e', '0x7c', '0x7c', '0x7c', '0x73', '0x79', '0x97', '0x47', '0x22', '0x34', '0xf5', '0xbb', '0xc6', '0x83', '0x7c', '0x7c', '0x7c', '0xc4', '0x7c', '0x7c', '0x7c', '0x7c', '0x73', '0x79', '0xc3', '0x7d', '0x7c', '0x7c', '0x7c', '0xc6', '0x83', '0x7c', '0x7c', '0x7c', '0xc4', '0x7d', '0x7c', '0x7c', '0x7c', '0x73', '0x79', '0xc3', '0x7c', '0x7c', '0x7c', '0x7c', '0xc4', '0x40', '0x7c', '0x7c', '0x7c', '0x73', '0x79', '0x94', '0xbd', '0x83', '0x83', '0x83', '0x1a', '0x10', '0x1d', '0x1b', '0x52', '0x8', '0x4', '0x8', '0x7c', '0x94', '0xbc', '0x83', '0x83', '0x83', '0x0'] |

Data

After extracting the data, I attempted to brute force the solution by looping through each possible guess and performing a XOR between the guess integer and each byte in the extracted data.

|  |
| --- |
| def bruteForceMagic():  for i in range(256):  data = bytes(c ^ i for c in test\_chars)  print(data)  return 0 |

Brute Force Script

Initially, the results appeared to be nonsense data, but after using *grep* to search for common terms, I discovered the string “flag.txt” in the script output.

|  |
| --- |
| python3 Dora\_BF.py | grep -i "flag"  b'\xcb\x1a\x7fh\x11\xd6\x98" /%\xcb\x1b~h\xa9\xe7\x9a\xdf \x98 /%\x9f! \x9a\xdf \x98! /%\x9f \x98\x1c /%\xc8\xe1\xdf\xdf\xdfFLAG\x0eTXT \xc8\xe0\xdf\xdf\xdf\\'  b'\xeb:\_H1\xf6\xb8\x02\x00\x00\x00\x0f\x05\xeb;^H\x89\xc7\xba\xff\x00\x00\x00\xb8\x00\x00\x00\x00\x0f\x05\xbf\x01\x00\x00\x00\xba\xff\x00\x00\x00\xb8\x01\x00\x00\x00\x0f\x05\xbf\x00\x00\x00\x00\xb8<\x00\x00\x00\x0f\x05\xe8\xc1\xff\xff\xffflag.txt\x00\xe8\xc0\xff\xff\xff|' |

Script Output

An update to the script revealed which input value resulted in the useable data.

|  |
| --- |
| def bruteForceMagic():  for i in range(256):  data = bytes(c ^ i for c in test\_chars)  if 'flag'.encode() in data:  return i  return 0  >> python3 Dora\_BF.py  >> 124 |

Brute Force Script

The full solver script for this challenge is available in [Appendix E](#_Appendix_E:_Dora_BF.py).

### Attempt

After discovering a possible input value using good old-fashioned brute force, I validated the guess against a local instance of Dora.

|  |
| --- |
| $ gdb ./dora  ...omitted for brevity...  (gdb) r  What's the key?  124  |[Inferior 1 (process 90978) exited normally]  (gdb) q |

Local Success

This value also worked for the remote instance, which revealed the flag.

|  |
| --- |
| nc offsec-chalbroker.osiris.cyber.nyu.edu 1250  What's the key?  124  flag{mmaped\_some\_fresh\_pages} |

Flag

## Appendix A: Tools

|  |  |
| --- | --- |
| Name | URL |
| EDB | <https://www.kali.org/tools/edb-debugger/> |
| GDB | <https://www.gnu.org/software/gdb/gdb.html> |
| Ghidra | <https://ghidra-sre.org/> |
| Netcat | <https://netcat.sourceforge.net/> |
| PwnTools | <https://github.com/Gallopsled/pwntools> |

# 

## Appendix B: Mathwhiz Code Solution

|  |
| --- |
| from pwn import \*  import re  # A function to start the remote connection  # Input: URL string, Port int  # Output: Connection  def start(U, P):  io = remote(U, P)  return io  # Gets the integer value of a text number  # Input: Text string number  # Output: Integer  def getValue(t):  if t == "ONE":  return 1  elif t == "TWO":  return 2  elif t == "THREE":  return 3  elif t == "FOUR":  return 4  elif t == "FIVE":  return 5  elif t == "SIX":  return 6  elif t == "SEVEN":  return 7  elif t == "EIGHT":  return 8  elif t == "NINE":  return 9  elif t == "ZERO":  return 0  # A function to translate a text string into a string of integers  # Input: Text string number  # Output: Itegers in string form  def textToIntStr(t):  tStr = t.split("-")  a = tStr  n = 0  for num in tStr:  a[n] = str(getValue(num))  n+=1  ans = "".join(a)  return ans  # A function to translate the response into a math problem and return the answer  # Input: Byte string representing math problem and the log file  # Output: Byte string representing the answer  def doSomeMath(byteString, log):  # Translate into readable problem  byteString = byteString[:-4]  problem = str(byteString, encoding='utf-8')  log.write(problem)  mathList = problem.split()  i = 0  while i < len(mathList):  # Check to see if the number is made of text or not  if re.search("^\D+$", mathList[i]):  mathList[i] = textToIntStr(mathList[i])  i += 2  mathString = " ".join(mathList)  # Perform calculation and return answer  str\_ans = str(eval(mathString))  byte\_ans = str\_ans.encode()  log.write(" = " + str\_ans+ "\n")  return byte\_ans  # A function to recieve questions and send answers  # Input: Connection  # Output: Number of problems completed  def QandA(conn, log):  n = 0  while n < 100:  log.write("Question " + str(n) + "\n")  b = conn.recvline()  ans = doSomeMath(b, log)  #conn.pack(ans)  conn.sendline(ans)  b = conn.recvline()  log.write(str(b) + "\n")  n+=1  b = conn.recvall()  print((str(b) + "\n"))  log.write(str(b) + "\n")  def main():  # Start remote connection  URL = "offsec-chalbroker.osiris.cyber.nyu.edu"  PORT = 1236  conn = start(URL, PORT)  log = open("MathWhiz.txt", "a")  # Get the greeting, which is 183 char/183 bytes long  g = conn.recvn(183)  log.write("Greeting: " + str(g) + "\n")  # Get the math problem next  n = QandA(conn, log)  log.close()  if \_\_name\_\_=="\_\_main\_\_":  main() |

## Appendix C: Postage

## Appendix D: BoD\_Remote.py

|  |
| --- |
| from pwn import \*  import re  # Array with data from forestsOfEwing  f0e = […omitted for brevity…]  # Host and port for the remote challenge  HOST = 'offsec-chalbroker.osiris.cyber.nyu.edu'  PORT = 8005  # A function to send a name to the remote challenge  # Input: Connection  # Output: Message  def question1(p):  msg = 'Juneau'  p.sendline(msg)  return msg  # A function to send a the answer to question 2  # Input: Connection  # Output: Array with both answers  def question2(p):  msg = '10'  p.sendline(msg.encode())  p.sendline(msg.encode())  ans = [msg, msg]  return ans  # A function to send a the answer to question 3  # Input: Connection  # Output: Array with all nine answers  def question3(p):  i = 0  index = [[0,0],[0,0],[0,0],[0,0],[0,0],[0,0],[0,0],[0,0],[0,0]]  for value in f0e:  if value == 0x1:  index[0][0] = i//256  index[0][1] = i%256  elif value == 0x2:  index[1][0] = i//256  index[1][1] = i%256  elif value == 0x3:  index[2][0] = i//256  index[2][1] = i%256  elif value == 0x4:  index[3][0] = i//256  index[3][1] = i%256  elif value == 0x5:  index[4][0] = i//256  index[4][1] = i%256  elif value == 0x6:  index[5][0] = i//256  index[5][1] = i%256  elif value == 0x7:  index[6][0] = i//256  index[6][1] = i%256  elif value == 0x8:  index[7][0] = i//256  index[7][1] = i%256  elif value == 0x9:  index[8][0] = i//256  index[8][1] = i%256  i +=1  i = 0  while i < 9:  msg = str(index[i][0]).encode()  p.sendline(msg)  msg = str(index[i][1]).encode()  p.sendline(msg)  i += 1  return index  def main():  p = remote(HOST, PORT)  p.recvuntil(b'What is your name?')  print("Answering Question 1")  print(question1(p))  p.recvuntil(b'What is your quest?')  print("Answering Question 2")  print(question2(p))  p.recvuntil(b'What is the air-speed velocity of an unladen swallow?')  print("Answering Question 3")  print(question3(p))  p.recvuntil(b'flag{')  print(p.recvline())  p.close()  return 0    if \_\_name\_\_ == "\_\_main\_\_":  main() |

## Appendix E: Dora\_BF.py

|  |
| --- |
| # Characters taken from the Dora memory map  test\_chars = bytes([...omitted for brevity...])  # A function to xor all 255 characters with every byte in the array to see if we get usable data  # Input: N/A  # Output: The value that creates data with the word "flag" in it  def bruteForceMagic():  for i in range(256):  data = bytes(c ^ i for c in test\_chars)  if 'flag'.encode() in data:  return i  return -13  print(bruteForceMagic()) |