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# Challenge Details

## Bridge of Death

### Overview

|  |  |  |
| --- | --- | --- |
| Bridge of Death | | |
| **150 Points** | Flag Value | flag{@\_W1tch\_W3'v3\_G0t\_@\_W1tch!!!!!!!!!} |
| Location | offsec-chalbroker.osiris.cyber.nyu.edu 8005 |
| Lore | Monty Python and the Holy Grail |

### Details

The program asks the user a series of questions that anyone familiar with Monty Python and the Holy Grail should recognize. On the first run of bridge\_of\_death, I fell to my death.

|  |
| --- |
| gdb ./bridge\_of\_death  ...omitted for brevity...  Reading symbols from ./bridge\_of\_death...  (No debugging symbols found in ./bridge\_of\_death)  (gdb) r  Starting program: /home/kali/Desktop/2-Week/bridge\_of\_death  What is your name?  Juneau  What is your quest?  Pass this class!  kek  kek  kek  kek  Auuuuuuuugh!  [Inferior 1 (process 5082) exited normally]  (gdb) q |

I Fall to my Death

The bridge\_of\_death main() method, shown below after decompilation with *Ghidra*, calls three different "question" methods. Each method returns a boolean value that the method uses to determine whether the program continues or throws the user into the Gorge of Eternal Peril.

|  |
| --- |
| undefined8 main(EVP\_PKEY\_CTX \*param\_1)  {  int iVar1;    init(param\_1);  puts(  "Stop! Who would cross the Bridge of Death must answer me these questions three, ere the other side he see.\n\nWhat is your name?"  );  iVar1 = question1();  if (iVar1 == 0) {  throw\_into\_gorge\_of\_eternal\_peril();  }  puts("What is your quest?");  iVar1 = question2();  if (iVar1 != 0) {  throw\_into\_gorge\_of\_eternal\_peril();  }  puts("What is the air-speed velocity of an unladen swallow?");  iVar1 = question3();  if (iVar1 != 0) {  throw\_into\_gorge\_of\_eternal\_peril();  }  puts("Right. Off you go.");  print\_flag();  return 0;  } |

Main Method

#### Question 1: What is your name?

The bridge\_of\_death binary stores the answer to question 1 in plaintext.

|  |
| --- |
| strings bridge\_of\_death| grep -i "Lancelot"  My name is Sir Lancelot of Camelot. |

Strings

The question1() method compares the user-entered text to the string "My name is Sir Lancelot of Camelot."

|  |
| --- |
| void question1(void)  {  long in\_FS\_OFFSET;  char guess [136];  long local\_10;    local\_10 = \*(long \*)(in\_FS\_OFFSET + 0x28);  fgets(guess,0x80,stdin);  strcmp("My name is Sir Lancelot of Camelot.",guess);  if (local\_10 != \*(long \*)(in\_FS\_OFFSET + 0x28)) {  /\* WARNING: Subroutine does not return \*/  \_\_stack\_chk\_fail();  }  return;  } |

Question 1

However, subsequent testing showed that question1() would return true regardless of the name entered.

|  |
| --- |
| nc offsec-chalbroker.osiris.cyber.nyu.edu 8005  Stop! Who would cross the Bridge of Death must answer me these questions three, ere the other side he see.  What is your name?  My name is Sir Lancelot of Camelot.  What is your quest?  ...omitted for brevity...  nc offsec-chalbroker.osiris.cyber.nyu.edu 8005  Stop! Who would cross the Bridge of Death must answer me these questions three, ere the other side he see.  What is your name?  Juneau  What is your quest? |

Name Demonstration

#### Question 2: What is your quest?

The question2() function uses get\_number() to take in two user-entered integers. The get\_number() function will return 0 if the entered value is not a valid integer. It is the same function used in Postage, shown for reference in [Appendix C](#_Appendix_C:_Postage).

|  |
| --- |
| bool question2(void)  {  undefined4 uVar1;  int iVar2;  int iVar3;    uVar1 = get\_number();  iVar2 = get\_number();  iVar3 = func2(uVar1,0,0x14);  return iVar2 != iVar3;  } |

Question 2

After reading in the numbers, the function calls func2() and checks to see if the return value is equal to the second user-entered integer. The method takes three inputs: the user-entered guess (p1) and two other numbers.

|  |
| --- |
| int func2(int p1,int p2,int p3)  {  int v1;  int v2;  puts("kek");  v1 = p2 + (p3 - p2) / 2;  if (p1 < v1) {  v2 = func2(p1,p2,v1 + -1);  v1 = v2 + v1;  }  else if (v1 < p1) {  v2 = func2(p1,v1 + 1,p3);  v1 = v2 + v1;  }  return v1;  } |

Func2

The recursion in func2() is a red herring; the important part of the problem is the math used to calculate v1. If p1 is equal to v1, then func2() skips the recursion entirely and returns the value of v1. The last two parameters func2() receives are hardcoded by question2(), making it easy to solve for the correct value of p1.

|  |
| --- |
| a = Int('a')  b, c = Reals('b, c')  #g = Int('g')  s = Solver()  s.add(b == 0)  s.add(c == 20)  s.add(a == b + (c-b)/2)  print(s.check())  print(s.model())  >> sat  >> [a = 10, c = 20, b, = 0] |

Solver Script

The correct value of p1 is 10, which should be entered for both guesses to answer question 2.

|  |
| --- |
| What is your name?  Juneau  What is your quest?  10  10  kek  What is the air-speed velocity of an unladen swallow?  I have no clue  Auuuuuuuugh! |

Success

#### Question 3

The question3() function is much longer and more complex than the previous questions.

|  |
| --- |
| undefined8 question3(void)  {  long lVar1;  uint guess1;  uint guess2;  undefined8 flag;  long in\_FS\_OFFSET;  int counter;    lVar1 = \*(long \*)(in\_FS\_OFFSET + 0x28);  counter = 1;  do {  if (9 < counter) {  flag = 0;  LAB\_0010159d:  if (lVar1 != \*(long \*)(in\_FS\_OFFSET + 0x28)) {  /\* WARNING: Subroutine does not return \*/  \_\_stack\_chk\_fail();  }  return flag;  }  guess1 = get\_number();  guess2 = get\_number();  if ((0xff < guess1) || (0xff < guess2)) {  flag = 1;  goto LAB\_0010159d;  }  if (counter != (char)forestOfEwing[(ulong)guess2 + (ulong)guess1 \* 0x100]) {  flag = 1;  goto LAB\_0010159d;  }  counter = counter + 1;  } while( true );  } |

Question 3

The important part of the code is in the highlighted if statement.

At each iteration of the loop, question3() compares the number of the current iteration (counter) to a character in the array forestOfEwing. The character's position is determined using two user-entered integers (guess1 and guess2).

The question3() disassembly gives more insight into how bridge\_of\_death calculates the character's location in forestOfEwing.

|  |
| --- |
| 0x000055555555554b <+98>: mov -0x94(%rbp),%edx  0x0000555555555551 <+104>: mov -0x98(%rbp),%eax  0x0000555555555557 <+110>: shl $0x8,%rax  0x000055555555555b <+114>: add %rax,%rdx  0x000055555555555e <+117>: lea 0x2abb(%rip),%rax #0x555555558020 <forestOfEwing>  0x0000555555555565 <+124>: add %rdx,%rax  0x0000555555555568 <+127>: movzbl (%rax),%eax  0x000055555555556b <+130>: movsbl %al,%eax  0x000055555555556e <+133>: cmp %eax,-0x9c(%rbp)  0x0000555555555574 <+139>: je 0x555555555584 <question3+155> |

Question 3 Disassembly

The program calculates the index in the array using the two guesses and then adds it to the address of forestOfEwing. After saving the address in RAX, the program uses it to load the character value into the EAX register before the comparison. Setting the value of RAX to the address of the counter will ensure that the values are equal.

|  |
| --- |
| gdb ./bridge\_of\_death  (gdb) break \*0x0000555555555568  Breakpoint 4 at 0x555555555568  (gdb) c  ...omitted for brevity...  What is the air-speed velocity of an unladen swallow?  1  2  ...omitted for brevity...  Breakpoint 4, 0x0000555555555568 in question3 ()  (gdb) info registers rax  rax 0x555555558122 93824992248098  (gdb) set $rax=$rbp-0x9c  (gdb) info registers rax  rax 0x7fffffffdd24 140737488346404  (gdb) c  Continuing.  1  2  ...omitted for brevity...  Breakpoint 4, 0x0000555555555568 in question3 ()  (gdb) info registers rax  rax 0x555555558122 93824992248098  (gdb) set $rax=$rbp-0x9c  (gdb) info registers rax  rax 0x7fffffffdd24 140737488346404  (gdb) c  Continuing.  Right. Off you go.  ERROR: no flag found. |

Debugging Solution

Unfortunately, this method only works on a local instance of the program. Because of the size limitations on the guesses, the address used must point to a character in forestOfEwing. The program code contains the forestOfEwing array, which is 65535 characters long.

After exporting the forestOfEwing data from the bridge\_of\_death disassembly in *Ghidra*, I put it in a Python list and used a script to search for characters matching each possible counter value.

|  |
| --- |
| def question3(p):  i = 0  index = [[0,0],[0,0],[0,0],[0,0],[0,0],[0,0],[0,0],[0,0],[0,0]]  for value in f0e:  if value == 0x1:  index[0][0] = i//256  index[0][1] = i%256  elif value == 0x2:  index[1][0] = i//256  index[1][1] = i%256  elif value == 0x3:  index[2][0] = i//256  index[2][1] = i%256  elif value == 0x4:  index[3][0] = i//256  index[3][1] = i%256  elif value == 0x5:  index[4][0] = i//256  index[4][1] = i%256  elif value == 0x6:  index[5][0] = i//256  index[5][1] = i%256  elif value == 0x7:  index[6][0] = i//256  index[6][1] = i%256  elif value == 0x8:  index[7][0] = i//256  index[7][1] = i%256  elif value == 0x9:  index[8][0] = i//256  index[8][1] = i%256  i +=1  i = 0  while i < 9:  msg = str(index[i][0]).encode()  p.sendline(msg)  msg = str(index[i][1]).encode()  p.sendline(msg)  i += 1  return index |

Solver Script

The script uses the location of each matching value to calculate the integer values for both guesses.

|  |
| --- |
| python3 Q3-search.py  [[64, 234], [4, 44], [132, 146], [14, 148], [41, 138], [170, 133], [173, 99], [12, 9], [73, 199]] |

Results

|  |
| --- |
| gdb ./bridge\_of\_death  GNU gdb (Debian 13.2-1) 13.2  ...omitted for brevity...  Stop! Who would cross the Bridge of Death must answer me these questions three, ere the other side he see.  What is your name?  l  What is your quest?  10  10  kek  What is the air-speed velocity of an unladen swallow?  64  234  4  44  132  146  14  148  41  138  170  133  173  99  12  9  73  199  Right. Off you go.  ERROR: no flag found. |

Local Success

### Attempt

After verifying the results locally, I attempted the remote challenge. The solver script is available in [Appendix D](#_Appendix_D:_BoD_Remote.py).

|  |
| --- |
| python3 BoD\_Remote.py  [+] Opening connection to offsec-chalbroker.osiris.cyber.nyu.edu on port 8005: Done  Answering Question 1  Juneau  Answering Question 2  ['10', '10']  Answering Question 3  [[64, 234], [4, 44], [132, 146], [14, 148], [41, 138], [170, 133], [173, 99], [12, 9], [73, 199]]  b"@\_W1tch\_W3'v3\_G0t\_@\_W1tch!!!!!!!!!}\n"  [\*] Closed connection to offsec-chalbroker.osiris.cyber.nyu.edu port 8005 |

Results

## Dora

### Overview

|  |  |  |
| --- | --- | --- |
| Bridge of Death | | |
| **150 Points** | Flag Value | flag{mmaped\_some\_fresh\_pages} |
| Location | offsec-chalbroker.osiris.cyber.nyu.edu 1250` |
| Lore*-a* | Dora the Explorer |

### Details

The first run of Dora made it clear that the wrong input would cause a segmentation error.

|  |
| --- |
| gdb ./dora  What's the key?  13  Program received signal SIGILL, Illegal instruction.  0x00007ffff7fc2000 in ?? ()  (gdb) q  gdb ./dora  What's the key?  111  Program received signal SIGSEGV, Segmentation fault.  0x00007ffff7fc2001 in ?? ()  (gdb) q |

First Run

The decompiled Dora main() method is complex but provides valuable insight into the program's operations.

|  |
| --- |
| undefined8 main(EVP\_PKEY\_CTX \*param\_1)  {  undefined8 \*puVar1;  long lVar2;  undefined8 uVar3;  ulong counter;    init(param\_1);  puVar1 = (undefined8 \*)mmap((void \*)0x0,0x1000,7,0x22,-1,0);  uVar3 = DAT\_00104028;  \*puVar1 = read\_flag;  puVar1[1] = uVar3;  ...omitted for brevity...  puVar1[8] = DAT\_00104060;  puVar1[9] = uVar3;  puts("What\'s the key?");  lVar2 = get\_number();  if ((lVar2 < 0) || (0xff < lVar2)) {  puts("That key is out of range :( Try again?");  uVar3 = 1;  }  else {  for (counter = 0; counter < 0x50; counter = counter + 1) {  \*(byte \*)(counter + (long)puVar1) = \*(byte \*)(counter + (long)puVar1) ^ (byte)lVar2;  }  (\*(code \*)puVar1)();  uVar3 = 0;  }  return uVar3;  } |

Main Method

The program creates a memory map (mmap) in the calling process’s virtual address space. Then, it adds data to the mmap from different locations in the program memory before taking in and validating a user-input integer.
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Stored Data

After this setup, the program iterates through the saved data, performing an exclusive or (XOR) operation on each byte and the user-entered guess and saving the output.

The main() method disassembly reveals the registers containing the guess and mmap byte, which are stored in ESI and EDX, respectively.

|  |
| --- |
| 0x000055555555538d <+275>: mov -0x28(%rbp),%rcx  0x0000555555555391 <+279>: mov -0x30(%rbp),%rax  0x0000555555555395 <+283>: add %rcx,%rax  0x0000555555555398 <+286>: xor %esi,%edx  0x000055555555539a <+288>: mov %dl,(%rax)  0x000055555555539c <+290>: addq $0x1,-0x30(%rbp) |

Disassembly

Using a debugger, we can see the values in each register before the XOR operation, revealing the mmap data character by character. Initially, the mmap data appears to match the data stored in read\_flag.

|  |
| --- |
| (gdb) break \*0x0000555555555398  Breakpoint 2 at 0x555555555398  ...omitted for brevity...  (gdb) c  Continuing.  What's the key?  23  Breakpoint 2, 0x0000555555555398 in main ()  (gdb) info registers edx  edx 0x97 151  (gdb) info registers esi  esi 0x17 23  (gdb) c  Continuing.  Breakpoint 3, 0x000055555555539a in main ()  (gdb) info registers edx  edx 0x80 128  (gdb) c  Continuing.  Breakpoint 2, 0x0000555555555398 in main ()  (gdb) info registers edx  edx 0x46 70  (gdb) c  Continuing.  Breakpoint 3, 0x000055555555539a in main ()  (gdb) info registers edx  edx 0x51 81  (gdb) c  Continuing.  Breakpoint 2, 0x0000555555555398 in main ()  (gdb) info registers edx  edx 0x23 35  (gdb) c  Continuing.  Breakpoint 3, 0x000055555555539a in main ()  (gdb) info registers edx  edx 0x34 52  (gdb) q |

Disassembly

To get more information about the stored data, I wrote a script to extract every value from EDX.

|  |
| --- |
| def main():  # Start gdb session  p = process('/bin/bash')  p.sendline('gdb ./dora -q')  p.sendline('break \_start')  p.recv() # GDB response with one line indicating that the breakpoint is set  p.sendline('r')  p.sendline('break \*0x0000555555555398')  p.recv()  p.sendline('clear \_start')  p.recv()  p.sendline('c')  p.recvuntil(b'What\'s the key?')  p.sendline(b'23')  p.sendline('c')  data = []  for i in range(80):  p.recvuntil(b'Breakpoint 2')  p.recvline()  p.sendline('info registers edx')  c = cleanLine(p.recvline())  r = re.split("\s+", c)  data.append(r[2])  p.sendline('c')  print(data) |

Extraction Script

|  |
| --- |
| ['0x97', '0x46', '0x23', '0x34', '0x4d', '0x8a', '0xc4', '0x7e', '0x7c', '0x7c', '0x7c', '0x73', '0x79', '0x97', '0x47', '0x22', '0x34', '0xf5', '0xbb', '0xc6', '0x83', '0x7c', '0x7c', '0x7c', '0xc4', '0x7c', '0x7c', '0x7c', '0x7c', '0x73', '0x79', '0xc3', '0x7d', '0x7c', '0x7c', '0x7c', '0xc6', '0x83', '0x7c', '0x7c', '0x7c', '0xc4', '0x7d', '0x7c', '0x7c', '0x7c', '0x73', '0x79', '0xc3', '0x7c', '0x7c', '0x7c', '0x7c', '0xc4', '0x40', '0x7c', '0x7c', '0x7c', '0x73', '0x79', '0x94', '0xbd', '0x83', '0x83', '0x83', '0x1a', '0x10', '0x1d', '0x1b', '0x52', '0x8', '0x4', '0x8', '0x7c', '0x94', '0xbc', '0x83', '0x83', '0x83', '0x0'] |

Data

After extracting the data, I attempted to brute force the solution by looping through each possible guess and performing a XOR between the guess integer and each byte in the extracted data.

|  |
| --- |
| def bruteForceMagic():  for i in range(256):  data = bytes(c ^ i for c in test\_chars)  print(data)  return 0 |

Brute Force Script

Initially, the results appeared to be nonsense data, but after using *grep* to search for common terms, I discovered the string “flag.txt” in the script output.

|  |
| --- |
| python3 Dora\_BF.py | grep -i "flag"  b'\xcb\x1a\x7fh\x11\xd6\x98" /%\xcb\x1b~h\xa9\xe7\x9a\xdf \x98 /%\x9f! \x9a\xdf \x98! /%\x9f \x98\x1c /%\xc8\xe1\xdf\xdf\xdfFLAG\x0eTXT \xc8\xe0\xdf\xdf\xdf\\'  b'\xeb:\_H1\xf6\xb8\x02\x00\x00\x00\x0f\x05\xeb;^H\x89\xc7\xba\xff\x00\x00\x00\xb8\x00\x00\x00\x00\x0f\x05\xbf\x01\x00\x00\x00\xba\xff\x00\x00\x00\xb8\x01\x00\x00\x00\x0f\x05\xbf\x00\x00\x00\x00\xb8<\x00\x00\x00\x0f\x05\xe8\xc1\xff\xff\xffflag.txt\x00\xe8\xc0\xff\xff\xff|' |

Script Output

An update to the script revealed which input value resulted in the useable data.

|  |
| --- |
| def bruteForceMagic():  for i in range(256):  data = bytes(c ^ i for c in test\_chars)  if 'flag'.encode() in data:  return i  return 0  >> python3 Dora\_BF.py  >> 124 |

Brute Force Script

The full solver script for this challenge is available in [Appendix E](#_Appendix_E:_Dora_BF.py).

### Attempt

After discovering a possible input value using good old-fashioned brute force, I validated the guess against a local instance of Dora.

|  |
| --- |
| $ gdb ./dora  ...omitted for brevity...  (gdb) r  What's the key?  124  |[Inferior 1 (process 90978) exited normally]  (gdb) q |

Local Success

This value also worked for the remote instance, which revealed the flag.

|  |
| --- |
| nc offsec-chalbroker.osiris.cyber.nyu.edu 1250  What's the key?  124  flag{mmaped\_some\_fresh\_pages} |

Flag

# Appendix A: Student Information

|  |  |
| --- | --- |
| Lindsay Von Tish | |
| Email | [lmv9443@nyu.edu](mailto:lmv9443@nyu.edu) |

# Appendix B: Tools

|  |  |
| --- | --- |
| Name | URL |
| EDB | <https://www.kali.org/tools/edb-debugger/> |
| GDB | <https://www.gnu.org/software/gdb/gdb.html> |
| Ghidra | <https://ghidra-sre.org/> |
| Netcat | <https://netcat.sourceforge.net/> |
| PwnTools | <https://github.com/Gallopsled/pwntools> |

# 

# Appendix C: Postage

### Overview

|  |  |  |
| --- | --- | --- |
| Postage | | |
| **200 Points** | Flag Value | flag{i\_hope\_ur\_ready\_4\_some\_pwning\_in\_a\_few\_weeks} |
| Location | offsec-chalbroker.osiris.cyber.nyu.edu 1247 |

### Details

After downloading the postage binary, its execution results in a text prompt awaiting user input. The first execution resulted in a segmentation fault, shown in the following figure:

|  |
| --- |
| gdb ./postage  (gdb) r  Starting program: /home/kali/Desktop/1-Week/postage  Can you tell me where to mail this postage?  No  Program received signal SIGSEGV, Segmentation fault.  0x000000000040195e in main () |

Segmentation Fault

The program's main method reveals its base functionality, making it useful for discovering the source of the error. The code below was disassembled using *Ghidra*, and the variable names have been changed for clarity. After printing a message asking for user input, postage uses the get\_number function to save that number as a pointer value. Essentially, the user input is a memory address. Next, the program takes the data stored at that address and saves it in the val variable. Finally, the program compares val to the hardcoded value 0xd000dfaceee and prints either the flag or a "try again" message based on whether or not the values match.

|  |
| --- |
| bool main(EVP\_PKEY\_CTX \*param\_1)  {  long \*pointer;  long val;    init(param\_1);  puts("Can you tell me where to mail this postage?");  pointer = (long \*)get\_number();  val = \*pointer;  if (val != 0xd000dfaceee) {  puts("That doesn\'t look right... try again later, friend!");  }  else {  puts("Got it! That\'s the right number!");  print\_flag();  }  return val != 0xd000dfaceee;  } |

Main Method

Running postage with another debugger, such as *edb*, as shown in the following figure, reveals more information about the segmentation fault. The segfault occurred when the program attempted to access memory at the address 0x0000000.
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Segmentation Fault Data

A memory address of 0 is outside of the program's memory space; attempting to read data from it results in a segmentation fault. Based on the postage main method, the error most likely occurred when the program attempted to save the data at the user-input address in the val variable.

The get\_number function, shown decompiled below, gives more insight into acceptable user input. The function uses fgets to save the user input as a string. Then it calls strtol, a C function that converts that user input string to a base ten long. If the string data cannot be converted, like if it has non-numerical ASCII characters, strtol will return 0.

|  |
| --- |
| void get\_number(void)  {  long in\_FS\_OFFSET;  char input [136];  long check;    check = \*(long \*)(in\_FS\_OFFSET + 0x28);  fgets(input,0x80,(FILE \*)stdin);  strtol(input,(char \*\*)0x0,10);  if (check != \*(long \*)(in\_FS\_OFFSET + 0x28)) {  /\* WARNING: Subroutine does not return \*/  \_\_stack\_chk\_fail();  }  return;  } |

Get\_number

Although get\_number appears to be a void function that does not return any data, it essentially returns the result of strtol. When a function runs, the RAX register holds its return data. When get\_number returns, the data returned by strtol remains in the RAX register, which, in turn, is saved as a pointer in the val variable. If the user enters a base-ten number, it will be stored in RAX as hexadecimal. Otherwise, RAX will equal 0, the strtol error code.

In the following example, the user entered the number 4200836. The value of RAX will change before and after the call to get\_number.

|  |  |
| --- | --- |
| A screenshot of a computer code  Description automatically generated RAX Before Call | A screenshot of a computer  Description automatically generated RAX After Call |
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Description automatically generated](data:image/jpeg;base64,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)  
Program Output

RAX holds a value of 0000000000401984 after get\_number runs. This number is the Hexadecimal notation of the user-entered decimal number, 4200836. The memory at 0x401984 is accessible to the program, so it runs without a segmentation error, as illustrated below:

Although the program ran without error, the value the user entered was not correct. To successfully complete the challenge, the player must enter a decimal number corresponding to a program-accessible memory address that stores the "secret" value 0xD00DFACEEE.

### Challenge Attempt

Completing the challenge requires the user to enter an address of memory that is not only accessible to the postage program but also contains specific data. An attacker has two options: finding a memory location containing the target data or bypassing the comparison entirely.

#### Bypass Comparison

In the decompiled main method, postage sets the variable pointer to the user-entered address using get\_number. This call is also visible at line 0x00401949 of the assembly code. Then, it saves the data stored at that address in the val variable before the if statement. These operations are performed by lines 0x0040194E through 0x0040195E of the assembly code.

|  |
| --- |
| puts("Can you tell me where to mail this postage?");  pointer = (long \*)get\_number();  val = \*pointer;  if (val != 0xd000dfaceee) {  puts("That doesn\'t look right... try again later, friend!");  }  else {  puts("Got it! That\'s the right number!");  print\_flag();  } |

Main Method

|  |
| --- |
| 00401949 e8 69 ff CALL get\_number  ff ff  0040194e 48 89 45 f0 MOV qword ptr [RBP + local\_18],RAX  00401952 48 8b 45 f0 MOV RAX,qword ptr [RBP + local\_18]  00401956 48 89 45 f8 MOV qword ptr [RBP + local\_10],RAX  0040195a 48 8b 45 f8 MOV RAX,qword ptr [RBP + local\_10]  0040195e 48 8b 00 MOV RAX,qword ptr [pointer]  **00401961 48 ba ee MOV RDX,0xd000dfaceee**  **ce fa 0d**  **00 0d 00 00**  **0040196b 48 39 d0 CMP RAX,RDX**  0040196e 75 20 **JNZ LAB\_00401990**  00401970 48 8d 05 LEA RAX,[s\_Got\_it!\_That's\_the\_right\_number!\_00 =  d1 67 09 00  00401977 48 89 c7 MOV RDI=>s\_Got\_it!\_That's\_the\_right\_number!\_  0040197a e8 e1 12 CALL puts int puts(char \* \_\_s)  01 00  0040197f b8 00 00 MOV RAX,0x0  00 00  00401984 e8 5c fe CALL print\_flag undefined print\_flag()  ff ff  00401989 b8 00 00 MOV RAX,0x0  00 00  0040198e eb 14 JMP LAB\_004019a4  **LAB\_00401990** XREF[1]: **0040196e(j)**  00401990 48 8d 05 LEA RAX,[s\_That\_doesn't\_look\_right...\_  d9 67 09 00 |

Main Method Assembly

Once the values are set, the MOV command at 0x00401961 places the hexadecimal data 0xD00DFACEEE in the RDX register in preparation for the comparison (CMP) at 0x0040196B. If the CMP operation returns True, the program will continue into 0x00401970 to print the success message before calling print\_flag at 0x00401984. Otherwise, it will jump to LAB\_00401990 and begin the "incorrect" response at 0x00401990.

By copying the data stored in RDX at 0x00401961 into RAX before the CMP at 0x0040196B, an attacker can get the "success" message without entering a correct answer. Using a debugger, they can set a breakpoint at 0x0040196B and copy the data from RDX into RAX before the CMP operation runs. The following example uses *GDB*:

The attacker must use an input value consistent with a decimal notation of the address space postage can access.

|  |
| --- |
| gdb ./postage  ...omitted for brevity...  Reading symbols from ./postage...  (No debugging symbols found in ./postage)  (gdb) break \_start  Breakpoint 1 at 0x4016c0  (gdb) r  Starting program: /home/kali/Desktop/1-Week/postage  Breakpoint 1, 0x00000000004016c0 in \_start ()  (gdb) disas main  Dump of assembler code for function main:  ...omitted for brevity...  0x000000000040195e <+63>: mov (%rax),%rax  0x0000000000401961 <+66>: movabs $0xd000dfaceee,%rdx  0x000000000040196b <+76>: cmp %rdx,%rax  0x000000000040196e <+79>: jne 0x401990 <main+113>  ...omitted for brevity...  End of assembler dump.  (gdb) break \*0x000000000040196b  Breakpoint 2 at 0x40196b  (gdb) c  Continuing.  Can you tell me where to mail this postage?  4200836  Breakpoint 2, 0x000000000040196b in main ()  (gdb) info registers rax  rax 0xb8fffffe5ce8 203409651031272  (gdb) info registers rdx  rdx 0xd000dfaceee 14293885701870  (gdb) set $rax = $rdx  (gdb) info registers rax  rax 0xd000dfaceee 14293885701870  (gdb) info registers rax  rax 0xd000dfaceee 14293885701870  (gdb) c  Continuing.  Got it! That's the right number!  ERROR: no flag found. |

Successful Bypass

Although this example successfully bypasses the program secret, it did not reveal the flag because the necessary debugging was done using a local copy of postage. To get the flag, the attacker must enter the correct value to attack the remote program.

#### The Right Answer

To get the flag, an attacker must input a memory address in decimal notation that holds the data 0xD00DFACEEE. As shown in the disassembled main method, postage does not store the secret string in a variable. The hardcoded value is only stored in RDX at line 0x00401961, right before the CMP at line 0x0040196B, as shown below:

|  |
| --- |
| 00401961 48 ba ee MOV RDX,0xd000dfaceee  ce fa 0d  00 0d 00 00  0040196b 48 39 d0 CMP RAX,RDX  0040196e 75 20 JNZ LAB\_00401990  00401970 48 8d 05 LEA RAX,[s\_Got\_it!\_That's\_the\_right\_number!\_00 =  d1 67 09 00 |

Secret Stored

The program itself stores the secret value. The line starts at 0x00401961, the first two bytes of data detail the operation, and then the secret value is stored at 0x00401963. The following table shows each byte in memory and the corresponding address.

|  |  |
| --- | --- |
| **Address** | **Value** |
| 0x00401961 | 48 |
| 0x00401962 | ba |
| 0x00401963 | ee |
| 0x00401964 | ce |
| 0x00401965 | fa |
| 0x00401966 | 0d |
| 0x00401967 | 00 |
| 0x00401968 | 0d |
| 0x00401969 | 00 |
| 0x0040196A | 00 |

Secret in Memory

The address where the secret data begins, 0x00401963, can be written as 4200803 in decimal notation. This is the correct address to enter, as shown below:

|  |
| --- |
| $ nc offsec-chalbroker.osiris.cyber.nyu.edu 1247  Can you tell me where to mail this postage?  4200803  Got it! That's the right number!  Here's your flag, friend: flag{i\_hope\_ur\_ready\_4\_some\_pwning\_in\_a\_few\_weeks} |

Su**ccess**

# Appendix D: BoD\_Remote.py

|  |
| --- |
| from pwn import \*  import re  # Array with data from forestsOfEwing  f0e = […omitted for brevity…]  # Host and port for the remote challenge  HOST = 'offsec-chalbroker.osiris.cyber.nyu.edu'  PORT = 8005  # A function to send a name to the remote challenge  # Input: Connection  # Output: Message  def question1(p):  msg = 'Juneau'  p.sendline(msg)  return msg  # A function to send a the answer to question 2  # Input: Connection  # Output: Array with both answers  def question2(p):  msg = '10'  p.sendline(msg.encode())  p.sendline(msg.encode())  ans = [msg, msg]  return ans  # A function to send a the answer to question 3  # Input: Connection  # Output: Array with all nine answers  def question3(p):  i = 0  index = [[0,0],[0,0],[0,0],[0,0],[0,0],[0,0],[0,0],[0,0],[0,0]]  for value in f0e:  if value == 0x1:  index[0][0] = i//256  index[0][1] = i%256  elif value == 0x2:  index[1][0] = i//256  index[1][1] = i%256  elif value == 0x3:  index[2][0] = i//256  index[2][1] = i%256  elif value == 0x4:  index[3][0] = i//256  index[3][1] = i%256  elif value == 0x5:  index[4][0] = i//256  index[4][1] = i%256  elif value == 0x6:  index[5][0] = i//256  index[5][1] = i%256  elif value == 0x7:  index[6][0] = i//256  index[6][1] = i%256  elif value == 0x8:  index[7][0] = i//256  index[7][1] = i%256  elif value == 0x9:  index[8][0] = i//256  index[8][1] = i%256  i +=1  i = 0  while i < 9:  msg = str(index[i][0]).encode()  p.sendline(msg)  msg = str(index[i][1]).encode()  p.sendline(msg)  i += 1  return index  def main():  p = remote(HOST, PORT)  p.recvuntil(b'What is your name?')  print("Answering Question 1")  print(question1(p))  p.recvuntil(b'What is your quest?')  print("Answering Question 2")  print(question2(p))  p.recvuntil(b'What is the air-speed velocity of an unladen swallow?')  print("Answering Question 3")  print(question3(p))  p.recvuntil(b'flag{')  print(p.recvline())  p.close()  return 0    if \_\_name\_\_ == "\_\_main\_\_":  main() |

# Appendix E: Dora\_BF.py

|  |
| --- |
| # Characters taken from the Dora memory map  test\_chars = bytes([...omitted for brevity...])  # A function to xor all 255 characters with every byte in the array to see if we get usable data  # Input: N/A  # Output: The value that creates data with the word "flag" in it  def bruteForceMagic():  for i in range(256):  data = bytes(c ^ i for c in test\_chars)  if 'flag'.encode() in data:  return i  return -13  print(bruteForceMagic()) |