## 为什么要引入属性动画？

Android之前的补间动画机制其实还算是比较健全的，在android.view.animation包下面有好多的类可以供我们操作，来完成一系列的动画效果，比如说对View进行移动、缩放、旋转和淡入淡出，并且我们还可以借助AnimationSet来将这些动画效果组合起来使用，除此之外还可以通过配置Interpolator来控制动画的播放速度等。

其实上面所谓的健全都是相对的，如果你的需求中只需要对View进行移动、缩放、旋转和淡入淡出操作，那么补间动画确实已经足够健全了。但是很显然，这些功能是不足以覆盖所有的场景的，一旦我们的需求超出了移动、缩放、旋转和淡入淡出这四种对View的操作，那么补间动画就不能再帮我们忙了，也就是说它在功能和可扩展方面都有相当大的局限性。

补间动画是只能够作用在View上的。也就是说，我们可以对一个Button、TextView、甚至是LinearLayout、或者其它任何继承自View的组件进行动画操作，但是如果我们想要对一个非View的对象进行动画操作，抱歉，补间动画就帮不上忙了。比如说我们有一个自定义的View，在这个View当中有一个Point对象用于管理坐标，然后在onDraw()方法当中就是根据这个Point对象的坐标值来进行绘制的。也就是说，如果我们可以对Point对象进行动画操作，那么整个自定义View的动画效果就有了。显然，补间动画是不具备这个功能的，这是它的第一个缺陷。

然后补间动画还有一个缺陷，就是它只能够实现移动、缩放、旋转和淡入淡出这四种动画操作，那如果我们希望可以对View的背景色进行动态地改变呢？很遗憾，我们只能靠自己去实现了。说白了，之前的补间动画机制就是使用硬编码的方式来完成的，功能限定死就是这些，基本上没有任何扩展性可言。

最后，补间动画还有一个致命的缺陷，就是它只是改变了View的显示效果而已，而不会真正去改变View的属性。比如说，现在屏幕的左上角有一个按钮，然后我们通过补间动画将它移动到了屏幕的右下角，现在你可以去尝试点击一下这个按钮，点击事件是绝对不会触发的，因为实际上这个按钮还是停留在屏幕的左上角，只不过补间动画将这个按钮绘制到了屏幕的右下角而已。

新引入的属性动画机制已经不再是针对于View来设计的了，也不限定于只能实现移动、缩放、旋转和淡入淡出这几种动画操作，同时也不再只是一种视觉上的动画效果了。它实际上是一种不断地对值进行操作的机制，并将值赋值到指定对象的指定属性上，可以是任意对象的任意属性。所以我们仍然可以将一个View进行移动或者缩放，但同时也可以对自定义View中的Point对象进行动画操作了。我们只需要告诉系统动画的运行时长，需要执行哪种类型的动画，以及动画的初始值和结束值，剩下的工作就可以全部交给系统去完成了。

既然属性动画的实现机制是通过对目标对象进行赋值并修改其属性来实现的，那么之前所说的按钮显示的问题也就不复存在了，如果我们通过属性动画来移动一个按钮，那么这个按钮就是真正的移动了，而不再是仅仅在另外一个位置绘制了而已。

## ValueAnimator

ValueAnimator是整个属性动画机制当中最核心的一个类，前面我们已经提到了，属性动画的运行机制是通过不断地对值进行操作来实现的，而初始值和结束值之间的动画过渡就是由ValueAnimator这个类来负责计算的。它的内部使用一种时间循环的机制来计算值与值之间的动画过渡，我们只需要将初始值和结束值提供给ValueAnimator，并且告诉它动画所需运行的时长，那么ValueAnimator就会自动帮我们完成从初始值平滑地过渡到结束值这样的效果。除此之外，ValueAnimator还负责管理动画的播放次数、播放模式、以及对动画设置监听器等。

但是ValueAnimator的用法却一点都不复杂，我们先从最简单的功能看起吧，比如说想要将一个值从0平滑过渡到1，时长300毫秒，就可以这样写：

1. ValueAnimator anim = ValueAnimator.ofFloat(0f, 1f);
2. anim.setDuration(300);
3. anim.start();

调用ValueAnimator的ofFloat()方法就可以构建出一个ValueAnimator的实例，ofFloat()方法当中允许传入多个float类型的参数，这里传入0和1就表示将值从0平滑过渡到1，然后调用ValueAnimator的setDuration()方法来设置动画运行的时长，最后调用start()方法启动动画。

可是这只是一个将值从0过渡到1的动画，又看不到任何界面效果，我们怎样才能知道这个动画是不是已经真正运行了呢？这就需要借助监听器来实现了，如下所示：

demo1：

1. ValueAnimator anim = ValueAnimator.ofFloat(0f, 1f);
2. anim.setDuration(300);
3. anim.addUpdateListener(**new** ValueAnimator.AnimatorUpdateListener() {
4. @Override
5. **public** **void** onAnimationUpdate(ValueAnimator animation) {
6. **float** currentValue = (**float**) animation.getAnimatedValue();
7. Log.d("TAG", "cuurent value is " + currentValue);
8. }
9. });
10. anim.start();

可以看到，这里我们通过addUpdateListener()方法来添加一个动画的监听器，在动画执行的过程中会不断地进行回调，我们只需要在回调方法当中将当前的值取出并打印出来，就可以知道动画有没有真正运行了。运行上述代码，控制台打印如下所示：

![A description...](data:image/png;base64,iVBORw0KGgo=)

从打印日志的值我们就可以看出，ValueAnimator确实已经在正常工作了，值在300毫秒的时间内从0平滑过渡到了1，而这个计算工作就是由ValueAnimator帮助我们完成的。另外ofFloat()方法当中是可以传入任意多个参数的，因此我们还可以构建出更加复杂的动画逻辑，比如说将一个值在5秒内从0过渡到5，再过渡到3，再过渡到10，就可以这样写：

1. ValueAnimator anim = ValueAnimator.ofFloat(0f, 5f, 3f, 10f);
2. anim.setDuration(5000);
3. anim.start();

当然也许你并不需要小数位数的动画过渡，可能你只是希望将一个整数值从0平滑地过渡到100，那么也很简单，只需要调用ValueAnimator的ofInt()方法就可以了，如下所示：

1. ValueAnimator anim = ValueAnimator.ofInt(0, 100);

那么除此之外，我们还可以调用setStartDelay()方法来设置动画延迟播放的时间，调用setRepeatCount()和setRepeatMode()方法来设置动画循环播放的次数以及循环播放的模式，循环模式包括RESTART和REVERSE两种，分别表示重新播放和倒序播放的意思。

## ObjectAnimator

相比于ValueAnimator，ObjectAnimator可能才是我们最常接触到的类，因为ValueAnimator只不过是对值进行了一个平滑的动画过渡，但我们实际使用到这种功能的场景好像并不多。而ObjectAnimator则就不同了，它是可以直接对任意对象的任意属性进行动画操作的，比如说View的alpha属性。

不过虽说ObjectAnimator会更加常用一些，但是它其实是继承自ValueAnimator的，底层的动画实现机制也是基于ValueAnimator来完成的，因此ValueAnimator仍然是整个属性动画当中最核心的一个类。那么既然是继承关系，说明ValueAnimator中可以使用的方法在ObjectAnimator中也是可以正常使用的，它们的用法也非常类似，这里如果我们想要将一个TextView在5秒中内从常规变换成全透明，再从全透明变换成常规，就可以这样写：

demo2：

1. ObjectAnimator animator = ObjectAnimator.ofFloat(textview, "alpha", 1f, 0f, 1f);
2. animator.setDuration(5000);
3. animator.start();

可以看到，我们还是调用了ofFloat()方法来去创建一个ObjectAnimator的实例，只不过ofFloat()方法当中接收的参数有点变化了。这里第一个参数要求传入一个object对象，我们想要对哪个对象进行动画操作就传入什么，这里我传入了一个textview。第二个参数是想要对该对象的哪个属性进行动画操作，由于我们想要改变TextView的不透明度，因此这里传入"alpha"。后面的参数就是不固定长度了，想要完成什么样的动画就传入什么值，这里传入的值就表示将TextView从常规变换成全透明，再从全透明变换成常规。之后调用setDuration()方法来设置动画的时长，然后调用start()方法启动动画。

比如说我们想要将TextView进行一次360度的旋转，就可以这样写：

demo3：

1. ObjectAnimator animator = ObjectAnimator.ofFloat(textview, "rotation", 0f, 360f);
2. animator.setDuration(5000);
3. animator.start();

可以看到，这里我们将第二个参数改成了"rotation"，然后将动画的初始值和结束值分别设置成0和360。

那么如果想要将TextView先向左移出屏幕，然后再移动回来，就可以这样写：

demo4：

1. **float** curTranslationX = textview.getTranslationX();
2. ObjectAnimator animator = ObjectAnimator.ofFloat(textview, "translationX", curTranslationX, -500f, curTranslationX);
3. animator.setDuration(5000);
4. animator.start();

这里我们先是调用了TextView的getTranslationX()方法来获取到当前TextView的translationX的位置，然后ofFloat()方法的第二个参数传入"translationX"，紧接着后面三个参数用于告诉系统TextView应该怎么移动。

然后我们还可以TextView进行缩放操作，比如说将TextView在垂直方向上放大3倍再还原，就可以这样写：

demo5：

1. ObjectAnimator animator = ObjectAnimator.ofFloat(textview, "scaleY", 1f, 3f, 1f);
2. animator.setDuration(5000);
3. animator.start();

这里将ofFloat()方法的第二个参数改成了"scaleY"，表示在垂直方向上进行缩放。

我们可以传入任意的值到ofFloat()方法的第二个参数当中。因为ObjectAnimator在设计的时候就没有针对于View来进行设计，而是针对于任意对象的，它所负责的工作就是不断地向某个对象中的某个属性进行赋值，然后对象根据属性值的改变再来决定如何展现出来。

1. ObjectAnimator.ofFloat(textview, "alpha", 1f, 0f);

其实这段代码的意思就是ObjectAnimator会帮我们不断地改变textview对象中alpha属性的值，从1f变化到0f。然后textview对象需要根据alpha属性值的改变来不断刷新界面的显示，从而让用户可以看出淡入淡出的动画效果。

那么textview对象中是不是有alpha属性这个值呢？没有，不仅textview没有这个属性，连它所有的父类也是没有这个属性的！这就奇怪了，textview当中并没有alpha这个属性，ObjectAnimator是如何进行操作的呢？其实ObjectAnimator内部的工作机制并不是直接对我们传入的属性名进行操作的，而是会去寻找这个属性名对应的get和set方法，因此alpha属性所对应的get和set方法应该就是：

**[java]** [view plain](http://blog.csdn.net/guolin_blog/article/details/43536355) [copy](http://blog.csdn.net/guolin_blog/article/details/43536355) ![A description...](data:image/png;base64,iVBORw0KGgo=)![A description...](data:image/x-emf;base64,AQAAAGwAAAAAAAAAAAAAAGMAAABjAAAAAAAAAAAAAABVCgAAVQoAACBFTUYAAAEA5AAAAAgAAAABAAAAAAAAAAAAAAAAAAAAZAAAAGQAAAAaAAAAGgAAAAAAAAAAAAAAAAAAAFxnAABcZwAAEQAAAAwAAAAIAAAACwAAABAAAABgAAAAYAAAAAkAAAAQAAAA7AkAAOwJAAAMAAAAEAAAAAAAAAAAAAAACgAAABAAAAAAAAAAAAAAABQAAAAMAAAADQAAABIAAAAMAAAAAQAAAA4AAAAUAAAAAAAAABAAAAAUAAAA)

1. **public** **void** setAlpha(**float** value);
2. **public** **float** getAlpha();

那么textview对象中是否有这两个方法呢？确实有，并且这两个方法是由View对象提供的，也就是说不仅TextView可以使用这个属性来进行淡入淡出动画操作，任何继承自View的对象都可以的。

## 组合动画

实现组合动画功能主要需要借助AnimatorSet这个类，这个类提供了一个play()方法，如果我们向这个方法中传入一个Animator对象(ValueAnimator或ObjectAnimator)将会返回一个AnimatorSet.Builder的实例，AnimatorSet.Builder中包括以下四个方法：

* after(Animator anim)   将现有动画插入到传入的动画之后执行
* after(long delay)   将现有动画延迟指定毫秒后执行
* before(Animator anim)   将现有动画插入到传入的动画之前执行
* with(Animator anim)   将现有动画和传入的动画同时执行

比如说我们想要让TextView先从屏幕外移动进屏幕，然后开始旋转360度，旋转的同时进行淡入淡出操作，就可以这样写：

demo6：

1. ObjectAnimator moveIn = ObjectAnimator.ofFloat(textview, "translationX", -500f, 0f);
2. ObjectAnimator rotate = ObjectAnimator.ofFloat(textview, "rotation", 0f, 360f);
3. ObjectAnimator fadeInOut = ObjectAnimator.ofFloat(textview, "alpha", 1f, 0f, 1f);
4. AnimatorSet animSet = **new** AnimatorSet();
5. animSet.play(rotate).with(fadeInOut).after(moveIn);
6. animSet.setDuration(5000);
7. animSet.start();

可以看到，这里我们先是把三个动画的对象全部创建出来，然后new出一个AnimatorSet对象之后将这三个动画对象进行播放排序，让旋转和淡入淡出动画同时进行，并把它们插入到了平移动画的后面，最后是设置动画时长以及启动动画。

## Animator监听器

在很多时候，我们希望可以监听到动画的各种事件，比如动画何时开始，何时结束，然后在开始或者结束的时候去执行一些逻辑处理。这个功能是完全可以实现的，Animator类当中提供了一个addListener()方法，这个方法接收一个AnimatorListener，我们只需要去实现这个AnimatorListener就可以监听动画的各种事件了。

ObjectAnimator是继承自ValueAnimator的，而ValueAnimator又是继承自Animator的，因此不管是ValueAnimator还是ObjectAnimator都是可以使用addListener()这个方法的。另外AnimatorSet也是继承自Animator的，因此addListener()这个方法算是个通用的方法。

添加一个监听器的代码如下所示：

1. anim.addListener(**new** AnimatorListener() {
2. @Override
3. **public** **void** onAnimationStart(Animator animation) {
4. }
6. @Override
7. **public** **void** onAnimationRepeat(Animator animation) {
8. }
10. @Override
11. **public** **void** onAnimationEnd(Animator animation) {
12. }
14. @Override
15. **public** **void** onAnimationCancel(Animator animation) {
16. }
17. });

可以看到，我们需要实现接口中的四个方法，onAnimationStart()方法会在动画开始的时候调用，onAnimationRepeat()方法会在动画重复执行的时候调用，onAnimationEnd()方法会在动画结束的时候调用，onAnimationCancel()方法会在动画被取消的时候调用。

但是也许很多时候我们并不想要监听那么多个事件，可能我只想要监听动画结束这一个事件，那么每次都要将四个接口全部实现一遍就显得非常繁琐。没关系，为此Android提供了一个适配器类，叫作AnimatorListenerAdapter，使用这个类就可以解决掉实现接口繁琐的问题了，如下所示：

**[java]** [view plain](http://blog.csdn.net/guolin_blog/article/details/43536355) [copy](http://blog.csdn.net/guolin_blog/article/details/43536355) ![A description...](data:image/png;base64,iVBORw0KGgo=)![A description...](data:image/x-emf;base64,AQAAAGwAAAAAAAAAAAAAAGMAAABjAAAAAAAAAAAAAABVCgAAVQoAACBFTUYAAAEA5AAAAAgAAAABAAAAAAAAAAAAAAAAAAAAZAAAAGQAAAAaAAAAGgAAAAAAAAAAAAAAAAAAAFxnAABcZwAAEQAAAAwAAAAIAAAACwAAABAAAABgAAAAYAAAAAkAAAAQAAAA7AkAAOwJAAAMAAAAEAAAAAAAAAAAAAAACgAAABAAAAAAAAAAAAAAABQAAAAMAAAADQAAABIAAAAMAAAAAQAAAA4AAAAUAAAAAAAAABAAAAAUAAAA)

1. anim.addListener(**new** AnimatorListenerAdapter() {
2. });

这里我们向addListener()方法中传入这个适配器对象，由于AnimatorListenerAdapter中已经将每个接口都实现好了，所以这里不用实现任何一个方法也不会报错。那么如果我想监听动画结束这个事件，就只需要单独重写这一个方法就可以了，如下所示：

1. anim.addListener(**new** AnimatorListenerAdapter() {
2. @Override
3. **public** **void** onAnimationEnd(Animator animation) {
4. }
5. });

## 

## 使用XML编写动画

通过XML来编写动画可能会比通过代码来编写动画要慢一些，但是在重用方面将会变得非常轻松，比如某个将通用的动画编写到XML里面，我们就可以在各个界面当中轻松去重用它。

如果想要使用XML来编写动画，首先要在res目录下面新建一个animator文件夹，所有属性动画的XML文件都应该存放在这个文件夹当中。然后在XML文件中我们一共可以使用如下三种标签：

* <animator>  对应代码中的ValueAnimator
* <objectAnimator>  对应代码中的ObjectAnimator
* <set>  对应代码中的AnimatorSet

那么比如说我们想要实现一个从0到100平滑过渡的动画，在XML当中就可以这样写：

demo7\_1：

1. **<animator** xmlns:android="http://schemas.android.com/apk/res/android"
2. android:valueFrom="0"
3. android:valueTo="100"
4. android:valueType="intType"**/>**

而如果我们想将一个视图的alpha属性从1变成0，就可以这样写：

demo7\_2：

1. **<objectAnimator** xmlns:android="http://schemas.android.com/apk/res/android"
2. android:valueFrom="1"
3. android:valueTo="0"
4. android:valueType="floatType"
5. android:propertyName="alpha"**/>**

另外，我们也可以使用XML来完成复杂的组合动画操作，比如将一个视图先从屏幕外移动进屏幕，然后开始旋转360度，旋转的同时进行淡入淡出操作，就可以这样写：

1. **<set** xmlns:android="http://schemas.android.com/apk/res/android"
2. android:ordering="sequentially" **>**
4. **<objectAnimator**
5. android:duration="2000"
6. android:propertyName="translationX"
7. android:valueFrom="-500"
8. android:valueTo="0"
9. android:valueType="floatType" **>**
10. **</objectAnimator>**
12. **<set** android:ordering="together" **>**
13. **<objectAnimator**
14. android:duration="3000"
15. android:propertyName="rotation"
16. android:valueFrom="0"
17. android:valueTo="360"
18. android:valueType="floatType" **>**
19. **</objectAnimator>**
21. **<set** android:ordering="sequentially" **>**
22. **<objectAnimator**
23. android:duration="1500"
24. android:propertyName="alpha"
25. android:valueFrom="1"
26. android:valueTo="0"
27. android:valueType="floatType" **>**
28. **</objectAnimator>**
29. **<objectAnimator**
30. android:duration="1500"
31. android:propertyName="alpha"
32. android:valueFrom="0"
33. android:valueTo="1"
34. android:valueType="floatType" **>**
35. **</objectAnimator>**
36. **</set>**
37. **</set>**
39. **</set>**

最后XML文件是编写好了，那么我们如何在代码中把文件加载进来并将动画启动呢？只需调用如下代码即可：

1. Animator animator = AnimatorInflater.loadAnimator(context, R.animator.anim\_file);
2. animator.setTarget(view);
3. animator.start();

调用AnimatorInflater的loadAnimator来将XML动画文件加载进来，然后再调用setTarget()方法将这个动画设置到某一个对象上面，最后再调用start()方法启动动画就可以了。

## TypeEvaluator

（demo8）

简单来说，TypeEvaluator就是告诉动画系统如何从初始值过度到结束值。ValueAnimator.ofFloat()方法实现了初始值与结束值之间的平滑过度，那么这个平滑过度是怎么做到的呢？其实就是系统内置了一个FloatEvaluator，它通过计算告知动画系统如何从初始值过度到结束值，我们来看一下FloatEvaluator的代码实现：

1. **public** **class** FloatEvaluator **implements** TypeEvaluator {
2. **public** Object evaluate(**float** fraction, Object startValue, Object endValue) {
3. **float** startFloat = ((Number) startValue).floatValue();
4. **return** startFloat + fraction \* (((Number) endValue).floatValue() - startFloat);
5. }
6. }

可以看到，FloatEvaluator实现了TypeEvaluator接口，然后重写evaluate()方法。evaluate()方法当中传入了三个参数，第一个参数fraction非常重要，这个参数用于表示动画的完成度的，我们应该根据它来计算当前动画的值应该是多少，第二第三个参数分别表示动画的初始值和结束值。那么上述代码的逻辑就比较清晰了，用结束值减去初始值，算出它们之间的差值，然后乘以fraction这个系数，再加上初始值，那么就得到当前动画的值了。

好的，那FloatEvaluator是系统内置好的功能，并不需要我们自己去编写，但介绍它的实现方法是要为我们后面的功能铺路的。前面我们使用过了ValueAnimator的ofFloat()和ofInt()方法，分别用于对浮点型和整型的数据进行动画操作的，但实际上ValueAnimator中还有一个ofObject()方法，是用于对任意对象进行动画操作的。但是相比于浮点型或整型数据，对象的动画操作明显要更复杂一些，因为系统将完全无法知道如何从初始对象过度到结束对象，因此这个时候我们就需要实现一个自己的TypeEvaluator来告知系统如何进行过度。

下面来先定义一个Point类，如下所示：

1. **public** **class** Point {
3. **private** **float** x;
5. **private** **float** y;
7. **public** Point(**float** x, **float** y) {
8. **this**.x = x;
9. **this**.y = y;
10. }
12. **public** **float** getX() {
13. **return** x;
14. }
16. **public** **float** getY() {
17. **return** y;
18. }
20. }

Point类非常简单，只有x和y两个变量用于记录坐标的位置，并提供了构造方法来设置坐标，以及get方法来获取坐标。接下来定义PointEvaluator，如下所示：

1. **public** **class** PointEvaluator **implements** TypeEvaluator{
3. @Override
4. **public** Object evaluate(**float** fraction, Object startValue, Object endValue) {
5. Point startPoint = (Point) startValue;
6. Point endPoint = (Point) endValue;
7. **float** x = startPoint.getX() + fraction \* (endPoint.getX() - startPoint.getX());
8. **float** y = startPoint.getY() + fraction \* (endPoint.getY() - startPoint.getY());
9. Point point = **new** Point(x, y);
10. **return** point;
11. }
13. }

可以看到，PointEvaluator同样实现了TypeEvaluator接口并重写了evaluate()方法。其实evaluate()方法中的逻辑还是非常简单的，先是将startValue和endValue强转成Point对象，然后同样根据fraction来计算当前动画的x和y的值，最后组装到一个新的Point对象当中并返回。

这样我们就将PointEvaluator编写完成了，接下来我们就可以非常轻松地对Point对象进行动画操作了，比如说我们有两个Point对象，现在需要将Point1通过动画平滑过度到Point2，就可以这样写：

1. Point point1 = **new** Point(0, 0);
2. Point point2 = **new** Point(300, 300);
3. ValueAnimator anim = ValueAnimator.ofObject(**new** PointEvaluator(), point1, point2);
4. anim.setDuration(5000);
5. anim.start();

代码很简单，这里我们先是new出了两个Point对象，并在构造函数中分别设置了它们的坐标点。然后调用ValueAnimator的ofObject()方法来构建ValueAnimator的实例，这里需要注意的是，ofObject()方法要求多传入一个TypeEvaluator参数，这里我们只需要传入刚才定义好的PointEvaluator的实例就可以了。

新建一个MyAnimView继承自View，代码如下所示：

1. **public** **class** MyAnimView **extends** View {
3. **public** **static** **final** **float** RADIUS = 50f;
5. **private** Point currentPoint;
7. **private** Paint mPaint;
9. **public** MyAnimView(Context context, AttributeSet attrs) {
10. **super**(context, attrs);
11. mPaint = **new** Paint(Paint.ANTI\_ALIAS\_FLAG);
12. mPaint.setColor(Color.BLUE);
13. }
15. @Override
16. **protected** **void** onDraw(Canvas canvas) {
17. **if** (currentPoint == **null**) {
18. currentPoint = **new** Point(RADIUS, RADIUS);
19. drawCircle(canvas);
20. startAnimation();
21. } **else** {
22. drawCircle(canvas);
23. }
24. }
26. **private** **void** drawCircle(Canvas canvas) {
27. **float** x = currentPoint.getX();
28. **float** y = currentPoint.getY();
29. canvas.drawCircle(x, y, RADIUS, mPaint);
30. }
32. **private** **void** startAnimation() {
33. Point startPoint = **new** Point(RADIUS, RADIUS);
34. Point endPoint = **new** Point(getWidth() - RADIUS, getHeight() - RADIUS);
35. ValueAnimator anim = ValueAnimator.ofObject(**new** PointEvaluator(), startPoint, endPoint);
36. anim.addUpdateListener(**new** ValueAnimator.AnimatorUpdateListener() {
37. @Override
38. **public** **void** onAnimationUpdate(ValueAnimator animation) {
39. currentPoint = (Point) animation.getAnimatedValue();
40. invalidate();
41. }
42. });
43. anim.setDuration(5000);
44. anim.start();
45. }
47. }

首先在自定义View的构造方法当中初始化了一个Paint对象作为画笔，并将画笔颜色设置为蓝色，接着在onDraw()方法当中进行绘制。这里我们绘制的逻辑是由currentPoint这个对象控制的，如果currentPoint对象不等于空，那么就调用drawCircle()方法在currentPoint的坐标位置画出一个半径为50的圆，如果currentPoint对象是空，那么就调用startAnimation()方法来启动动画。

那么我们来观察一下startAnimation()方法中的代码，就是对Point对象进行了一个动画操作而已。这里我们定义了一个startPoint和一个endPoint，坐标分别是View的左上角和右下角，并将动画的时长设为5秒。有一点大家注意的是，我们通过监听器对动画的过程进行了监听，每当Point值有改变的时候都会回调onAnimationUpdate()方法。在这个方法当中，我们对currentPoint对象进行了重新赋值，并调用了invalidate()方法，这样的话onDraw()方法就会重新调用，并且由于currentPoint对象的坐标已经改变了，那么绘制的位置也会改变，于是一个平移的动画效果也就实现了。

下面我们只需要在布局文件当中引入这个自定义控件：

1. **<RelativeLayout** xmlns:android="http://schemas.android.com/apk/res/android"
2. android:layout\_width="match\_parent"
3. android:layout\_height="match\_parent"
4. **>**
6. **<com.example.tony.myapplication.MyAnimView**
7. android:layout\_width="match\_parent"
8. android:layout\_height="match\_parent" **/>**
10. **</RelativeLayout>**

## ObjectAnimator扩展

（demo 9）

ObjectAnimator内部的工作机制是通过寻找特定属性的get和set方法，然后通过方法不断地对值进行改变，从而实现动画效果的。因此我们就需要在MyAnimView中定义一个color属性，并提供它的get和set方法。这里我们可以将color属性设置为字符串类型，使用#RRGGBB这种格式来表示颜色值，代码如下所示：

1. **public** **class** MyAnimView **extends** View {
3. ...
5. **private** String color;
7. **public** String getColor() {
8. **return** color;
9. }
11. **public** **void** setColor(String color) {
12. **this**.color = color;
13. mPaint.setColor(Color.parseColor(color));
14. invalidate();
15. }
17. ...
19. }

注意在setColor()方法当中，我们编写了一个非常简单的逻辑，就是将画笔的颜色设置成方法参数传入的颜色，然后调用了invalidate()方法。这段代码虽然只有三行，但是却执行了一个非常核心的功能，就是在改变了画笔颜色之后立即刷新视图，然后onDraw()方法就会调用。在onDraw()方法当中会根据当前画笔的颜色来进行绘制，这样颜色也就会动态进行改变了。

那么接下来的问题就是怎样让setColor()方法得到调用了，毫无疑问，当然是要借助ObjectAnimator类，但是在使用ObjectAnimator之前我们还要完成一个非常重要的工作，就是编写一个用于告知系统如何进行颜色过度的TypeEvaluator。创建ColorEvaluator并实现TypeEvaluator接口，代码如下所示：

1. **public** **class** ColorEvaluator **implements** TypeEvaluator {
3. **private** **int** mCurrentRed = -1;
5. **private** **int** mCurrentGreen = -1;
7. **private** **int** mCurrentBlue = -1;
9. @Override
10. **public** Object evaluate(**float** fraction, Object startValue, Object endValue) {
11. String startColor = (String) startValue;
12. String endColor = (String) endValue;
13. **int** startRed = Integer.parseInt(startColor.substring(1, 3), 16);
14. **int** startGreen = Integer.parseInt(startColor.substring(3, 5), 16);
15. **int** startBlue = Integer.parseInt(startColor.substring(5, 7), 16);
16. **int** endRed = Integer.parseInt(endColor.substring(1, 3), 16);
17. **int** endGreen = Integer.parseInt(endColor.substring(3, 5), 16);
18. **int** endBlue = Integer.parseInt(endColor.substring(5, 7), 16);
19. // 初始化颜色的值
20. **if** (mCurrentRed == -1) {
21. mCurrentRed = startRed;
22. }
23. **if** (mCurrentGreen == -1) {
24. mCurrentGreen = startGreen;
25. }
26. **if** (mCurrentBlue == -1) {
27. mCurrentBlue = startBlue;
28. }
29. // 计算初始颜色和结束颜色之间的差值
30. **int** redDiff = Math.abs(startRed - endRed);
31. **int** greenDiff = Math.abs(startGreen - endGreen);
32. **int** blueDiff = Math.abs(startBlue - endBlue);
33. **int** colorDiff = redDiff + greenDiff + blueDiff;
34. **if** (mCurrentRed != endRed) {
35. mCurrentRed = getCurrentColor(startRed, endRed, colorDiff, 0,
36. fraction);
37. } **else** **if** (mCurrentGreen != endGreen) {
38. mCurrentGreen = getCurrentColor(startGreen, endGreen, colorDiff,
39. redDiff, fraction);
40. } **else** **if** (mCurrentBlue != endBlue) {
41. mCurrentBlue = getCurrentColor(startBlue, endBlue, colorDiff,
42. redDiff + greenDiff, fraction);
43. }
44. // 将计算出的当前颜色的值组装返回
45. String currentColor = "#" + getHexString(mCurrentRed)
46. + getHexString(mCurrentGreen) + getHexString(mCurrentBlue);
47. **return** currentColor;
48. }
50. /\*\*
51. \* 根据fraction值来计算当前的颜色。
52. \*/
53. **private** **int** getCurrentColor(**int** startColor, **int** endColor, **int** colorDiff,
54. **int** offset, **float** fraction) {
55. **int** currentColor;
56. **if** (startColor > endColor) {
57. currentColor = (**int**) (startColor - (fraction \* colorDiff - offset));
58. **if** (currentColor < endColor) {
59. currentColor = endColor;
60. }
61. } **else** {
62. currentColor = (**int**) (startColor + (fraction \* colorDiff - offset));
63. **if** (currentColor > endColor) {
64. currentColor = endColor;
65. }
66. }
67. **return** currentColor;
68. }
70. /\*\*
71. \* 将10进制颜色值转换成16进制。
72. \*/
73. **private** String getHexString(**int** value) {
74. String hexString = Integer.toHexString(value);
75. **if** (hexString.length() == 1) {
76. hexString = "0" + hexString;
77. }
78. **return** hexString;
79. }
81. }

首先在evaluate()方法当中获取到颜色的初始值和结束值，并通过字符串截取的方式将颜色分为RGB三个部分，并将RGB的值转换成十进制数字，那么每个颜色的取值范围就是0-255。接下来计算一下初始颜色值到结束颜色值之间的差值，这个差值很重要，决定着颜色变化的快慢，如果初始颜色值和结束颜色值很相近，那么颜色变化就会比较缓慢，而如果颜色值相差很大，比如说从黑到白，那么就要经历255\*3这个幅度的颜色过度，变化就会非常快。

那么控制颜色变化的速度是通过getCurrentColor()这个方法来实现的，这个方法会根据当前的fraction值来计算目前应该过度到什么颜色，并且这里会根据初始和结束的颜色差值来控制变化速度，最终将计算出的颜色进行返回。

最后，由于我们计算出的颜色是十进制数字，这里还需要调用一下getHexString()方法把它们转换成十六进制字符串，再将RGB颜色拼装起来之后作为最终的结果返回。

比如说我们想要实现从蓝色到红色的动画过度，历时5秒，就可以这样写：

1. ObjectAnimator anim = ObjectAnimator.ofObject(myAnimView, "color", **new** ColorEvaluator(),
2. "#0000FF", "#FF0000");
3. anim.setDuration(5000);
4. anim.start();

接下来我们需要将上面一段代码移到MyAnimView类当中，让它和刚才的Point移动动画可以结合到一起播放。修改MyAnimView中的代码，如下所示：

1. **public** **class** MyAnimView **extends** View {
3. ...
5. **private** **void** startAnimation() {
6. Point startPoint = **new** Point(RADIUS, RADIUS);
7. Point endPoint = **new** Point(getWidth() - RADIUS, getHeight() - RADIUS);
8. ValueAnimator anim = ValueAnimator.ofObject(**new** PointEvaluator(), startPoint, endPoint);
9. anim.addUpdateListener(**new** ValueAnimator.AnimatorUpdateListener() {
10. @Override
11. **public** **void** onAnimationUpdate(ValueAnimator animation) {
12. currentPoint = (Point) animation.getAnimatedValue();
13. invalidate();
14. }
15. });
16. ObjectAnimator anim2 = ObjectAnimator.ofObject(**this**, "color", **new** ColorEvaluator(),
17. "#0000FF", "#FF0000");
18. AnimatorSet animSet = **new** AnimatorSet();
19. animSet.play(anim).with(anim2);
20. animSet.setDuration(5000);
21. animSet.start();
22. }
24. }

可以看到，我们并没有改动太多的代码，重点只是修改了startAnimation()方法中的部分内容。这里先是将颜色过度的代码逻辑移动到了startAnimation()方法当中。接着我们又创建了一个AnimatorSet，并把两个动画设置成同时播放，动画时长为五秒，最后启动动画。

## Interpolator的用法

Interpolator直译过来是补间器的意思，它的主要作用是可以控制动画的变化速率，比如去实现一种非线性运动的动画效果。那么什么叫做非线性运动的动画效果呢？就是说动画改变的速率不是一成不变的，像加速运动以及减速运动都属于非线性运动。

不过Interpolator并不是属性动画中新增的技术，实际上从Android 1.0版本开始就一直存在Interpolator接口了，而之前的补间动画当然也是支持这个功能的。只不过在属性动画中新增了一个TimeInterpolator接口，这个接口是用于兼容之前的Interpolator的，这使得所有过去的Interpolator实现类都可以直接拿过来放到属性动画当中使用，那么我们来看一下现在TimeInterpolator接口的所有实现类，如下图所示：

![A description...](data:image/png;base64,iVBORw0KGgo=)

可以看到，TimeInterpolator接口已经有非常多的实现类了，这些都是Android系统内置好的并且我们可以直接使用的Interpolator。每个Interpolator都有它各自的实现效果，比如说AccelerateInterpolator就是一个加速运动的Interpolator，而DecelerateInterpolator就是一个减速运动的Interpolator。

在前面使用ValueAnimator所打印的值如下所示：

![A description...](data:image/png;base64,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)

可以看到，一开始的值变化速度明显比较慢，仅0.0开头的就打印了4次，之后开始加速，最后阶段又开始减速，因此我们可以很明显地看出这一个先加速后减速的Interpolator。

使用属性动画时，系统默认的Interpolator其实就是一个先加速后减速的Interpolator，对应的实现类就是AccelerateDecelerateInterpolator。

当然，我们也可以很轻松地修改这一默认属性，将它替换成任意一个系统内置好的Interpolator。MyAnimView中的startAnimation()方法是开启动画效果的入口，这里我们对Point对象的坐标稍做一下修改，让它变成一种垂直掉落的效果，代码如下所示：

demo10：

1. **private** **void** startAnimation() {
2. Point startPoint = **new** Point(getWidth() / 2, RADIUS);
3. Point endPoint = **new** Point(getWidth() / 2, getHeight() - RADIUS);
4. ValueAnimator anim = ValueAnimator.ofObject(**new** PointEvaluator(), startPoint, endPoint);
5. anim.addUpdateListener(**new** ValueAnimator.AnimatorUpdateListener() {
6. @Override
7. **public** **void** onAnimationUpdate(ValueAnimator animation) {
8. currentPoint = (Point) animation.getAnimatedValue();
9. invalidate();
10. }
11. });
12. anim.setDuration(2000);
13. anim.start();
14. }

这里主要是对Point构造函数中的坐标值进行了一下改动，那么现在小球运动的动画效果应该是从屏幕正中央的顶部掉落到底部。但是现在默认情况下小球的下降速度肯定是先加速后减速的，这不符合物理的常识规律，如果把小球视为一个自由落体的话，那么下降的速度应该是越来越快的。只需要调用Animator的setInterpolator()方法就可以了，这个方法要求传入一个实现TimeInterpolator接口的实例，那么比如说我们想要实现小球下降越来越快的效果，就可以使用AccelerateInterpolator，代码如下所示：

1. **private** **void** startAnimation() {
2. Point startPoint = **new** Point(getWidth() / 2, RADIUS);
3. Point endPoint = **new** Point(getWidth() / 2, getHeight() - RADIUS);
4. ValueAnimator anim = ValueAnimator.ofObject(**new** PointEvaluator(), startPoint, endPoint);
5. anim.addUpdateListener(**new** ValueAnimator.AnimatorUpdateListener() {
6. @Override
7. **public** **void** onAnimationUpdate(ValueAnimator animation) {
8. currentPoint = (Point) animation.getAnimatedValue();
9. invalidate();
10. }
11. });
12. anim.setInterpolator(**new** AccelerateInterpolator(2f));
13. anim.setDuration(2500);
14. anim.start();
15. }

代码很简单，这里调用了setInterpolator()方法，然后传入了一个AccelerateInterpolator的实例，注意AccelerateInterpolator的构建函数可以接收一个float类型的参数，这个参数是用于控制加速度的。

但是现在的动画效果看上去仍然是怪怪的，因为一个小球从很高的地方掉落到地面上直接就静止了，这也是不符合物理规律的，小球撞击到地面之后应该要反弹起来，然后再次落下，接着再反弹起来，又再次落下，以此反复，最后静止。这个功能我们当然可以自己去写，只不过比较复杂，所幸的是，Android系统中已经提供好了这样一种Interpolator，我们只需要简单地替换一下就可以完成上面的描述的效果，代码如下所示：

1. **private** **void** startAnimation() {
2. Point startPoint = **new** Point(getWidth() / 2, RADIUS);
3. Point endPoint = **new** Point(getWidth() / 2, getHeight() - RADIUS);
4. ValueAnimator anim = ValueAnimator.ofObject(**new** PointEvaluator(), startPoint, endPoint);
5. anim.addUpdateListener(**new** ValueAnimator.AnimatorUpdateListener() {
6. @Override
7. **public** **void** onAnimationUpdate(ValueAnimator animation) {
8. currentPoint = (Point) animation.getAnimatedValue();
9. invalidate();
10. }
11. });
12. anim.setInterpolator(**new** BounceInterpolator());
13. anim.setDuration(3000);
14. anim.start();
15. }

可以看到，我们只是将设置的Interpolator换成了BounceInterpolator的实例，而BounceInterpolator就是一种可以模拟物理规律，实现反复弹起效果的Interpolator。另外还将整体的动画时间稍微延长了一点，因为小球反复弹起需要比之前更长的时间。

下面我们来看一下Interpolator的内部实现机制是什么样的，并且来尝试写一个自定义的Interpolator。

首先看一下TimeInterpolator的接口定义，代码如下所示：

1. /\*\*
2. \* A time interpolator defines the rate of change of an animation. This allows animations
3. \* to have non-linear motion, such as acceleration and deceleration.
4. \*/
5. **public** **interface** TimeInterpolator {
7. /\*\*
8. \* Maps a value representing the elapsed fraction of an animation to a value that represents
9. \* the interpolated fraction. This interpolated value is then multiplied by the change in
10. \* value of an animation to derive the animated value at the current elapsed animation time.
11. \*
12. \* @param input A value between 0 and 1.0 indicating our current point
13. \*        in the animation where 0 represents the start and 1.0 represents
14. \*        the end
15. \* @return The interpolation value. This value can be more than 1.0 for
16. \*         interpolators which overshoot their targets, or less than 0 for
17. \*         interpolators that undershoot their targets.
18. \*/
19. **float** getInterpolation(**float** input);
20. }

接口还是非常简单的，只有一个getInterpolation()方法。getInterpolation()方法中接收一个input参数，这个参数的值会随着动画的运行而不断变化，不过它的变化是非常有规律的，就是根据设定的动画时长匀速增加，变化范围是0到1。也就是说当动画一开始的时候input的值是0，到动画结束的时候input的值是1，而中间的值则是随着动画运行的时长在0到1之间变化的。

说到这个input的值，我们想起前面使用过的fraction值。那么这里的input和fraction有什么关系或者区别呢？答案很简单，input的值决定了fraction的值。input的值是由系统经过计算后传入到getInterpolation()方法中的，然后我们可以自己实现getInterpolation()方法中的[**算法**](http://lib.csdn.net/base/datastructure)，根据input的值来计算出一个返回值，而这个返回值就是fraction了。

因此，最简单的情况就是input值和fraction值是相同的，这种情况由于input值是匀速增加的，因而fraction的值也是匀速增加的，所以动画的运动情况也是匀速的。系统中内置的LinearInterpolator就是一种匀速运动的Interpolator，那么我们来看一下它的源码是怎么实现的：

1. /\*\*
2. \* An interpolator where the rate of change is constant
3. \*/
4. @HasNativeInterpolator
5. **public** **class** LinearInterpolator **extends** BaseInterpolator **implements** NativeInterpolatorFactory {
7. **public** LinearInterpolator() {
8. }
10. **public** LinearInterpolator(Context context, AttributeSet attrs) {
11. }
13. **public** **float** getInterpolation(**float** input) {
14. **return** input;
15. }
17. /\*\* @hide \*/
18. @Override
19. **public** **long** createNativeInterpolator() {
20. **return** NativeInterpolatorFactoryHelper.createLinearInterpolator();
21. }
22. }

这里我们只看getInterpolation()方法，这个方法没有任何逻辑，就是把参数中传递的input值直接返回了，因此fraction的值就是等于input的值的，这就是匀速运动的Interpolator的实现方式。

当然这是最简单的一种Interpolator的实现了，我们再来看一个稍微复杂一点的。既然现在大家都知道了系统在默认情况下使用的是AccelerateDecelerateInterpolator，那我们就来看一下它的源码吧，如下所示：

1. /\*\*
2. \* An interpolator where the rate of change starts and ends slowly but
3. \* accelerates through the middle.
4. \*
5. \*/
6. @HasNativeInterpolator
7. **public** **class** AccelerateDecelerateInterpolator **implements** Interpolator, NativeInterpolatorFactory {
8. **public** AccelerateDecelerateInterpolator() {
9. }
11. @SuppressWarnings({"UnusedDeclaration"})
12. **public** AccelerateDecelerateInterpolator(Context context, AttributeSet attrs) {
13. }
15. **public** **float** getInterpolation(**float** input) {
16. **return** (**float**)(Math.cos((input + 1) \* Math.PI) / 2.0f) + 0.5f;
17. }
19. /\*\* @hide \*/
20. @Override
21. **public** **long** createNativeInterpolator() {
22. **return** NativeInterpolatorFactoryHelper.createAccelerateDecelerateInterpolator();
23. }
24. }

代码虽然没有变长很多，但是getInterpolation()方法中的逻辑已经明显变复杂了，不再是简单地将参数中的input进行返回，而是进行了一个较为复杂的数学运算。那这里我们来分析一下它的算法实现，可以看到，算法中主要使用了余弦函数，由于input的取值范围是0到1，那么cos函数中的取值范围就是π到2π。而cos(π)的结果是-1，cos(2π)的结果是1，那么这个值再除以2加上0.5之后，getInterpolation()方法最终返回的结果值还是在0到1之间。只不过经过了余弦运算之后，最终的结果不再是匀速增加的了，而是经历了一个先加速后减速的过程。我们可以将这个算法的执行情况通过曲线图的方式绘制出来，结果如下图所示：

![A description...](data:image/png;base64,iVBORw0KGgo=)

可以看到，这是一个S型的曲线图，当横坐标从0变化到0.2的时候，纵坐标的变化幅度很小，但是之后就开始明显加速，最后横坐标从0.8变化到1的时候，纵坐标的变化幅度又变得很小。

通过分析LinearInterpolator和AccelerateDecelerateInterpolator的源码，我们已经对Interpolator的内部实现机制有了比较清楚的认识了，那么接下来我们就开始尝试编写一个自定义的Interpolator。

编写自定义Interpolator最主要的难度都是在于数学计算方面的。既然属性动画默认的Interpolator是先加速后减速的一种方式，这里我们就对它进行一个简单的修改，让它变成先减速后加速的方式。新建DecelerateAccelerateInterpolator类，让它实现TimeInterpolator接口，代码如下所示：

**[java]** [view plain](http://blog.csdn.net/guolin_blog/article/details/44171115) [copy](http://blog.csdn.net/guolin_blog/article/details/44171115) ![A description...](data:image/png;base64,iVBORw0KGgo=)![A description...](data:image/x-emf;base64,AQAAAGwAAAAAAAAAAAAAAGMAAABjAAAAAAAAAAAAAABVCgAAVQoAACBFTUYAAAEA5AAAAAgAAAABAAAAAAAAAAAAAAAAAAAAZAAAAGQAAAAaAAAAGgAAAAAAAAAAAAAAAAAAAFxnAABcZwAAEQAAAAwAAAAIAAAACwAAABAAAABgAAAAYAAAAAkAAAAQAAAA7AkAAOwJAAAMAAAAEAAAAAAAAAAAAAAACgAAABAAAAAAAAAAAAAAABQAAAAMAAAADQAAABIAAAAMAAAAAQAAAA4AAAAUAAAAAAAAABAAAAAUAAAA)

1. **public** **class** DecelerateAccelerateInterpolator **implements** TimeInterpolator{
3. @Override
4. **public** **float** getInterpolation(**float** input) {
5. **float** result;
6. **if** (input <= 0.5) {
7. result = (**float**) (Math.sin(Math.PI \* input)) / 2;
8. } **else** {
9. result = (**float**) (2 - Math.sin(Math.PI \* input)) / 2;
10. }
11. **return** result;
12. }
14. }

这段代码是使用正弦函数来实现先减速后加速的功能的，因为正弦函数初始弧度的变化值非常大，刚好和余弦函数是相反的，而随着弧度的增加，正弦函数的变化值也会逐渐变小，这样也就实现了减速的效果。当弧度大于π/2之后，整个过程相反了过来，现在正弦函数的弧度变化值非常小，渐渐随着弧度继续增加，变化值越来越大，弧度到π时结束，这样从0过度到π，也就实现了先减速后加速的效果。

同样我们可以将这个算法的执行情况通过曲线图的方式绘制出来，结果如下图所示：

![A description...](data:image/png;base64,iVBORw0KGgo=)

可以看到，这也是一个S型的曲线图，只不过曲线的方向和刚才是相反的。从上图中我们可以很清楚地看出来，一开始纵坐标的变化幅度很大，然后逐渐变小，横坐标到0.5的时候纵坐标变化幅度趋近于零，之后随着横坐标继续增加纵坐标的变化幅度又开始变大，的确是先减速后加速的效果。

那么现在我们将DecelerateAccelerateInterpolator在代码中进行替换，如下所示：

1. **private** **void** startAnimation() {
2. Point startPoint = **new** Point(getWidth() / 2, RADIUS);
3. Point endPoint = **new** Point(getWidth() / 2, getHeight() - RADIUS);
4. ValueAnimator anim = ValueAnimator.ofObject(**new** PointEvaluator(), startPoint, endPoint);
5. anim.addUpdateListener(**new** ValueAnimator.AnimatorUpdateListener() {
6. @Override
7. **public** **void** onAnimationUpdate(ValueAnimator animation) {
8. currentPoint = (Point) animation.getAnimatedValue();
9. invalidate();
10. }
11. });
12. anim.setInterpolator(**new** DecelerateAccelerateInterpolator());
13. anim.setDuration(3000);
14. anim.start();
15. }

## ViewPropertyAnimator的用法

ViewPropertyAnimator的用法格外的简单，只不过和前面所学的所有属性动画的知识不同，它并不是在3.0系统当中引入的，而是在3.1系统当中附增的一个新的功能。

我们都知道，属性动画的机制已经不是再针对于View而进行设计的了，而是一种不断地对值进行操作的机制，它可以将值赋值到指定对象的指定属性上。但是，在绝大多数情况下，我相信大家主要都还是对View进行动画操作的。Android开发团队也是意识到了这一点，没有为View的动画操作提供一种更加便捷的用法确实是有点太不人性化了，于是在Android 3.1系统当中补充了ViewPropertyAnimator这个机制。

那我们先来回顾一下之前的用法吧，比如我们想要让一个TextView从常规状态变成透明状态，就可以这样写：

1. ObjectAnimator animator = ObjectAnimator.ofFloat(textview, "alpha", 0f);
2. animator.start();

看上去复杂吗？好像也不怎么复杂，但确实也不怎么容易理解。我们要将操作的view、属性、变化的值都一起传入到ObjectAnimator.ofFloat()方法当中，虽然看上去也没写几行代码，但这不太像是我们平时使用的面向对象的思维。

那么下面我们就来看一下如何使用ViewPropertyAnimator来实现同样的效果，ViewPropertyAnimator提供了更加易懂、更加面向对象的API，如下所示：

1. textview.animate().alpha(0f);

果然非常简单！不过textview.animate()这个方法是怎么回事呢？animate()方法就是在Android 3.1系统上新增的一个方法，这个方法的返回值是一个ViewPropertyAnimator对象，也就是说拿到这个对象之后我们就可以调用它的各种方法来实现动画效果了，这里我们调用了alpha()方法并转入0，表示将当前的textview变成透明状态。

除此之外，ViewPropertyAnimator还可以很轻松地将多个动画组合到一起，比如我们想要让textview运动到500,500这个坐标点上，就可以这样写：

1. textview.animate().x(500).y(500);

可以看出，ViewPropertyAnimator是支持连缀用法的，我们想让textview移动到横坐标500这个位置上时调用了x(500)这个方法，然后让textview移动到纵坐标500这个位置上时调用了y(500)这个方法，将所有想要组合的动画通过这种连缀的方式拼接起来，这样全部动画就都会一起被执行。

那么怎样去设定动画的运行时长呢？很简单，也是通过连缀的方式设定即可，比如我们想要让动画运行5秒钟，就可以这样写：

**[java]** [view plain](http://blog.csdn.net/guolin_blog/article/details/44171115) [copy](http://blog.csdn.net/guolin_blog/article/details/44171115) ![A description...](data:image/png;base64,iVBORw0KGgo=)![A description...](data:image/x-emf;base64,AQAAAGwAAAAAAAAAAAAAAGMAAABjAAAAAAAAAAAAAABVCgAAVQoAACBFTUYAAAEA5AAAAAgAAAABAAAAAAAAAAAAAAAAAAAAZAAAAGQAAAAaAAAAGgAAAAAAAAAAAAAAAAAAAFxnAABcZwAAEQAAAAwAAAAIAAAACwAAABAAAABgAAAAYAAAAAkAAAAQAAAA7AkAAOwJAAAMAAAAEAAAAAAAAAAAAAAACgAAABAAAAAAAAAAAAAAABQAAAAMAAAADQAAABIAAAAMAAAAAQAAAA4AAAAUAAAAAAAAABAAAAAUAAAA)

1. textview.animate().x(500).y(500).setDuration(5000);

除此之外，Interpolator技术我们也可以应用在ViewPropertyAnimator上面，如下所示：

1. textview.animate().x(500).y(500).setDuration(5000)
2. .setInterpolator(**new** BounceInterpolator());

用法很简单，同样也是使用连缀的方式。ViewPropertyAnimator其实并没有什么太多的技巧可言，用法基本都是大同小异的，需要用到什么功能就连缀一下，因此更多的用法大家只需要去查阅一下文档，看看还支持哪些功能，有哪些接口可以调用就可以了。

那么除了用法之外，关于ViewPropertyAnimator有几个细节还是值得大家注意一下的：

* 整个ViewPropertyAnimator的功能都是建立在View类新增的animate()方法之上的，这个方法会创建并返回一个ViewPropertyAnimator的实例，之后的调用的所有方法，设置的所有属性都是通过这个实例完成的。
* 大家注意到，在使用ViewPropertyAnimator时，我们自始至终没有调用过start()方法，这是因为新的接口中使用了隐式启动动画的功能，只要我们将动画定义完成之后，动画就会自动启动。并且这个机制对于组合动画也同样有效，只要我们不断地连缀新的方法，那么动画就不会立刻执行，等到所有在ViewPropertyAnimator上设置的方法都执行完毕后，动画就会自动启动。当然如果不想使用这一默认机制的话，我们也可以显式地调用start()方法来启动动画。
* ViewPropertyAnimator的所有接口都是使用连缀的语法来设计的，每个方法的返回值都是它自身的实例，因此调用完一个方法之后可以直接连缀调用它的另一个方法，这样把所有的功能都串接起来，我们甚至可以仅通过一行代码就完成任意复杂度的动画功能。

###### 布局动画（Layout Animations）

主要使用LayoutTransition为布局的容器设置动画，当容器中的视图层次发生变化时存在过渡的动画效果。

基本代码为：

1. LayoutTransition transition = **new** LayoutTransition();
2. transition.setAnimator(LayoutTransition.CHANGE\_APPEARING,
3. transition.getAnimator(LayoutTransition.CHANGE\_APPEARING));
4. transition.setAnimator(LayoutTransition.APPEARING,
5. **null**);
6. transition.setAnimator(LayoutTransition.DISAPPEARING,
7. **null**);
8. transition.setAnimator(LayoutTransition.CHANGE\_DISAPPEARING,
9. **null**);
10. mGridLayout.setLayoutTransition(transition);

过渡的类型一共有四种：

LayoutTransition.APPEARING 当一个View在ViewGroup中出现时，对此View设置的动画

LayoutTransition.CHANGE\_APPEARING 当一个View在ViewGroup中出现时，对此View对其他View位置造成影响，对其他View设置的动画

LayoutTransition.DISAPPEARING  当一个View在ViewGroup中消失时，对此View设置的动画

LayoutTransition.CHANGE\_DISAPPEARING 当一个View在ViewGroup中消失时，对此View对其他View位置造成影响，对其他View设置的动画

LayoutTransition.CHANGE 不是由于View出现或消失造成对其他View位置造成影响，然后对其他View设置的动画。

注意动画到底设置在谁身上，此View还是其他View。