## 概述

MMSE

组件思想会在后续版本中完善

## 系统详述（概念与功能，使用，原理，扩展）

1. 从service说起
2. 概念与功能

* Service类是MMSE对外提供服务的基本单元，将一个普通类添加Service注解（com.mm.engine.framework.control.annotation. Service）即可将其声明为Service。Service注解的结构为：  
  **public** @**interface** Service { String init() **default ""**;// Service被加载后系统执行的初始化方法  
   **int** initPriority() **default** 3; *// 初始化的优先级,越小越先初始化,* String destroy() **default ""**;// 系统关闭时的销毁方法 **boolean** singleService() **default false**; //声明为单实例运行  
  }
* 其中，singleService是指，在整个集群服务器中是否只运行一个服务实例，如果是，其它所有的服务器将通过远程调用访问该实例。
* Service类将在系统启动的时候实例化，然后可通过BeanHelper.getServiceBean(XXX.class)获取其实例。
* Service类在实例化时将进行针对Service的处理，包括初始化，销毁，包括Aop和Ioc，其它组件访问的生成等。

1. 扩展

* 可通过ServiceHelper.getMethodsByAnnotation(Class<? extends Annotation> cls)方法获取所有service中添加某种注解的方法
* FrameBean是一种特殊的Service，FrameBean是指系统中一些功能的默认的实现方式可以由用户重新定义，并通过在配置文件中配置来被系统加载并使用，具体看FrameBean。

1. 插件化思想和FrameBean
2. 插件化思想和思路

* 插件化是本系统的一个重要目标，目前实现插件化的部分不是很多，后面要优化为插件化加载的方式。
* 插件化的目标是，让所有可能被替换的部分，都是可以通过配置的方式替换掉，而不影响其它模块。大的方面，如缓存模块，网络模块等，小的方面，如某个对象的存储。

1. FrameBean

* FrameBean是插件化思想的实施方式，即把可以插件化的部分的入口在配置文件中配置，然后加载进入系统，称为FrameBean。
* FrameBean的配置方式如下：
* frameBean.xxx.type=typeClass  
  frameBean.xxx.class=instanceClass
* 其中xxx为该FrameBean的名字，只是一个标识，typeClass为该FrameBean的接口类型，在系统中的调用时通过它完成的，支持系统提供的Aop和Ioc功能，instanceClass为本FrameBean的实现类。
* FrameBean在系统启动的时候实例化，然后通过BeanHelper. getFrameBean(Class<T> cls);获取。

1. Aop与Ioc
2. Aop的概念与功能

* Aop是指动态的对某个方法的进行改造，在其运行前后添加一定的功能逻辑，在MMSE中，Aop主要是针对Service中的方法。一个Aop功能至少包括切面和切点两个部分构成。
* 切面是指添加Aop的方法，其运行前后要进行的处理逻辑，切点指给那些方法添加切面。
* 切面顺序：定义在切面上面，指对所有切面的执行优先级进行排序。

1. Aop的使用

* 切面的实现：通过对一个类继承抽象类AspectProxy，并声明@Aspect注解来将其定义为切面类。其中，实现两个方法：  
  **public void** before(Object object,Class<?> cls, Method method, Object[] params);  
  **public void** after(Object object,Class<?> cls, Method method, Object[] params, Object result);  
  五个参数分别为：  
  object：对应的Service的实例；cls：对应的Service类（注意，object一般会是Service的代理类的实例，即object.getClass获取的不是cls）；method：所执行的方法；params：方法的参数；result：方法的返回值。
* 切面与切点的关系有三种对应方式，分别对应@Aspect中的三个参数：  
  **public** @**interface** Aspect { String[] mark() **default** {}; Class<? **extends** Annotation>[] annotation() **default** {}; String[] pkg() **default** {};}  
  mark对应后面切点注解AspectMark中的mark，当添加AspectMark的方法，其mark数组中存在对应Aspect中的mark时，将执行该切面，添加该AspectMark的类，其所有的方法都将执行该切面；annotation表示所有添加该注解的方法都将执行该切面，添加该注解的类的所有的方法都将执行该切面；pkg表示，在pkg对应的包下的所有类的所有方法都将执行该切面。
* 注解@AspectMark提供一个参数可用来通过mark数组定义切点：  
  **public** @**interface** AspectMark {  
   String[] mark();  
  }
* 通过在切面类上面添加注解@AspectOrder类声明该切面的优先级，AspectOrder提供一个参数value来定义切面执行优先级：  
  **public** @**interface** AspectOrder {  
   **int** value();  
  }  
  其中value值越小，越优先执行

1. Aop扩展

* BeanHelp提供一个实例化方法：  
  **public static** <T>T newAopInstance(Class<T> cls);  
  通过该实例化方法实例化一个对象，其中的方法将拥有Aop功能。注意：该类必须要在配置文件定义的appPackage中。

1. Ioc功能

* 所有Service，FrameService和Entrance中定义的Service和FrameService的引用，都会由系统自动为其赋值。注意：变量可以定义为私有

1. 五大基本控制组件
2. Request

* request是接收外部访问的基本组件，每个request拥有一个独有的操作码（opcode），由request入口进入的网络访问将根据opcode定位到request，由request对请求进行执行，并返回请求结果。Request入口的配置在配置文件中的entrance.request参数，具体看【系统配置文件】
* 通过对Service中的方法添加@Request注解来生命一个方法为request组件： **public** @**interface** Request { **int**opcode();  
  }
* 对应的方法参数类型和返回类型是确定的：  
  **public** RetPacket xxx(Object clientData, Session session);  
  其中clientData为前端传入的数据，session为前端在后端保存的上下文组件（参考Session和Account）。RetPacket为返回给前端的数据：  
  **public interface** RetPacket {  
  **public int** getOpcode(); // 返回的操作码  
  **public boolean** keepSession(); // 是否保存session  
  **public** Object getRetData(); // 返回给客户端的数据  
  }

1. Event

* Event是事件服务，包括四个部分：事件类型，事件数据，时间抛出，事件接收者。
* 通过给Service中的方法添加注解@EventListener来定义一个监听组件：  
  **public** @**interface** EventListener{  
  **int**event();  
  }  
  参数event代表要监听的事件类型。
* 对应的方法参数类型和返回类型是确定的:  
  **public void** xxx(EventData eventData);  
  其中EventData的结构如下：  
  **public class** EventData {  
  **private intevent**; // 事件类型  
  **private** Object **data**; // 事件数据  
  }

|  |  |
| --- | --- |
| 同步执行事件&不广播 | 异步执行事件&不广播 |
| 同步执行事件&广播 | 异步执行事件&广播 |

* 事件抛出：通过EventService的fireEvent方法抛出事件，包括四种抛出方式：  
  同步执行指：在时间抛出的线程中执行事件，完成后返回  
  广播是指：该事件不仅在本服务器中执行，也在集群中其它服务器中执行

1. NetEvent与RPC

* NetEvent是RPC的实现层，实际使用主要以RPC为主即可
* 网络事件（NetEvent）是对Event的一种扩展，指对集群中其它服务器发出事件。NetEvent的网络入口在配置文件中的入口配置entrance.netEvent来配置，默认使用NetEventNettyEntrance
* 给Service中的方法添加NetEvenListener注解使其成为NetEvent的监听者，每个服务器对每种网络事件只能有一个监听者：  
  **public** @**interface** NetEventListener{  
   **int** netEvent();  
  }  
  netEvent对应监听网络事件的类型
* 对应的方法参数类型和返回类型是确定的:  
  **public** NetEventData xxx(NetEventData netEventData);  
  其中NetEventData和EventData的定义结构一样：  
  **public class** NetEventData {  
   **private intnetEvent**; // 事件类型  
   **private** Object **param**; // 事件数据  
  }

|  |  |
| --- | --- |
| 同步抛出事件&广播 | 异步抛出事件&广播 |
| 同步抛出事件&发给mainServer | 异步抛出事件&发给mainServer |
| 同步抛出事件&发给asyncServer | 异步抛出事件&发给asyncServer |
| 同步抛出事件&发给任一server | 异步抛出事件&发给任一server |

* 事件抛出：NetEvent的抛出通过NetEventService来完成，主要包括如下几种方式：  
  其中，广播是指发送给所有的服务器，发给任一服务器需要提供相应服务器的地址或ServerClient对象；同步发送的发法将返回时间执行的结果：单服务器返回NetEventData，广播返回Map<String,NetEventData>
* 远程调用（RPC）是对NetEvent的一层封装，通过RemoteCallService进行调用，主要的调用方式包括：  
  **public** Object remoteCallSyn(String add,Class cls,String methodName,Object... params);  
  **public** Map<String,Object> broadcastRemoteCallSyn(Class cls, String methodName, Object... params);  
  其中：add是远程服务器的地址，cls是对应Service的类，methodName是对应的方法名，params是对应方法的参数。而对于单个服务器的调用，返回值为Object，广播调用返回一个Map，对应每个服务器返回的值。
* 广播方法是对远程调用的又一层封装，当对一个方法添加@BroadcastRPC注解时，对该方法的调用将广播到其它服务器并使之调用该方法:  
  **public** @**interface** BroadcastRPC {  
  **boolean** async() **default false**; // 是否异步调用  
  }  
  其中，参数async决定远程广播调用是采用同步的方式还是异步的方式。注意：被广播调用该方法的服务器不会再次广播该方法的调用。

1. Updatable

* 更新器，用于做定时更新的服务，可以根据设定的参数进行不同频率和方式的更新。更新器由系统加载并运行，系统期间不会停止。
* 通过给一个Service中的方法添加@Updatable注解来定义一个更新器组件：  
  **public** @**interface** Updatable {  
   **boolean** isAsynchronous() **default true**; **boolean** singleService() **default false**; **int** cycle() **default** -1; String cronExpression() **default ""**;  
  }  
  isAsynchronous：是否异步更新，当设置为false时，该组件进行同步更新，此时cycle和cronExpression两个参数不起作用，在某个固定周期（由系统参数syncUpdate.cycle配置）下，与其它同步更新组件同步运行，所以同步更新服务不应该处理任务量较大的服务。但同步更新不需要再开线程，更不需要cronExpression的低效的时间判断，进而适合做简单的快速更新。  
  singleService：和Serive的singleService一样，当设定为true时，该组件只在一个服务器上面运行。  
  cycle：更新周期，该组件更新的时间间隔，当cronExpression设置有效值后，该参数无效。  
  cronExpression：cronExpression表达式，用于设置更新周期，详见……
* 对应的方法和参数是固定的：  
  **public void** xxx(**int** interval);  
  其中interval是更新间隔，即上次更新到本次更新的时间。

1. Job

* Job是一个定时任务，即在某段时间之后或某个时间点执行一个服务。
* Job的构建和使用：构建一个Job对象，通过JobService的：  
  **public void** startJob(Job job);  
  **public void** deleteJob(String id);  
  来启动和删除Job，其中Job对象的结构为：  
  **public class** Job{  
  **private** String **id**;*// job唯一id***private** Date **startDate**; *// 执行时间***private boolean db**; *// 是否持久化***private** String **method**;  
  **private** Class **serviceClass**;  
  **private** Object[] **para**;  
  }  
  id：集群服务器中唯一id，建议根据业务逻辑和对应的Service同一设定。  
  startDate：job执行时间，如果小于当前时间将立刻执行。  
  db：job是否持久化，即如果服务器重启，是否还要执行该job。  
  method：job执行的方法；serviceClass：job对应的service类；para：job方法接收的参数。注意：如果db为true，para必须是可以序列化的：
* Job的存储：Job的存储方案类的定义需要继承JobStorage接口，并在配置文件中定义jobStorage。系统默认实现了DefaultJobStorage类，并将其存储在数据库中，如果使用它，要求数据库中定义相应的表：  
  **DROP TABLE** IF **EXISTS** `job`;  
  **CREATE TABLE** `job` (  
  **`id` varchar**(255) **NOT NULL**,  
  **`startDate` timestamp NULL DEFAULT NULL**,  
  **`db` int**(11) **DEFAULT NULL**,  
  **`method` varchar**(255) **DEFAULT NULL**,  
  **`serviceClass` varchar**(255) **DEFAULT NULL**,  
  **`params`** blob,  
  **PRIMARY KEY** (**`id`**)  
  ) ENGINE=InnoDB **DEFAULT** CHARSET=utf8;
* 注意：jobStorage属于FrameService，所以支持相应的Aop和Ioc功能

1. 用room做高实时性服务
2. 整体思路

* 为了满足实时性要求较高的功能，如实时对战，实时的场景等，设计了房间模块（com.mm.engine.framework.control.room. Room）。
* 对于实时性要求较高的功能，房间通过两个方面来提高其效率：一是，进入一个房间的玩家需要与房间所在服务器建立socket连接；二是，房间的所有活动可以做全缓存。所以，每个服务器都有一个固定的room的socket入口，由配置文件中的entrance.room配置，具体请看【系统配置文件】部分。对于数据的持久化，可以使用异步存储数据。
* 与request不同，room内的每个命令除了操作码（opcode），还要提供一个房间号（roomId）。在进入房间之前，玩家需要从其它途径获取该房间的roomId（一般为房间对应功能的service）和所在服务器的入口，并建立socket连接（同一个服务器只需要建立一个socket连接，多个room共用，已有的不需要重新建立），然后发送进入房间请求来进入房间。

1. 具体使用

* 具体可以参考游戏案例live。
* 继承抽象类Room，创建自己的房间类，并实现抽象方法，包括：  
  **public abstract void** onInit();  
  **public abstract** RetPacket handle(Session session, **int** opcode, **byte**[] data) **throws** Throwable;  
  **public abstract void** onDestroy();  
  **public abstract void** onPeopleEnterRoom(RoomAccount roomAccount);  
  **public abstract void** onPeopleOutRoom(RoomAccount roomAccount);  
  **public abstract void** onDisconnection(RoomAccount roomAccount);  
  房间的创建是通过RoomService中的方法**public** <T>T createRoom(Class<T> cls);来创建，此时，房间的**void**onInit();方法会被调用，对应的移除房间通过**public** Room removeRoom(**int** id);，并会触发void onDestroy();方法。  
  RetPacket handle(Session session, **int** opcode, **byte**[] data) **throws** Throwable;方法在房间收到消息的时候调用，除了进入房间和退出房间的消息。Room没有添加一层控制来实现对room消息类型opcode针对方法的转发。需要房间类自行判断并处理。（同一个房间往往是针对同一块功能的，没有必要再添加一层控制，但不是不可以考虑）。  
  进入房间、退出房间和网络断线的消息由房间系统统一处理，需要从入口处调用RoomService的**public boolean** enterRoom(**int** roomId,Session session);、**public boolean** outRoom(**int** roomId,Session session);和**public void** netDisconnect(Session session)方法，并会触发自己房间类的**void** onPeopleEnterRoom(RoomAccount roomAccount);、**void** onPeopleOutRoom(RoomAccount roomAccount);和onDisconnection(RoomAccount roomAccount);方法。若使用protocolbuf协议，系统提供的支持protocolbuf协议的Room入口com.mm.engine.sysBean.entrance.RoomNettyPBEntrance支持了这三个方法，具体参考【网络通信】模块。
* 房间模块提供了RoomAccount作为房间中用户的基本数据，包括一个存储数据的map，不过还是建议具体房间功能的类提供新的或继承RoomAccount来作为针对游戏逻辑的数据存储。另外，RoomAccount提供了Session的RoomMessageSender用于推送给客户端消息。
* Room提供了推送广播消息的一些方法，具体参考类源码。

1. 缓存与异步持久化
2. 整体思路

* 为了缓解应用层与持久层交互的效率问题，添加了缓存层，应用层直接与缓存层进行数据交互，并返回，而持久化通过异步的方式由异步模块进行，拓扑图：

service（业务逻辑）

dataCenter（数据访问服务）

cache服务

async（异步服务）

DB

本地

公共

1. ORM的设计和数据库的访问

* 为方便使用存储功能，框架实现了orm（关系对象模型），即每一个数据库表都要对应一个类，进而使得对数据的存储就像直接操作类对象一样。
* 框架选用了mysql来持久化数据，其基本参数需要在配置文件中进行配置。
* 对于与数据库表对应的类，需要满足以下几个要求：  
  第一，要能够序列化，这是因为数据库的数据要能够被缓存。  
  第二，要添加注解@DBEntity：  
  **public** @**interface** DBEntity {  
   String tableName(); *// 表名*String[] pks(); *// 主键*}  
  其中：tableName为对应的表的名称。pks为表的主键，如果为空，将使用表中所有的字段作为主键，但建议不要为空。  
  第三，对于表中字段与类中属性的对应关系，可以通过对勒种属性添加注解@Column来标注：  
  **public** @**interface** Column {  
   String value();  
  }  
  其中value为对应的表中字段名称，此外，如果不添加该注解，系统将根据名称进行匹配，注意大小写敏感。
* DBEntity类中必须包括所有的对应数据库中的字段的属性，反之不需要，即类中可以有对应的其它的属性。
* 对数据库的访问通过静态类DataSet进行，DataSet提供了多种访问方式。主要包括（一部分）：  
  **public static** <T>T select(Class<T> entityClass, String condition, Object... params);  
  **public static** <T> List<T> selectList(Class<T> entityClass, String condition, Object... params);  
  **public static** List<ColumnDesc> getTableDesc(String tableName);  
  **public static boolean** insert(Object entity);  
  **public static boolean** update(Object entityObject,String condition, Object... params);  
  **public static boolean** delete(Class<?> entityClass, String condition, Object... params);  
  其中，entityClass是要操作的DBEntity类，condition为对应的条件，如”id=5”，params是condition中对应的参数，用于替换condition中的”?”。

1. 缓存数据的结构和Key的设计

* 数据的缓存是以key-value的结构进行的存储的，类似于map，其中value用CacheEntity包装了一下：  
  **public class** CacheEntity **implements** Serializable{  
  **private** Object **entity**;  
  **private** CacheEntityState **state**;  
  **private long casUnique**;  
  }  
  其中， **entity**为要存储的数据，需要能够被序列化， **state**为存储数据的状态：  
  **public static enum** CacheEntityState{  
  ***Normal***,  
  ***Delete***, *// 这个说明该数据已经被删除****HasNot****//说明数据库中也没有，这样就不要穿透到数据库判断一个没有的数据，可以考虑用Delete？*}  
  这样，当数据被删除的时候需要做个标记，否则会穿透到数据库进行查询。**casUnique**为本数据的版本号，即所有缓存中的数据都有一个版本号，当数据进行获取-更新操作的时候，通过版本号来防止多线程更新问题。
* 对于对数据库中数据的缓存，其具体数据包括两种类型，一种是对象类型Object，一种是集合类型List，其中，对象类型中存储的是具体的一个数据，即对应数据库中表中的一条记录，而List类型存储的是一系列对象类型的缓存数据的key的列表，并不存储真实的对象数据，对数据的定位要通过二次查询。
* 对象类型的key是由对象的类的类型名称与该对象的主键值组成，以确保其唯一性，组成规则为ClassName\_key1\_key2\_key3\_...。而集合类型的key的组成规则为ClassName#list#条件列名1\_条件列名2\_...#条件值1\_条件值2\_...，其中条件列为查询该结合时使用的查询条件。

1. 两层缓存

* 对数据的缓存分为本地缓存和远程缓存两部分，本地缓存是对远程缓存的补充，即集群中所有服务器公用同一套远程缓存，本地缓存仅对查询的结果进行缓存，以提高再次查询效率。
* 对于查询操作，优先查询本地缓存，没有则查询远程缓存，没有则查询数据库，并填充两级缓存。而增删改要做三件事情：一是，将会清理本地缓存的该数据，并通知其它服务器清理本地缓存的该数据（异步），以确保多服务器之间数据的正常；二是，更新远程缓存；三是，通知异步服务器对数据库进行异步更新。
* 本地缓存使用的是ehcache，远程缓存使用的是memcached，对应客户端为xmemcached，两者可以通过插件化的方式进行配置。

1. 异步更新数据库

* 对数据库的异步更新操作，包括插入，删除和更新，是通过AsyncService完成的，异步更新操作由异步服务器进行，所有服务器的对数据库的操作都将发送给异步服务器处理。
* AsyncService主要对外提供的调用方法包括：  
  **public void** insert(String key,Object entity);  
  **public void** update(String key,Object entity);  
  **public void** delete(String key,Object entity);
* 而数据将会被构建成AsyncData对象并发送给异步服务器。  
  **public static class** AsyncData{  
  **private** String **key**;  
  **private** OperType **operType**;  
  **private** Object **object**;  
  **private int threadNum**;  
  }  
  其中**key**为数据对应的键值，**operType**为更新类型，即插入、删除和更新。**object**为对应的数据，另外，**threadNum**为更新使用线程，由于异步服务器要开启多个线程来处理数据，而对于同一个service访问请求（往往等价于同一个线程），其对数据的操作必须先到先处理，所以用相同**threadNum**来选定其处理使用的异步线程，放入线程队列，确保其时序性。
* 也可以一次提交给异步服务器多个异步处理请求，通过AsyncService的  
  **public void** asyncData(List<AsyncData> asyncDataList);  
  默认所有的异步更新请求将使用与本线程的其它请求（没有则创建）同一个更新线程，所以，参数中的AsyncData不需要为**threadNum**赋值。
* 由于插入和删除也是用的异步进行的，所以对于穿透到数据库的集合查询，需要对异步服务器的符合查询条件的记录进行获取。

1. 基本使用

* 对数据库数据的访问主要通过DataService即可完成，是数据对应用层的最终入口。它即考虑了缓存和异步更新，又考虑了事务问题，但使用起来较为简单，主要使用如下几个函数：  
  **public** <T>T selectObject(Class<T> entityClass, String condition, Object... params);  
  **public** <T> List<T> selectList(Class<T> entityClass, String condition, Object... params);  
  **public boolean** insert(Object object);  
  **public boolean** update(Object object);  
  **public boolean** delete(Object object)；  
  其中entityClass为要访问的数据类， condition为定位条件，允许里面有参数”?”，用params来替换。查询分为两种，查询一个对象和查询一个列表，需要注意的是，查询一个对象要求condition必须为该类型的主键。
* 目前，更新和删除并没有提供针对条件的处理或者批量处理。虽然目前来说已经可以满足所有的需求，为了提高效率和灵活性，有必要提供更多的操作支持。

1. 服务层事务
2. 整体思路

* 事务要满足四个条件，ACID，即原子性，一致性，隔离性和持久性。系统需要再服务层完成这些特性，即服务层事务，实际使用中具体的服务不一定要完全满足ACID，有的可能只需要满足原子性，有的业务逻辑本身不会出现并发问题，而另外一些要完全满足。
* 由于采用的是异步更新数据库，数据库更新之前数据就被投入使用（此时要求缓存已经正常更新），故异步数据库一旦出现问题，数据将通过其它途径存储，并停服处理，而不是回滚数据库更新，所以数据库可以不考虑事务问题。
* 除了持久性使用了异步存储之外，服务层的事务是通过两个服务来完成的，一个是事务缓存服务TxCacheService,一个是锁服务LockerService。TxCacheService可以将事务所涉及的数据缓存起来，直到服务正常完成才提交，否则不提交也便是数据回滚，确保了数据的原子性，LockerService通过对提交数据的加锁来确保数据更新的一致性和隔离性。
* 事务的嵌套采用如下方案：如果在事务之中，则使用之，否则，如果需要事务，则开启事务。

1. 锁服务

* 锁服务运行在一个服务器中，提供集群中所有服务器的加锁服务，目前运行在主服务器上。
* 锁服务对对提供两种加锁方式，一是对某个字符串加锁，二是对一个LockerData进行校验后加锁，LockerData提供的是异步服务器更新数据之前的校验参数，实则也是对字符串加锁：  
  **public static class** LockerData **implements** Serializable,Comparable<LockerData>{  
  **private** String **key**;  
  **private** OperType **operType**;  
  **private long casUnique**;  
  }  
  **key**异步数据的key值，**operType**异步操作类型，**casUnique**缓存数据版本校验。
* LockerService主要提供三个对外的方法：  
  **public boolean** lockAndCheckKeys(LockerData... lockerDatas);  
  **public boolean** lockKeys(String... keys);  
  **public void** unlockKeys(String... keys);  
  **public <T> T** doLockTask(LockTask<T> task, String... keys)；  
  即上面所说的两种加锁方式和一个解锁，还有一种提供一个在锁中执行的任务。
* 锁服务提供的锁为可重入锁，

1. 事务缓存

* 事务缓存相当于给添加事务的服务又添加了一层缓存。对于在事务中的操作，其对单个对象的查询优先从事务缓存中获取，而集合的查询也要从事务中获取新值，而对数据的更新，在事务提交之前只更新事物缓存中的数据，直到事务执行成功，数据统一提交缓存和异步服务器，否则，事务失败，事务缓存中数据抛弃。
* 事务缓存中的数据是通过key-PrepareCachedData的方式存储，其中，key为对应数据的缓存键值，PrepareCachedData为：  
  **public static class** PrepareCachedData {  
  **private** OperType **operType**;  
  **private** String **key**;  
  **private** Object **data**;  
  }  
  **key**异步数据的key值，**operType**异步操作类型，**data**实际缓存的数据
* 事务缓存中记录有本事务需要加锁的类型，用于在事务提交的时候对更新数据进行加锁。
* 事务通过AOP功能实现，对需要添加事务的方法，在方法进行之前进入并初始化事务，方法退出时提交事务。在初始化事务时需要记录需要加锁的类型，提交事务的时候，要先进行加锁校验**public boolean** lockAndCheckKeys(LockerData... lockerDatas)，通过校验后要先提交缓存，最后提交给异步服务器。

1. 基本使用

* 所有的Service中的方法都可以添加事务。需要添加事务的方法，需要添加注解@Tx：  
  **public** @**interface** Tx {**boolean** tx() **default true**;  
  **boolean** lock() **default false**;  
   Class<?>[] lockClass() **default** {};  
  }  
  tx表示是否添加事务，默认是添加的，lock表示事务是否加锁，默认不加锁。lockClass表示需要加锁的数据类型。如果lock为false，lockClass将不起作用，如果lockClass为空，lock为true，将对所有的更新数据进行加锁。  
  事实上，很多服务并不会有并发问题，业务逻辑本身就不会导致并发问题，如对同一个玩家的多个数据进行操作，而这些数据只要改玩家才回修改，但是要保证原子性，所以不用加锁。
* 注意，事务对效率存在较小的影响，加锁影响稍大，尽量减少在同一个事务中加过多的锁，尤其是对于并发要求较高的对象，容易导致锁等待和锁超时。但对于一般服务来讲，在不能确定不加锁就能保证安全的情况下，加锁是没错的。

1. 网络通信
2. 基本概念和思路

* 系统的网络通信是指，通过网络与其它系统与服务进行数据交换，包括作为服务器，接收来自客户端的连接和通信，和作为客户端与其它服务器建立连接和通信。
* 入口（Entrance）是系统作为服务器时的需要构建的组件，一个入口代表一个接受client连接的服务器，是连接通用网络框架，如netty，jetty等和系统应用的组件。入口中需要完成数据包的获取，编解码，对处理服务的调用和数据的返回，最终的异常处理等。系统中必须拥有的入口包括：netEvent入口，即集群中多个服务器之间通信的入口；request入口，即应用客户端与系统数据通信的入口；mainRequest入口，即应用通过mainServer获取它锁登陆的服务器的信息，并进行一个登陆处理；room入口；gm指令入口。
* 系统作为客户端与其它服务器建立连接通过ServerClient进行，即与集群内的服务器的netEvent建立连接，每个服务器均与集群内的其它每一个服务器建立两个client-server连接，互为客户端服务器，所有的数据通信的发起方都是作为客户端完成。

1. 自定义网络通信组件

* 首先，需要先定义一个入口，需要继承抽象类Entrance：  
  **public abstract class** Entrance {  
   **protected** String **name**;  
   **protected int port**;  
   **public** Entrance(){}  
   @AspectMark(mark = {**"EntranceStart"**})  
   **public abstract void** start() **throws** Exception;  
   **public abstract void** stop() **throws** Exception;  
  }  
  其中，**name**为入口名称，**port**为服务端口，start在系统启动的时候被调用，stop在系统关闭的时候被调用。而开始方法添加了aop，是为了在系统启动的时候添加一个事件SysConstantDefine.Event\_EntranceStart，事件参数为对应的Entrance对象。
* 然后在配置文件中配置该入口：  
  **entrance.xxx.port** = **port  
  entrance.xxx.class** = **class**其中xxx为入口的名称，port为服务端口号，class为对应的Entrance类
* 入口提供了类似service的部分系统服务，包括Ioc，Aop。

1. 系统提供的网络服务组件

* NetEventNettyEntrance。用netty实现的集群中服务器之间通信的入口，通过序列化java对象进行数据传输，其中传输的对象为NetEventData，具体参见“五大基本控制组件中的NetEvent和RPC”。在配置文件中配置为：  
  **entrance.netEvent.port** = **8001  
  entrance.netEvent.class** = **com.mm.engine.framework.net.entrance.socket.NetEventNettyEntrance**
* RequestNettyPBEntrance。用netty实现的通过ProtocolBuf通信协议进行通信的Request入口，即与应用客户端进行通信的入口。数据编码方式为：12byte的包头+数据包，其中包头组成为：contentSize(int)-opcode(int)-id(int)。其中contentSize为包内容的大小，opcode为Request中的请求服务类型，参见“五大控制组件中的Request”，id为包的编号，用于客户端标记请求的返回值来对应请求的发送。  
  在配置文件中配置为：  
  **entrance.request.port** = **8003  
  entrance.request.class** = **com.mm.engine.sysBean.entrance.RequestNettyPBEntrance**
* RequestJettyPBEntrance。用嵌入式jetty实现的通过ProtocolBuf通信协议进行通信的mainRequest入口。数据编码方式为：通过http头的参数key=SysConstantDefine.***opcodeKey***传输opcode，通过数据流传输包内容。在配置文件中配置为：  
  **entrance.mainRequest.port** = **8080  
  entrance.mainRequest.class** = **com.mm.engine.sysBean.entrance.RequestJettyPBEntrance**
* RoomNettyPBEntrance。用netty实现的通过ProtocolBuf通信协议进行通信的Room入口。数据编码方式为：16byte的包头+数据包，其中包头组成为：contentSize(int)-opcode(int)-id(int)-roomId(int)。其中roomId为消息发往的房间id，其它三个和RequestNettyPBEntrance一样。  
  因为room的进入和退出房间的消息由入口调用，所以，在RoomNettyPBEntrance中截取了进入房间和退出房间的两个消息，并调用roomService的对应方法：**public boolean** enterRoom(**int** roomId,Session session);、**public boolean** outRoom(**int** roomId,Session session);。（协议定义请参考前后端协议中的“系统提供协议”）在连接断开的时候调用**public void** netDisconnect(Session session)方法。  
  在配置文件中配置为：  
  **entrance.room.port** = **8002  
  entrance.room.class** = **com.mm.engine.sysBean.entrance.RoomNettyPBEntrance**
* GmEntranceJetty。系统提供个gm指令的入口，由嵌入式Jetty实现。系统提供的gm服务是网页形式的服务，具体参考gm模块。在配置文件中配置为：  
  **entrance.gm.port** = **8081  
  entrance.gm.class** = **com.mm.engine.framework.net.entrance.http.GmEntranceJetty**
* Request和mainRequest中需要处理一些和账号登录登出，以及session的一些处理，具体参见“Session与Account”
* NettyServerClient。用netty实现的继承ServerClient接口的类，集群内服务器之间的通信通过它来进行，在netEvent中在系统建立连接的时候和通信的时候实例化：  
  **public interface** ServerClient {  
   **public void** start() **throws** Exception;  
   **public** Object send(Object msg);  
   **public void** sendWithoutReply(Object msg);  
  }

1. 集群建立起来相互连接

集群的相互连接时通过netEvent系统进行的，在集群中的一个节点启动之后，如果不是mainServer，会主动连接mainServer（通过配置文件中的key=mainServer类获取mainServer地址），然后获取其它Server的存在，并与其它server建立连接，此时，mainServer会通知其它server新节点的加入，其它server会与之建立连接，同样，如果再有新的节点加入，mainServer会通知该节点。

1. Session与Account
2. 概念与思路

* Session是客户端与服务器之间建立的一个连接，在系统中主要用于记录应用客户端和服务器建立起来的本次会话的相关数据，包括登陆时间，客户端ip等等。Session是不持久化的，会话结束，Session即被销毁。Account是代表用户的基本对象，用于存储账户的基本信息，其中，accountId是每个标识每个用户唯一性的最终标记，Account需要持久化。
* Session在用户每次登陆的时候建立，并统一管理，同一个Account同一时间只能建立一个Request的Session，即只能在一个客户端登陆，否则，后登陆的会将之前登陆的顶下来。鉴于此，Request的Session是在分配客户端Node服务器的时候创建并在mainServer上面有一份统一管理。
* Room的Session对每个Account来说，集群中每个服务器可以有一个，因为同一个Account可以同时在多个room中，而不同的room可以分布在不同的服务器上。
* 在引擎中提供的Account和对应的AccountSysService主要是解决账户的登陆登出，掉线，推送等问题

1. Session相关

* **public class** Session{  
   **private** String **url**; *// 客户端请求的url* **private final** String **sessionId**; *//* **private** String **accountId**; *//*  
   **private final** String **ip**; *// 客户端本次会话的ip地址*  
   **private final** Date **createTime**; *//session创建的时间，可记录在线时间*  
   **private** Date **lastUpdateTime**; *// 最后一次操作时间，用于计算session是够过期等*  
   **private** MessageSender **messageSender**; *//推送给Request客户端消息的工具*  
   **private** RoomMessageSender **roomMessageSender**; *//推送给Room客户端消息的工具* **private** Map<String,Object> **attrs**; *//session可存储一些属性*  
  }
* **MessageSender**和**RoomMessageSender**是两个接口**，**用于给相应的用户客户端推送消息，这两个值分别需要在对应的session创建的时候赋值，系统提供了两者的基于Netty和ProtocolBuf的实现NettyPBMessageSender和NettyPBRoomMessageSender。对应的使用可参见RequestNettyPBEntrance和RoomNettyPBEntrance
* Session的基本服务由SessionService提供，主要包括session的创建、存储、获取和移除，更多的和Account相关的服务将由AccountSysService提供。

1. 账号的登陆和登出

* 账号的登陆过程的流程图
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通知原登陆者被顶下消息

* 账号的登出分为多种情况：第一，玩家主动登出，登出消息发送给mainServer，mainServer通知nodeServer该account的登出，并清理相关数据；第二，掉线，nodeServer先收到socket断线消息，然后通知mainServer，并清理相关数据；第三，被替换掉线，这个在mainServer判断出来，并nodeServer，推送原来登陆玩家在其他地方登陆的消息，清理相关数据；第四，session过期，nodeServer收到session过期消息，并推送给前端session过期的消息，强制其退出，并通知mainServer。
* mainServer保持着所有NodeServer的状态，NodeServerState：  
  **public class** NodeServerState {  
   **private** ServerInfo **serverInfo**;  
   **private int workload**; *// 负载* **private int accountCount**; *// 账户数量* **private** Set<String> **accountIdSet** = **new** HashSet<>();  
  }  
  **serverInfo**为server的信息， **accountIdSet**为server上登陆的玩家。其中，ServerInfo的结构为：  
  **public class** ServerInfo **implements** Serializable {  
   **private** String **host**; *// server地址*  
   **private int netEventPort**; *//netEvent端口*  
   **private int requestPort**; *// request端口*  
   **private int roomPort**; *//room端口*  
   **private int type**; *//服务器类型*  
  }
* 账号的登陆登出的系统服务由AccountSysService完成，系统提供了如下接口，需要系统使用者在账号服务（在本引擎中提供了基于ProtocolBuf协议的AccountService）中调用：  
  **public** LoginSegment loginMain(String id,String url,String ip);  
  **public void** logoutMain(String id);  
  **public void** loginNodeServer(String id,String sessionId);  
  **public void** netDisconnect(String sessionId);  
  如上面的“账号的登陆过程的流程图”中所示，需要先用loginMain登陆mainServer，并获取被分配的nodeServer信息和sessionId：  
  **public class** LoginSegment {  
   **private** String **host**;  
   **private int port**;  
   **private** String **sessionId**;  
   **private** Account **account**;  
  }  
  然后用对应的信息调用loginNodeServer完成nodeServer的登陆。  
  logoutMain为用户主动退出时需要调用的，netDisconnect为应用掉线的时候需要调用的。具体的使用方式可参见AccountService

1. 向应用客户端的消息推送

* 消息推送是指服务器主动向应用客户端发送消息,使用SendMessageService来完成，最终是使用登陆用户的Session中的MessageSender完成的。
* 推送组：指可以指定某些用户为一个推送组，可以一次性推送给该组内所有用户同一个消息，如联盟，派别等。SendMessageService中关于推送组的方法包括：  
  **public void** putIntoGroup(String groupId,String accountId);  
  **public void** removeOutGroup(String groupId,String accountId);  
  **public void** removeGroup(String groupId);  
  推送组的持久化需要继承SendMessageGroupStorage接口，并在系统配置文件中配置FrameBean：**sendMessageGroupStorage**=xxx来保存SendMessageGroup对象。SendMessageGroup对象添加了注解@DBEntity(tableName = **"sendMessageGroup"**,pks = {**"groupId"**})，所以可以保存在数据库中，系统提供了这个功能，可以参见DefaultSendMessageGroupStorage。
* SendMessageService主要的推送方法包括：  
  **public void** sendMessage(String accountId,**int** opcode,**byte**[] data);  
  **public void** broadcastMessage(**int** opcode,**byte**[] data);  
  **public void** sendGroupMessage(String groupId,**int** opcode,**byte**[] data);  
  其中，sendMessage为推送给某个固定用户，broadcastMessage为推动给集群系统中所有用户，sendGroupMessage为推送给某个组内所有的人。

1. 异常与监控
2. 异常

* 系统在运行过程中出问题时，主要是通过抛异常来停止当前线程，异常分为两种，一种是非应用请求中的异常，一种是应用请求中的异常，其中第二种又分为两种，即和应用业务逻辑直接相关，需要返回给前端消息的，一种是不需要返回给前端消息的。其中需要返回给前端消息的，使用ToClientException，其它的，使用MMException。
* ToClientException结构如下：  
  **public class** ToClientException **extends** RuntimeException {  
   **private int errCode** = -10001;*// 异常代号***private int opcode**; *// 前端请求操作码*  
   **private** String **errMsg** = **null**; *// 消息*  
  }  
  **errCode**可以代表不同的异常类型，**opcode**代表前端发起该请求时的操作码， **errMsg**代表传给前端的消息，如弹框阻止该操作的进行等。
* MMException目前只是作为一个异常提醒。

1. 监控思路

监控部分还没有设计好如何做，但其目标是：第一，启动和关闭条件的监控；第二，极端事件的监控；第三，用户可以定制的监控；第四，日常运行的监控，如负载，网络等。

1. 系统工具
2. 系统配置文件

系统配置文件为mmserver.properties，主要包括以下几个部分：frameBean，entrance，mainServer，jdbc（数据库配置），appPacket（系统包，在包内定义的Service才会生效），syncUpdate，用户自定义部分。用户自定义的话，可以通过Server.*getEngineConfigure*().getString(key);来获取。

1. 系统变量

* 系统变量是指全系统使用的变量，均为key-value类型。有两种设置途径，一个是由配置文件配置，可以由策划配置，另一个是程序自己设置，程序设置的会覆盖掉策划配置的数据。当然，也可以移除程序设置的数据。
* 系统变量服务由SysParaService提供，主要对外提供三个方法：  
  public String get(String key); // 获取一个变量  
  public String put(final String key,final String value); //设置一个变量  
  public String reset(final String key); // 重置一个变量  
  重置变量是指删除程序设置的变量值，如果有配置文件配置的该值，则使用配置文件的值，否则，删除该变量。
* 在MMServerEngine/others/sysPara目录下面是和系统变量的生成和使用相关的工具。在sysPara.properties文件中设置变量，然后运行sysPara.bat，便生成了对应的系统变量源码文件：SysPara.java，默认会将该文件copy到项目的com.sys包下面。如果MMServerEngine/others/sysPara相对于系统的路径修改，请修改sysPara.bat中的copy路径。

1. Gm指令

* 系统提供了方便的gm工具框架。gm工具是通过网页的形式使用的。如果要对一个Service添加一个gm功能，首先编写一个方法，然后给该方法添加一个@Gm注解:  
  **public** @**interface** Gm {String id();  
   String describe() **default ""**;String[] paramsName() **default** {};  
  }id为该gm的唯一id，建议使用Service名+功能，防止重复；describe为该gm工具的描述，在使用界面中会显示；paramsName 为该gm工具的参数的名字，在使用界面中会显示在输入框前面，如果没有则显示“param”。
* GM方法的参数必须是基本类型或者String类型，返回值必须是void或者map<String,String>或者String类型，返回值将在使用界面中作为执行后的反馈.
* gm的入口在配置文件中配置：  
  **entrance.gm.port** = **8081  
  entrance.gm.class** = **com.mm.engine.framework.net.entrance.http.GmEntranceJetty**  
  系统启动的时候日志中会提示使用方式：“gm模块启动,使用url:http://localhost:8081/gm 进行访问”。
* 如在Service中配置gm函数为：  
  @Gm(id=**"SysPara\_gmUpdate"**,describe = **"update system para"**,paramsName = {**"key"**,**"value"**})  
  **public** String xxx(String key,String value){  
   **return "**xxxx**"**;  
  }  
  网页中显示。  
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1. IdService

* IdService是一个id生成器，可以根据传入的类型Class生成唯一的id，它提供了两个方法：  
  **public int** acquireInt(Class<?> cls);  
  **public void** releaseInt(Class<?> cls, **int** id);  
  acquireInt是获取一个id，releaseInt是释放一个id。
* IdService是属于singleService，生成的id是集群唯一的。

1. 国际化，

还没有做

1. Utils

Utils是系统提供的一些工具，为对org.apache.commons.lang的补充，和一些针对应用的工具，可根据需要添加。

1. 测试

还没有做，基本的思路为：第一，功能测试；第二，压力测试；第三，临界测试。等

## 集群

## 系统与周边

1. 策划配表
2. 基本使用

策划配数是指策划通过excel设置一些数据，然后在程序中可以作为只读数据调用。MMSE提供的策划配表在MMServerEngine/others/table目录下面。其中tables目录下面是excel文件，然后将table.bat下面的**set *excel\_file\_name***=**xxx.xlsx**设置为对应的excel文件，然后执行之，其数据被生成对应的java文件，在com.table目录下面。

1. excel的配表规则

同一个excel中可以有多个表单，每个表单最多对应一个表，或者不是表。
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1. 生成的类和使用方式

如果excel的Sheet1配置为

![](data:image/png;base64,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)

那么生成的类为：**public final class** Sheet1{  
 **public static final** Sheet1[] datas={  
 **new** Sheet1(**"xiaoming"**,(**int**)12.0,(**long**)1.23,(**float**)3.21,java.sql.Timestamp.valueOf(**"2016-7-23 10:10:10"**)),  
 **new** Sheet1(**"xiaoming"**,(**int**)13.0,(**long**)1.23,(**float**)3.21,java.sql.Timestamp.valueOf(**"2016-7-24 10:10:10"**))  
 };  
 **private** String name;  
 **private int** para1;  
 **private long** para2;  
 **private float** para3;  
 **private** java.sql.Timestamp time;  
  
 **public** Sheet1(String name,**int** para1,**long** para2,**float** para3,java.sql.Timestamp time){  
 **this**.name=name;**this**.para1=para1; **this**.para2=para2; **this**.para3=para3; **this**.time=time;  
 }  
 **public** String getName(){**return** name;}  
 **public void** setName(String name){**this**.name=name;}  
 // **其它get set方法**  
}

可以通过静态只读数组变量datas后去所有的配置数据。

1. 前后端协议
2. 使用Protocol Buffer

系统提供了Protocol Buffer协议的使用。在MMServerEngine/others/proto文件夹下面是相关工具。首先将编写的proto文件放在protos文件夹下面，然后打开proto.bat文件，修改里面两个变量，分别是***proto\_file\_name***为proto文件名，***start\_index***为opcode的初始代码。然后运行proto.bat，在com.protocol中即可得到两个java文件，分别是，proto生成的java文件和一个opcode文件，即，该协议文件中的所有的协议的操作码，默认情况下，proto.bat会copy它们到系统的对应目录下面。

在csharp目录下面，有对应的c#代码生成工具，先修改proto.bat文件中的两个变量，分别是***proto\_file\_name***为proto文件名，***start\_index***为opcode的初始代码。然后运行proto.bat，在csharpfile文件夹下生成三个.cs文件，即为对应proto的c#文件。

1. 系统提供协议

* BasePB.proto  
  提供了一个协议，ToClientException返回给客户端的消息
* RoomPB.proto  
  提供了两个协议，进入房间和退出房间的消息。
* AccountPB.proto  
  提供了三个协议：登陆mainServer，登出mainServer以及登陆nodeServer

1. 部署

还没有做

1. 运营

还没有做

## 重要框架原理分析和文件详述

## 基本使用流程：定义表

## 一个小游戏案例Live