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**Abstract.** Parameterized verification of parameterized protocols like cache coherence protocols is important but hard. Our tool paraVerifier handles this hard problem in a unified framework: (1) it automatically discovers auxiliary invariants and the corresponding causal relations from a small reference instance of the verified protocol; (2) the above invariants and causal relation information are automatically generalized into a parameterized form to construct a parameterized formal proof in a theorem prover (e.g., Isabelle). The principle underlying the generalization is the symmetry mapping. Our method is successfully applied to typical benchmarks including snoopy-based and directory-based benchmarks. Another novel feature of our method lies in that the final verification result of a protocol is provided by a formal and readable proof.

# Introduction

Verification of parameterized concurrent systems is interesting in the area of formal methods, mainly due to the practical importance of such systems. Parameterized systems exist in many important application areas, including cache coherence, security, and network communication protocols. The hardness of parameterized verification is mainly due to the requirement of correctness that the desired properties should hold in any instance of the parameterized system. The model checkers, although powerful in verification of non-parameterized systems, become impractical to verify parameterized systems, as they can verify only an instance of the parameterized system in each execution. A desirable approach is to provide a proof that the correctness holds for any instance.

*Related Work* There have been a lot of studies in the field of parameterized verification [1,2,3,4,5,6,7,8,9]. Among them, the ‘invisible invariants’ method [3] is an automatic technique for parameterized verification. In this method, auxiliary invariants are computed in a finite system instance to aid inductive invariant checking. The CMP method [6] adopts parameter abstraction and guard strengthening to verify a safety property *inv* of a parameterized system. An abstract instance of the parameterized protocol is constructed by a counter-example-guided refinement process in an informal way.

The degree of scalability and automatic are two critical merits of approaches to parameterized verification. In this sense, verification of real-world parameterized systems is still a challenging tasks. For instance, up to now, the verification of a real-world benchmark FLASH requires human guidance in the existing successful verifications [10,11,6]. In order to effectively verify complex parameterized protocols like FLASH, there are two critical problems. The first one is how to find a set of sufficient and necessary invariants without (or with less) human intervention, which is a core problem in this field. The second one is the rigorousness of the verification. The theory foundation of a parameterized verification technique and its soundness are only discussed in a paper proof style in previous work. It is preferable to formulate all the verification in a publicly-recognized trust-worthy framework like a theorem prover [6]. However, theorem proving in a theorem prover like Isabelle is interactive, not automatical.

In order to solve the parameterized verification in a both automatical and rigorous way, we design a tool called paraVerifier, which is based on a simple but elegant theory. Three kinds of causal relations are introduced, which are essentially special cases of the general induction rule. Then, a so-called consistency lemma is proposed, which is the cornerstone in our method. Especially, the theory foundation itself is verified as a formal theory in Isabelle, which is the formal library for verifying protocol case studies. The library provides basic types and constant definitions to model protocol cases and lemmas to prove properties.

Our tool paraVerifier is composed of two parts: an invariant finder invFinder and a proof generator proofGen. Given a protocol P and a property *inv*, invFinder tries to find useful auxiliary invariants and causal relations which are capable of proving *inv*. To construct auxiliary invariants and causal relations, we employ heuristics inspired by consistency relation. Also, when several candidate invariants are obtained using the heuristics, we use oracles such as a model checker and an SMT-solver to check each of them under a small reference model of P, and chooses the one that has been verified.

After invFinder finds the auxiliary invariants and causal relations, proofGen generalizes them into a parameterized form, which are then used to construct a completely parameterized formal proof in a theorem prover (e.g., Isabelle) to model P and to prove the property *inv*. After the base theory is imported, the generated proof is checked automatically. Usually, a proof is done interactively. Special efforts in the design of the proof generation are made in order to make the proof checking automatically.

# Preliminaries

There are three kinds of *variables*: 1) simple identifier, denoted by a string; 2) element of an array, denoted by a string followed by a natural inside a square bracket. E.g., *arr*[*i*] indicates the *i*th element of the array *arr*; 3) filed of a record, denoted by a string followed by a dot and then another string. E.g., *rcd.f* indicates the filed *f* of the record *rcd*. Each variable is associated with its *type*, which can be enumeration, natural number, and Boolean.

*Experssions* and *formulas* are defined mutually recursively. *Experssions* can be simple or compound. A simple expression is either a variable or a constant while a compound expression is constructed with the ite(if-then-else) form *f*?*e*1 : *e*2, where *e*1 and *e*2 are expressions, and *f* is a formula. A *formula* can be an atomic formula or a compound formula. An atomic formula can be a boolean
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variable or constant, or in the equivalence form *e*1 = *e*2, where *e*1 and *e*2 are two expressions. A *formula* can also be constructed by using the logic connectives, including negation (!), conjunction (Z), disjunction (Y), implication (99K).

An *assignment* is a mapping from a variable to an expression, and is denoted with the assigning operation symbol “:=”. A *statement α* is a set of assignments which are executed in parallel, e.g., *x*1 := *e*1;*x*2 := *e*2;*...*;*xk* := *ek*. If an assignment maps a variable to a (constant) value, then we say it is a *value*-*assignment*. We use *α*|*x* to denote the expression assigned to *x* under the statement *α*. For example, let *α* be {*arr*[1] := *C*;*x* := *false*}, then *α*|*x* returns *false*. A *state* is an instantaneous snapshot of its behavior given by a set of value-assignments.

For every expression *e* and formula *f*, we denote the value of *e* (or *f*) under an state *s* :: *var* ⇒ *valueType* as A[*e,s*] (or B[*f,s*]). For the state *s* and a formula *f*, we write *s* |= *f* to mean B[*f,s*] = *true*. Formal semantics of expressions and formulas are given in HOL as usual, which is shown in [12].

For an expression *e* and a statement *α* = *x*1 := *e*1;*x*2 := *e*2;*...*;*xk* := *ek*, we use vars(*α*) to denote the variables to be assigned {*x*1*,x*2*,...xk*}; and use *eα* to denote the expression transformed from *e* by substituting each *xi* with *ei* simultaneously. Similarly, for a formula *f* and a statement *α* = *x*1 := *e*1;*x*2 := *e*2;*...*;*xk* := *ek*, we use *fα* to denote the formula transformed from *f* by substituting each *xi* with *ei*. Moreover, *fα* can be regarded as the weakest precondition of formula *f* w.r.t. statement *α*, and we denote *preCond*(*f,α*) ≡ *fα*. Noting that a state transition is caused by an execution of the statement, formally, we define: ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJ0AAAAtCAYAAAC07GmjAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAASOSURBVHhe7Zy77w1BFMcvvVeoFAqikBAiQkEkKo8oSfQSrz9AEAoJjULnlag0+AdESFQoPAoJ0fCLKFQewR/A+ezOic01+7p3Zu/O3vNJvpm9926xe+bMmTNn9u7IMLpmkWtTZa1ou2hN9mk0eit6kB8afWWxa1MDZ7sneiXaJHouwuEuir6LDojGWelaw2jNERGO9VLkcyS+/yPalX36B046/p1h1ILD4VAfRGWRiyin5yici6MaRiuYUnEmXxQrgoONn3dadD0/NIzmPBThSEyfdRDVOBdnwwmJejit0QNSWUjgMHvzw9Ft11bxwrVwVHRftJB9MmZOKk5HWUR559ombBUdE13NPhlGC5gmNU9rgk7FTLOb+cLoD6lEOmpwk/BI9CY/NIx2aMmD6FVWKlFYseq5RDzDmJjjIhyJqdYHiw3KIjia1vOKK11+s6nWaI3mdjgQEQ3hjOw24GA4m8I5nEux+LKoSaml7xDlNV9Ntu6Y4oY/Ea24yf9ZRInEVxLBCTmPc3DM1OF+7uaHGVtElrMaUWHgEOUQeWtdfmsYU4GDqcMhUgbDiIo+yKBRLtltvVSfp5tHDroWqD/atp4RHa09Iiv9GNGhNKQOl/wq3KbXNNjvWrjjWsOICs8DEuWGUOA2EoBVqk6txR2XZEn9L4jzANt8N0UfRTtE30QhYVGyJD+MzhfRQlOnY7Stzg8znrrWmIw29mRK3SY6IbrFFwHhOnDmLllV53SE80v5YZZXUBviQtn7vCHiidzQIy8UrPh+i3x7k1T3N4jei7q8/rb25Dq/in6I1otiXKvuT3fBT1HlwOEpBmpDvjwCY/B7n59X0+sv25/kty7LD5PYk6mPXG4utrz0ESLfP+UVrR3R9hEiSFWH6T12UWgdgj2jop1V/LPyOGrEOkPOGhyO6OJzLKIL9xg7Wg/JntFQA1R1hj5IiDBqX8GxSMTpcN80q9El5vQ1JHtGQw1QlQ/RWXRUCqOSKMe9lDkeORb3S2kiBkOzZxRIaHXU0VF0Rhd5T0yKjueLJOp4LCzKHGNShmjP4GgH+ESn+FZf01CcWvogHCNkMt+1PdvAAGQw+q4thrJoX1anY3SezA+98F64faIQdSOmlI35YVTOiFaIqId94osCy0TnRNTDzopCF2G7tGdbiLzcf1dcca0XRjsjsWwkVCXGfUOnOF/exnTKYgOFjHDjDMmenUAOQofRMUVDpZCb6OqxzuG6XDWmbM/gNEmii4lx31dbRBeuE8fzUVXHC8HQ7BkUjK5hv65mhSHVSDGnoxCwKCCa+FCH9EXAaRmqPYNC5+iNN8kt9NwmI3lW6KqxLIpxn9x3jHsYoj2DoY+rr3MtPHFtGToFsAqcxWqrKbtFvAyx7CkTOC+KcQ9DtGdwmAqa1oyYrjh/LrdrGpKKPRl8xagcW9nMonU6Eu3DoqpaERfIVMEo3iOyd2iUk4o9uYZrouXZp/jw/OCFYnEYQ/GqVKakZ6JfIlgq2imiuMmLak6J7I++9Zg9SxjfkcDzD4lIvjXcvxbx1qPHInO2dpg9/2M0+gt9KK2tIZLJggAAAABJRU5ErkJggg==)(∀*x* ∈ vars(*α*)*.s*0(*x*) = A[*α*|*x,s*]) ∧(∀*x /*∈ vars(*α*)*.s*0(*x*) = *s*(*x*)) .

A *rule r* is a pair *< g,α >*, where *g* is a formula and is called the *guard* of rule *r*, and *α* is a statement and is called the *action* of rule *r*. For convenience, we denote a rule with the guard *g* and the statement *α* as *g* B *α*. Also, we denote act(*g* B *α*) ≡ *α* and pre(*g* B *α*) ≡ *g*. If the guard *g* is satisfied at state *s*, then *α* can be executed, thus a new state *s*0 is derived, and we say the rule *g* B *α* is triggered

at *s*, and transited to *s*0. Formally, we define:![](data:image/png;base64,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).

A *protocol* P is a pair (*I,R*), where *I* is a set of *formulas* and is called the initializing formula set, and *R* is a set of rules. As usual, the reachable state set of protocol P = (*I,R*), denoted as reachableSet(P), can be defined inductively: (1) a state *s* is in reachableSet(P) if there exists a formula *f* ∈ *I*, and *s* |= *f*; (2) a state *s* is in reachableSet(P) if there exists a state *s*0 and a rule *r* ∈ *R* such that *s*0 ∈ reachableSet(P) and *s*0 →*r s*.

A parameterized object(T) is simple a function from a natural number to T, namely of type *nat* ⇒ *T*. For instance, a parameterized formula *pf* is of type *nat* ⇒ *formula*, and we define forallForm(1*,pf*) ≡ *pf*(1), and forallForm((*n* + 1)*,pf*) ≡ forallForm(*n,pf*)Z*pf*(*n*+1). existsForm(1*,pf*) ≡ *pf*(1), and existsForm((*n*+ 1)*,pf*) ≡ existsForm(*n,pf*) Y *pf*(*n* + 1).

Now we use a simple example to illustrate the above definitions by a simple mutual exclusion protocol with *N* nodes. Let I, T, C, and E be three enumerating values, *x*, *n* are simple and array variables, *N* a natural number, pini(*N*) the predicate to specify the inial state, prules(N) the four rules of the protocol, mutualInv(*i,j*) a property that *n*[*i*] and *n*[*j*] cannot be *C* at the same time. We want to verify that mutualInv(*i,j*) holds for any *i* ≤ *N*, *j* ≤ *N* s.t. *i* 6= *j*. *Example 1.* Mutual-exclusion example.

|  |
| --- |
| assignN(i)≡n[i]=I pini(N) ≡ x=true ∧ forallForm(N,assignN )  *.*  try(i) ≡ n[i] = I B n[i] := T  *.*  crit(i) ≡ n[i] = T∧ x = true B n[i] := C; x := false  *.*  exit(i) ≡ n[i] = C B n[i] := E  *.*  idle(i) ≡ n[i] = E B n[i] := I; x := true prules(N) ≡ {r. ∃ i. i ≤ N ∧( r=crit(i) ∨ r=exit(i) ∨ r=idle (i) ∨ r=try (i)} mutualEx(N)≡ (pIni(N), prules(N))  *. .*  mutualInv(i,j) ≡ ! (n[i]= C Z n[j]= C) |

# Causal Relations and Consistency Lemma

A novel feature of our work lies in that three kinds of causal relations are exploited, which are essentially special cases of the general induction rule. Consider a rule *r*, a formula *f*, and a formula set *fs*, three kinds of causal relations are defined as follows:

**Definition 1.** *We define the following relations:* invHoldRule1 :: *state*×*formula*× *rule* ⇒ *bool,* invHoldRule2 :: *state* × *formula* × *rule* ⇒ *bool,* invHoldRule3 :: *state* × *formula* × *rule* × *ruleset* ⇒ *bool, and* invHoldRule3 :: *state* × *formula* × *rule* × *ruleset* ⇒ *bool.*

1. invHoldRule1(*s,f,r*) ≡*s* |= pre(*r*) −→ *s* |= preCond(*f,*act(*r*))*;*[[1]](#footnote-1)
2. invHoldRule2(*s,f,r*) ≡*s* |= *f* ←→ *s* |= preCond(*f,*(act(*r*))*;*
3. invHoldRule3(*s,f,r,fs*) ≡ ∃*f*0 ∈ *fs s.t. s* |= (*f*0Z(pre(*r*)) −→ *s* |= preCond(*f,*act(*r*))*;*
4. invHoldRule(*s,f,r,fs*) ≡ *s* |= invHoldRule1(*s,f,r*)∨*s* |= invHoldRule2(*s,f,r*)∨ *s* |= invHoldRule3(*s,f,r,fs*)*.*

The relation invHoldRule(*s,f,r,fs*) defines a causality relation between *f*, *r*, and *fs*, which guarantees that if each formula in *fs* holds before the execution of rule *r*, then *f* holds after the execution of rule *r*. This includes three cases. 1) invHoldRule1(*s,f,r*) means that after rule *r* is executed, *f* becomes true immediately; 2) invHoldRule2(*s,f,r*) states that preCond(*S,f*) is equivalent to *f*, which intuitively means that none of the state variables in *f* is changed, and the execution of statement *S* does not affect the evaluation of *f*; 3) invHoldRule3(*s,f,r,fs*) states that there exists another invariant *f*0 ∈ *fs* such that the conjunction of the guard of *r* and *f*0 implies the precondition preCond(*S,f*).

We can also view invHoldRule(*s,f,r,fs*) as a special kind of inductive tactics, which can be applied to prove each formula in *fs* holds at each inductive protocol rule cases. Note that the three kinds of inductive tactics can be done by a theorem prover, which is the cornerstone of our work.

With the invHoldRule relation, we define a consistency relation consistent(*invs,inis,rs*) between a protocol (*inis,rs*) and a set of invariants *invs* = {*inv*1*,...,invn*}.

**Definition 2.** *We define a relation consistent* :: *formula set* × *formula set* × *rule set* ⇒ *bool. consistent*(*invs,inis,rs*) *holds if the following conditions hold:*

1. *for all formulas inv* ∈ *invs and ini* ∈ *inis and all states s, s* |= *ini implies s* |= *inv;*
2. *for all formulas inv* ∈ *invs and rules r* ∈ *rs and all states s,* invHoldRule(*s,inv,r,invs*)

*Example 2.* Let us define a set of auxiliary invariants:

*. . .*

|  |
| --- |
| invOnXC(i) ≡ !(x = true Z n[i]= C) invOnXE(i) ≡! (x = trueZ n[i] E)  *. . .*  aux1(i,j) ≡! ( n[i]= CZn[j] = E) aux2 (i,j) ≡! ( n[i]= EZn[j]  pinvs(N)≡ {f. ∃ iInv1 iInv2. iInv1 ≤ N ∧ iInv2 ≤ N ∧ iInv1 6= iInv2 ∧ f =mutualInv iInv1 iInv2)  ∨(∃ iInv1. iInv1 ≤ N ∧ f =invOnXC iInv1)  ∨(∃ iInv1. iInv1 ≤ N ∧ f= invOnXE iInv1)  ∨(∃ iInv1 iInv2. iInv1 ≤ N ∧ iInv2 ≤ N ∧ iInv1 6= iInv2 ∧ f = aux1 iInv1 iInv2)  ∨(∃ iInv1 iInv2. iInv1 ≤ N ∧ iInv2 ≤ N ∧ iInv1 6= iInv2 ∧ f = aux2 iInv1 iInv2) }. |

In the following discussion, we assume that *inv* = mutual(*i*1*,i*2), *r* = crit(*iR*1), *rs* = pinvs(*N*), and assumptions *i*1 6= *N*, *i*2 6= *N*, *i*1 =6 *i*2, and *iR*1 ≤ *N* hold.

* invHoldRule2(*s,inv,r*), where *i*1 6= *iR*1, and *i*2 6= *iR*1, since preCond(act(*r*)*,inv*) = *inv*.
* invHoldRule3(*s,inv,r,invs*), where *i*1 = *iR*1. Since invOnXC(*i*2) ∈ *invs*, preCond

*. .*

(act(*r*)*,inv*) =!(C = C Z *n*[*i*2] = C), and *s* |= (invOnXC(*i*2) Z pre(crit(*iR*1)))

*. .*

implies *s* |=!(C = C Z *n*[*i*2] = C).

* invHoldRule3(*s,inv,r,invs*), where *i*2 = *iR*1. Since invOnXC(*i*1) ∈ *invs*, preCond

*. .*

(act(*r*)*,inv*) =!(*n*[*i*1] = C Z C = C), and *s* |= (invOnXC(*i*2) Z pre(crit(*iR*1)))

*. .*

implies *s* |=!(*n*[*i*1] = C Z C = C).

For any invariant *inv* ∈ *invs*, *inv* holds at a reachable state *s* of a protocol *P* = (*ini,rs*) if the consistency relation consistent(*invs,inis,rs*) holds. The following lemma formalizes the essence of the aforementioned causal relation, and is called consistency lemma.

**Lemma 1.** *If P* = (*ini,rs*)*,* consistent(*invs,ini,rs*)*, and s* ∈ reachableSet(*P*)*, then for all inv s.t. inv* ∈ *invs, s* |= *inv.*

In order to apply the consistency lemma to prove that a given property *inv* (e.g., the mutual exclusion property) holds for each reachable state of a protocol *P* = (*inis,rs*) (e.g., mutual-exclusion protocol), we need to solve two problems. First, we need to construct a set of auxiliary invariants *invs* which contains *inv* and satisfies consistent(*invs,inis,rs*). By applying the consistency lemma, we decompose the original problem of invariant checking into that of checking the causal relation between some *f* ∈ *invs* and *r* ∈ *rs*. The latter needs case analysis on the form of *f* and *r*. Only if a proof script contains sufficient information on the case splitting and the kind of causal relation to be checked in each subcase, Isabelle can help us to automatically check it. How to generate automatically such a proof is the second problem.

Our solutions to the two problems are as follows: Given a protocol, invFinder finds all the necessary ground auxiliary invariants from a small instance of the protocol in Murphi. This step solves the first problem. A table protocol.tbl is worked out to store the set of ground invariants and causal relations, which are then used by proofGen to create an Isabelle proof script which models and verifies the protocol in a parameterized form. In this step, ground invariants are generalized into a parameterized form, and accordingly ground causal relations are adopted to create parameterized proof commands which essentially proves the existence of the parameterized causal relations. This solves the second problem. At last, the Isabelle proof script is fed into Isabelle to check the correctness of the protocol.

# Searching Auxiliary Invariants

## Algorithm 1: Algorithm: *invFinder*

**Input**: Initially given invariants *F*, a protocol P =*< I,R >*

**Output**: A set of tuples which represent causal relations between concrete rules and invariants:

1. *A* ← *F*;
2. *tuples* ← [];

**3**

*newInvs*

←

*F*

;

**4**

**while**

*newInvs*

*isnotempty*

**do**

**5**

*f*

←

*newInvs.dequeue*

;

**6**

**for**

*r*

∈

*R*

**do**

**7**

*paras*

←

Policy

(

*r,f*

)

;

**8**

**for**

*para*

∈

*paras*

**do**

**9**

*cr*

←

apply

(

*r,para*

)

;

**10**

*newInvOpt,rel*

←

coreFinder

(

*cr,f,A*

)

;

**11**

*tuples*

←

*tuples*

@[

*<*

*r,para,f,rel*

*>*

]

;

**12**

**if**

*newInvOpt*

6

=

*NONE*

**then**

**13**

*newInv*

←

get

(

*newInvOpt*

)

;

**14**

newInvs.enqueue(newInv);

**15**

*A*

←

*A*

∪{

*newInv*

}

;

**16**

**return**

*tuples*

;

Given a protocol P and a property set *F* containing invariant formulas we want to verify, invFinder aims to find useful auxiliary invariants and causal relations which are capable of proving any element in *F*. A set *A* is used to store all the invariants found up to now, and is initialized as *F*. A queue *newInvs* is used to store new invariants which have not been checked, and is initialized as *F*. A relation table *tuples* is used to record the causal relation between a parameterized rule in some parameter setting and a concrete invariant. Initially *tuples* is set as NULL. invFinder works iteratively in a semi-proving and semi-searching way. In each iteration, the head element *f* of *newInvs* is popped, then Policy(*r,f*) generates groups of parameters *paras* according to *r* and *f* by some policy. For each parameter *para* in *paras*, it is applied to instantiate *r* into a concrete rule *cr*. Here apply(*r,para*) = *r* if *r* contains no array-variables and *para* = []; otherwise apply(*r,para*) = *r*(*para*[1]*,...,para*[|*para*|]). Then *coreFinder*(*cr,f,A*) is called to check whether a causal relation exists between *cr* and *f*; if there is such one relation item, the relation item *rel* and a formula option *newInvOpt* is returned; otherwise a run-time error occurs in *coreFinder*, which indicates no proof can be found. In the first case, a tuple *< r,para,f,rel >* will be inserted into *tuples*; If the formula option *newInvOpt* is NONE, then no new invariant formula is generated; otherwise *newInvOpt* = Some(*f*0) for some formula *f*0, then get(*newInvOpt*) returns *f*0, and the new invariant formula *f*0 will be pushed into the queue *newInvs* and inserted into the invariant set *A*. The above searching process is executed until *newInvs* becomes empty. At last, the table *tuples* is returned.

In Algorithm 1, the parameter generation policy Policy and the core invariant searching function coreFinder will be illustrated in Section 4.1 and 4.2.

## Parameter Generation Policy

In order to formulate our parameter generation policy, we introduce the concept of permutation modulo to symmetry relation![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADwAAAAoCAYAAACiu5n/AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAM8SURBVGhD7Zk/r01REMUvvURQKRSvFwWhIBKNQicheR9AiPYVGloSiVqlEBWhUImQUItKpUGh0BGJD8D83pklk5M9+zrnue/uk5yVrMy+78w9d689M/vfW8xYH44Z3zs/GS8YBZ49NvLspfGH8b7xoHGyQAzCAO3fxjPGTf+sZ4C/8xzxkwTRJIICQhCEUFiKJM9hHIjJALFEUiClEYPN0laCifbkEOtxwygxcRAiiKp8Jl3HAJEIYWLKcM2ID+k+CHvdtoSzbmNN93HF7Su3k4bqN0vnmPL/dcJi5rxtZMaEtPnbTmuGDhO90nuiGNollNIZX/o3CoyaloUS+5uCoVCNlgT/S/0qAxAu0B4lGLH8mMTRVoQZUf0dEqUsCjXcMPL9kmBma707g35fv817GIQxffkriheU1jcGhM7oR/Efug7yblhCKXp9yAehkEHK6r0KpRPRLI1+BCmtTMDWOhih+svSjwFEUC1aDDp+8h1dXoruMrECfrHWaddmTYkd8hsrBR2p1U4G1aRIijHqpDokc+LA4L92EBk6M6oWDAhTbdXYhFhAzdChoRNQH6RtSfiYyW0l2OMWIPpL19wxeNfhrrn4aPzeNWfMmDFjxowa4rLEpuNI11w5vhpfG3d9uZJg1s3PXXPXcMgYBbO/3jIeN7IfuOcW8OyS8Zxxv/Gn8bkxboXlc3H7U+fzyPhi+5MjRpjt5b6uuXJ8M/Y3OXT+rfGZ8Z3xgPGEkT49cJIVfI8t6l3jHeNNI7u4h8ZbRmUOe/rrRvk0BR35BB02GAS2qqVTmLatHFT4bv8Exmee125P1gaiEc/UOqrS2ezIKcH4ZOdn+TQHBKrTigzMTlf4yic74ZHm8mkapKg62k9TQbczpHsGndNjqTR5EX/a7RNjtmzpsr52EX/Z7VO3zUL1W7sn05k7S+eY8tkc0ARi/WYdjWKyyaqUzrx7s7WUPuUWfHDbx0m3bJSyC4urblm7BTYlR7tmO+D6lsiwDmdYdllPZigD4qRHGWy0FuHzbt+4LUE+bC1L+OUWaNJjkJgEs4xYG3S5X5toeF7bbAAtW2QM2TL6H22rBiJqQgCDscwH4MPmI/guFn8AOqb/QxaX/mgAAAAASUVORK5CYII=), and a quotient set of perms*nm* (the set of all *n*-permutations of *m*) under the relation. Here an *n*-permutation of *m* is ordered arrangement of an *n*–element subset of an *m*-element set *I* = {*i.*0 *< i* ≤ *m*}. We use a list *xs* with size *n* to stand for a *n*-permutation of *m*. For instance, [1*,*2] is a 2-permutation of 3. *xs*[*i*] and |*xs*| denote the *i*−th element and the length of *xs* respectively. If *xs*[*i*] = *i* for all *i* ≤ |*xs*|, we call it identical permutation.

**Definition 3.** *Let m and n be two natural numbers, where n* ≤ *m, L and L*0 *are two lists which stand for two n-permutations of m,*

1. *L* ∼*nm L*0 ≡ (|*L*| = |*L*0| = *n*) ∧ (∀*i.i <* |*L*| ∧ *L*[*i*] ≤ *m* − *n* −→ *L*[*i*] = *L*0[*i*])*.*
2. *L* '*nm L*0 ≡ *L* ∼*nm L*0 ∧ *L*0 ∼*nm L.*
3. semiP(*m,n,S*) ≡ (∀*L* ∈ perms![](data:image/png;base64,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)
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For instance, let *L* = [2*,*3] and *L*0 = [2*,*4], then ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJMAAAAvCAYAAADn7fgbAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAASlSURBVHhe7Z1PrwxNFIeHvYiwFsHOwuIVNmJL2BI+gPC+PgALtgR7EgmJpZ1E4u+CBbEREnuviIUdIT4A55nuk9Ttmanpqa7uOrfveZJfuu7o27erzqlzTtVMj4nj5GJTfXS6c7g+/hZ9rJqO057dotuiP6J3tWgjXt8vcpyl4Cg/ROdF23mhhrY6GDojcpyF4DCfRMenP80ndChNgWOESUWEdhIh2hCVYlEHh1NnIv2Nkasi7aNH4ETCqBOLTs9Eet4YYUJp/x60Wc0xcBrGPou+VM017BKFoe6CiHPHCmPyX9WcnBA9qZoz4ExHq+Zkh+h71RyEvu3GJHpcNaf828aZLoq2iv4R7RXtEYX8L6J++Cn6wAvCPdGQAzc0pLCTol+iB7ywANLbgao5+DZM33YLJxTXOlQ120OxpWFtGtpEznyY8VbGqQ+74Yh6PVa0K0ORFd7UmFcpXSEy6DiV3m/KbbfQOambwlTZmrDwRM58wsG2sMrJbbdwFUc7iTC0UVw6s1BP6SrHynI5t93Cnf6kqBTWAIgw7qwFR2KgcSYrJUBuu2WpBb1eiqOOhJJma0/kthvFtl4ruRb0emkx6kiMEe0mDPq814cgt92IRlynU7q0Xi9hMGYNYZxj8qxpwOZc7FrqSLFCNIcRU8lpN/qq14rt/EexXC8RtjFmeH8qapfkTtfEHEUdKVZo44icU4LcdtOUiVPORNrN9XEZB+uj8rY+lobOvRbpLnOTbSK2/DFmah2z6NpcT2f6ThGGmqe7InaIS5Dbbkfq40NR8jscFuslZrzeD0YlAoWzhYjVvO9Vi0/O5/eaO7z87fBNzmXCqUqQ2270g5ppJiqtgsV6ifvgfuhgrHM4RHj/q2yy6d9o1kxahLZVLA32iTm7WayXNCq1nSWcE85S0l7TQZro+cl7KYUxWefm3qfIAQOTci/0JUxPOErTqUiXOBv/zrnLnM4qFu1msl7ingjhKbkb51BniQlHKpWecmDRbibrJSJK1+U2RXXYt1D008RM7sBo6yUMl3OWE11yGZvr0C/Efa53JwKTdsuVd5kl67X2SAWDohKYtFuOvEtHuKmNBE5EzZUaEbpi0m458i71TalBLQVjxZiV6rc5u+XIu3g3v1sq3JeAceoyZl0xabcceZdZ0XXVtZ7QbQfdeijhTCbt1jXv6ueEs60GjMOelxasJdNcMbvFnuViYPRZq+eiY1WzFQzijarZ28OHKTMulTf1MQY1xivRHRHOxMOXl0Q3RUNizm6peRcD66xEDHAfNGdf31r25jCzmH4rpSJTUbtpZCI0b6mak32is6LwczzXRE+r5gycz+d5TouaT43GHp3uAverj10PATN80Rd4YcAXIp5o1Zk8VGQyabfQK3OJfZaNAIVqM+UOFZncbiMCZ5mXAodyJlO0/diuMwvR6JTo8vQnx50pEbYB7ouoUZwad6Y0bomuiPxbdQOG/s6gMUB6eyS6Pv1pPudErJBYBb7kBeGrqK+tEhN4ZFqdb6KYIzlOVnw15ziOPfTzRBvpExNegGeE1AY8ks1j6Yp+Eel70aj3pNyZ8tF8S6XJyP+DnsnkL/ZpIOFiIWkEAAAAAElFTkSuQmCC). Due to Lemma 2, we can analyze a group of concrete parameters by analyzing only one of them as a representative. Keeping this in mind, let us look at the following lemma, which together with Lemma 2 is the theoretical basis of our policy.

**Lemma 3.** *Let S be a set s.t.* semiP(*m,n,S*)*,*

1. *for any L* ∈ perms*nm, there exists a* ![](data:image/png;base64,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)*.*
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Lemma 3 shows 1) completeness of *S* w.r.t. the set perms*nm* under the relation ', 2) the distinction between two different elements in *S*. Therefore, *S* has covered all analysing patterns according to the aforementioned comparing scheme between elements of *L* with numbers *j < n*−*m*. Moreover, the case patterns represented by different elements in *S* are different from each other. This fact can be illustrated by the following example.

*Example 3.* Let *m* = 2, *n* = 1, *S* = {[1]*,*[2]*,*[3]} and semiP(*m,n,S*), let *LR* be an element in *S*, there are three cases:

1. *LR* = [1]: it is a special case where *LR*[1] = 1;
2. *LR* = [2]: it is a special case where *LR*[1] = 2;
3. *LR* = [3]: it is a special case where *LR*[1] 6= 1 and *LR*[1] 6= 2.

Note that the above cases are mutually disjoint, and their disjunction is true.

In Algorithm 1, a concrete formula *cinv* is poped from the queue *newInvs*, which can be seen as a normalized instantiation of some parameterized formula *pinv*.

**Definition 4.** *A concrete invariant formula cinv is normalized w.r.t a parameterized invariant pinv if there exists no array variable in cinv and pinv* = *cinv or there exits an identical permutation LI with* |*LI*| *>* 0 *such that cinv* = *pinv*(1*,...* |*LI*|)*;*

Any normalized *cinv* containing array variables is obtained by instantiating a parameterized invariant *pinv* with a parameter list which is an identical permutation *LI* (i.e., the *jth* parameter is *j* itself *LI*[*j*] = *j*). Thus, consider a list of parameter *LR* which is used to instantiate a parameterized rule *pr*, we have

*LR*[*i*] = *j* (or *LR*[*i*] 6= *j*) is equivalent to *LR*[*i*] = *LI*[*j*] (or *LR*[*i*] 6= *LI*[*j*]), which is a factor to specify a case by comparing *LR*[*i*] with *LI*[*j*] .

Let *cinv* be a normalized concrete invariant w.r.t. a parameterized invariant *pinv*, *pr* be a parameterized rule, *m* be the number of actual parameters occurring in *cinv*, and *n* be the number of formal parameters occurring in *pr*, our policy is to compute a quotient of perms*nm*, denoted as cmpSemiperm(*m* + *n,n*), and use elements of it as a group of parameters to instantiate *pr* into a set *crs* of concrete rules.[[2]](#footnote-2) For instance, for the invariant mutualInv(1*,*2), three groups of parameters [1], [2], [3] are used to instantiate crit respectively, each of the instantiation results will be used to check which kind of causal relation exists between it and mutualInv(1*,*2). Each of the three probed concrete causal relations will be used to generalized into a symbolic causal relation existing between crit and mutualInv in a case formulated by a predicate comparing rule parameters and invariant parameters.

## Core Searching Algorithm

For a *cinv* and a rule *r* ∈ *crs*, the core part of the invFinder tool is shown in

Algorithm 2. It needs to call two oracles. The first one, denoted by chk, checks whether a ground formula is an invariant. Such an oracle can be implemented by translating the formula into a formula in SMV, and calling SMV to check whether it is an invariant in a given small reference model of the protocol. If the reference model is too small to check the invariant, then the formula will be checked by Murphi in a big reference model. The second oracle, denoted by tautChk, checks whether a formula is a tautology. Such a tautology checker is implemented by translating the formula into a form in the SMT (SAT Modulo Theories) format, and checking it by an SMT solver such as Z3.

**Algorithm 2:** Core Searching Algorithm: *coreFinder*

**Input**: *r*, *inv*, *invs*

**Output**: A formula option *f*, a new causal relation *rel*

1. *g* ←the guard of r, *S* ←the statement of r;
2. *inv*0 ← preCond(*inv,S*);

**3**

**if**

*inv*

=

*inv*

0

**then**

**4**

*relItem*

←

(

*r,inv,invRule*

2

*,*

−

)

;

**5**

**return**

(

NONE

*,relItem*

)

;

**6**

**elseif**

tautChk

(

*g*

→

*inv*

0

)=

*true*

**then**

**7**

*relItem*

←

(

*r,inv,invRule*

1

*,*

−

)

;

**8**

**return**

(

*NONE,relItem*

)

;

**9**

**else**

**10**

*candidates*

←

subsets

(

decompose

(

dualNeg

(

*inv*

0

)

Z

*g*

))

;

**11**

*newInv*

←

*choose*

(

*chk,candidates*

)

;

**12**

*relItem*

←

(

*r,inv,invRule*

3

*,newInv*

;

)

**13**

**if**

*isNew*

(

*newInv,invs*

)

**then**

**14**

*newInv*

←

*normalize*

(

*newInv*

)

;

**15**

**return**

(

SOME

(

*newInv*

)

*,relItem*

)

;

**16**

**else**

**17**

**return**

(

NONE

*,relItem*

)

;

Input parameters of Algorithm 2 include a rule instance *r*, an invariant *inv*, a sets of invariants *invs*. The sets *invs* stores the auxiliary invariants constructed up to now. The algorithm searches for new invariants and constructs the causal relation between the rule instance *r* and the invariant *inv*. The algorithm returns a formula option and a causal relation item between *r* and *inv*. A formula option value NONE indicates that no new invariant is found, while SOME(*f*) indicates a new auxiliary invariant *f* is searched.

Algorithm *coreFinder* works as follows: after computing the pre-condition *inv*0 (line 2), which is the weakest precondition of the input formula *inv* w.r.t. *S*, the algorithm takes further operations according to the cases it faces with:

1. If *inv* = *inv*0, meaning that statement *S* does not change *inv*, then no new invariant is created, and new causal relation item marked with tag invHoldRule2 is recorded between *r* and *inv*.
2. If tautChk verifies that *g* 99K *inv*0 is a tautology, then no new invariant is created, and the new causal relation item marked with tag invHoldRule1 is recorded between *r* and *inv*.
3. If neither of the above two cases holds, then a new auxiliary invariant *newInv* will be constructed, which will make the causal relation invHoldRule3 to hold. The candidate set is *subsets*(*decompose*(*dualNeg*(*inv*0)Z*g*)), where to *decompose*(*f*) decompose *f* into a set of sub-formulas *fi* such that each *fi* is not of a conjunction form and *f* is semantically equivalent to *f*1Z*f*2Z*...*Z*fN*. *dualNeg*(!*f*) returns *f*. *subsets*(*S*) denotes the power set of *S*. A proper formula is chosen from the candidate set to construct a new invariant *newInv*. This is accomplished by the choose function, which calls the oracle chk to verify whether a formula is an invariant in the given reference model. After *newInv* is chosen, the function *isNew* checks whether this invariant is new w.r.t. *newInvs* or *invs*. If this is the case, the invariant will be normalized, and then be added into *newInvs*, and the new causal relation item marked with tag invRule3 will be added into the causal relations. The meaning of the word “new” is modulo to the symmetry relation. E.g., mutualInv(1*,*2) is equivalent to mutualInv(2*,*1) in a symmetry view.

**Table 1.** A fragment of output of invFinder

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| rule | ruleParas | inv | causal relation | f’ |
| .. | .. | .. | .. | .. |
| crit | [1] | mutualInv(1,2) | invHoldRule3 | invOnXC(2) |
| crit | [2] | mutualInv(1,2) | invHoldRule3 | invOnXC(1) |
| crit | [3] | mutualInv(1,2) | invHoldRule2 |  |
| .. | .. | .. | .. | .. |
| crit | [1] | invOnXC(1) | invHoldRule1 |  |
| crit | [2] | invOnXC(1) | invHoldRule1 |  |

For instance, let *PR* = {*try,crit,exit,idle*}, *invs* = {*mutualInv*(1*,*2)}, the output of the invFinder, which is stored in file mutual.tbl, is shown in Table 1. In the table, each line records the index of a normalized invariant, name of a parameterized rule, the rule parameters to instantiate the rule, a causal relation between the ground invariant and a kind of causal relation which involves the

kind and proper formulas *f*0 in need (which are used to construct causal relations

*.*

invHoldRule3). The auxiliary invariants found by invFinder include: inv2 ≡!(x =

*. .*

*true* Z *n*[1] = *C*), inv3 ≡!(*n*[1] = *C* Z *n*[2] = *E*), inv4 ≡!(*x* = true Z *n*[1] = E),

*. .* inv5 ≡!(*n*[1] = C Z *n*[2] = C). [[3]](#footnote-3).

# Generalization

Intuitively, generalization means that a concrete index (formula or rule) is generalized into a set of concrete indices (formulas or rules), which can be formalized by a symbolic index (formula or rules) with side conditions specified by constraint formulas. In order to do this, we adopt a new constructor to model symbolic index or symbolic value symb(*str*), where *str* is a string. We use N to denote *symb*(”*N*”), which formalizes the size of an parameterized protocol instance. A concrete index *i* can be transformed into a symbolic one by some special strategy *g*, namely symbolize(*g,i*) = symb(*g*(*i*)). In this work, two special transforming function fInv(*i*) = ”*iInv*”ˆitoa(*i*) and fIr(*i*) = ”*iR*”ˆitoa(*i*), where itoa(*i*) is the standard function transforming an integer *i* into a string. We use special symbols iInvi to denote symbolize(*fInv,i*); and iRi to denote symbolize(*fIr,i*). The former formalizes a symbolic parameter of a parameterized formula, and the latter a symbolic parameter of a parameterized rule. Accordingly, we define symbolize2f(*g,inv*) (or symbolize2r(*g,r*)), which returns the symbolic transformation result to a concrete formula *inv* (or rule *r*) by replacing a concrete index *i* occurring in *inv* (or *r*) with a symbolic index symbolize(*g,i*).

There are two main kinds of generalization in our work: (1) generalization of a normalized invariant into a symbolic one. The resulting symbolic invariants

are used to create definitions of invariant formulas in Isabelle. For instance, !(x

*. . . .*

= true Z n[1]= C) is generalized into !(x = true Z n[iInv1]= C). This kind of generalization is done with model constraints, which specify that any parameter index should be not greater than the instance size N, and parameters to instantiate a parameterized rule (formula) should be different. (2) The generalization of concrete causal relations into parameterized causal relations in Isabelle, and will be used in proofs of the existence of causal relations in Isabelle.

Since the first kind of generalization is simple, we focus on the second kind of generalization, which consists of two phases. Firstly, groups of rule parameters such as [[1],[2],[3]] will be generalized into a list of symbolic formulas such as

*. .* [[4]](#footnote-4) , which stands

[iR1 = iInv1*,*iR1 = iInv2*,*(iR1 6= iInv1) ∧ (iR1 6= iInv2)] for case-splittings by comparing a symbolic rule parameter *iR*1 and invariant parameters *iInv*1 and *iInv*2. In the second phase, the formula field accompanied with a relation of kind invHoldRule3 is also generalized by some special strategy.

Now let us look at the first phase, starting with some definitions. Consider a line of concrete causal relation shown in Table 1, there is a group of rule parameters *LR*, and a group of parameters *LI* occurring in an invariant formula.

**Definition 5.** *Let LR be a permutation s.t.* |*LR*| *>* 0*, which represents a list of actual parameters to instantiate a parameterized rule, let LI be a permutation* |*LI*| *>* 0*, which represents a list of actual parameters to instantiate a parameterized invariant, we define:*

1. *symbolic comparison condition generalized from comparing LR*[*i*] *and LI*[*j*]*:*
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iRi = iInvj *if LR*[*i*] = *LI*[*j*] (1)

symbCmp

iRi 6= iInvj *otherwise* (2)

1. *symbolic comparison condition generalized from comparing LR*[*i*] *and with all LI*[*j*] *:*
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symbCaseI

*otherwise* (4)

*where pf*(*j*) = symbCmp(*LR,LI,i,j*)*, and* ∃!*j.P is an qualifier meaning that there exists a unique j s.t. property P;*

1. *symbolic case generalized from comparing LR with LI :* symbCase(*LR,LI*) ≡ forallForm(|*LR*|*,pf*)*, where pf*(*i*) = symbCaseI(*LR,LI,i*)*;*
2. *symbolic partition generalized from comparing all LRS*[*k*] *with LI, where LRS is a list of permutations with the same length:* partition(*LRS,LI*) ≡ existsForm(|*LRS*|*,pf*)*, where pf*(*i*) = symbCase(*LRSi,LI*)*.*

symbCmp(*LR,LI,i,j*) defines a symbolic formula generalized from comparing *LR*[*i*] and *LI*[*j*]; symbCaseI(*LR,LI,i*) a symbolic formula summarizing the results of comparison between *LR*[*i*] and all *LI*[*j*] such that *j* ≤ |*LI*|; symbCase(*LR,LI*) a symbolic formula representing a subcase generalized from comparing all *LR*[*i*] and all *LI*[*j*]; partition(*LRS,LI*) is a disjunction of subcases symbCase(*LRS*[*i*]*,LI*). Recall the first three lines in Table. 1, and *LI* = [1*,*2] is the list of parameters occurring in mutualEx(1*,*2); and *LR* is the actual parameter list to instantiate crit.

*.*

* when *LR* = [1], symbCmp(*LR,LI,*1*,*1) = (iR1 = iInv1), symbCase(*LR,LI*) =

*.*

symbCaseI(*LR,LI,*1) = (iR1 = iInv1) becuase *LR*[1] = *LI*[1].

*.*

* when *LR* = [2], symbCmp(*LR,LI,*1*,*2) = (iR1 = iInv2), symbCase(*LR,LI*) =

*.*

symbCaseI(*LR,LI,*2) = (iR1 = iInv2) becasue *LR*[1] = *LI*[2].

* when *LR* = [3], symbCmp(*LR,LI,*1*,*1) = (iR1 6= iInv1), symbCmp(*LR,LI,*1*,*2) = (iR1 6= iInv2), symbCase(*LR,LI*) = *symbCaseI*(*LR,LI,*1) = (iR1 6= iInv1)∧

(iR1 6= iInv2) because neither *LR*[1] = *LI*[1] nor *LR*[1] = *LI*[2].

*. .*

* let *LRS* = [[1]*,*[2]*,*[3]], partition(*LRS,LI*) = (iR1 = iInv1) ∨ (iR1 = iInv2) ∨ ((iR1 6= iInv1) ∧ (iR1 6= iInv2))

If we see a line in table 1 as a concrete test case for some concrete causal relation, then symbCase(*LR,LI*) is an abstraction predicate to generalize the concrete case. Namely, if we transform symbCase(*LR,LI*) by substituting iInvi with *LI*[*i*], and iRj with *LR*[*j*], the result is semantically equivalent to true.

The second phase of generalization of concrete causal relations is to generalize the formula *inv*0 accompanied with a causal relation invHoldRule3 in a line of table 1. An index occurring in *f*0 can either occur in the invariant formula, or in the rule. We need to look it up to determine the transformation.

**Definition 6.** *Let LI and LR are two permutations,* find first(*L,i*) *returns the least index j s.t. L*[*i*] = *j if there exists such an index; otherwise returns an error.*
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lookup

iRfind first(LR*,*i) *otherwise* (6)

lookup(*LI,LR,i*) returns the symbolic index transformed from *i* according to

whether *i* occurs in *LI* or in *LR*. The index *i* will be transformed into iInvfind first(LI*,*i) if *i* occurs in *LI*, and iRfind first(LR*,*i) otherwise. Employing the lookup strategy to transform a concrete index *i* in *inv*0 to lookup(*LI,LR,i*), symbolize2f transforms *inv*0 into a symbolic one which will be needed in a proof command for existence of the invHoldRule3 relation in Isabelle.

# Automatical Generation of Isabelle Proof

A formal model for a protocol case in a theorem prover like Isabelle includes the definitions of constants and rules and invariants, lemmas, and proofs. Readers can refer to [12] for detailed illustration of the formal proof script. In this section, we focus on the generation of a lemma on the existence of causal relation between a parameterize rule and invariant formula based on the aforementioned generalization of lines of concrete causal relations.

An example lemma critVsinv1 and its proof in Isabelle in the mutualEx protocol, is illustrated as follows:

|  |
| --- |
| 1lemma critVsinv1:  2 assumes a1: ∃ iR1. iR1 ≤ N ∧ r=crit iR1 and a2: ∃ iInv1 iInv2. iInv1 ≤ N ∧ iInv2 ≤ N ∧ iInv1 6= iInv2 ∧ f=inv1 iInv1 iInv2 3 shows invHoldRule s f r (invariants N)   1. proof from a1 obtain iR1 where a1:iR1 ≤ N ∧ r=crit iR1 by blast   from a2 obtain iInv1 iInv2 where  a2: iInv1 ≤ N ∧ iInv2 ≤ N ∧ iInv1 6= iInv2 ∧ f=inv1 iInv1 iInv2 by blast   1. have iR1=iInv1 ∨ iR1=iInv2 ∨ (iR1 6= iInv1 ∧ iR1 6= iInv2) by auto 2. moreover{assume b1:iR1=iInv1 3. have invHoldRule3 s f r (invariants N) proof(cut tac a1 a2 b1, simp, rule tac x=! (x=true Z n[iInv2]=C) in exI,auto)qed 4. then have invHoldRule s f r (invariants N) by auto} 5. moreover{assume b1:iR1=iInv2 6. have invHoldRule3 s f r (invariants N) proof(cut tac a1 a2 b1, simp, rule tac x=! (x=true Z n[iInv1]=C in exI,auto)qed 7. then have invHoldRule s f r (invariants N) by auto} 8. moreover{assume b1:(iR1 6= iInv1 ∧ iR1 6= iInv2) 9. have invHoldRule2 s f r proof(cut tac a1 a2 b1, auto) qed 10. then have invHoldRule s f r (invariants N) by auto}   15ultimately show invHoldRule s f r (invariants N) by blast 16qed |

In the above proof, line 2 are assumptions on the parameters of the invariant and rule, which are composed of two parts: (1) assumption a1 specifies that there exists an actual parameter iR1 with which r is a rule obtained by instantiating crit; (2) assumption a2 specifies that there exists actual parameters iInv1 and iInv2 with which f is a formula obtained by instantiating inv1. Line 4 are two typical proof patterns forward-style which fixes local variables such as iR1 and new facts such as a1: iR1 ≤ N ∧ r=crit iR1. From line 5, the remaining part is a typically readable Isar proof using calculation reasoning such as moreover and ultimately to do case analysis. Line 5 splits cases of iR1 into all possible cases by comparing iR1 with iInv1 and iInv2, which is in fact characterized by partition([1]*,*[2]*,*[3]]*,*[1*,*2]). Lines 6-14 proves these cases one by one: Lines 68 proves the case where iR1=iInv1, line 7 first proves that the causal relation invHoldRule3 holds by supplying a symbolic formula, which is transformed from *invOnXC*(2) by calling symbolize2f with lookUp strategy. From the conclusion at line 7, line 8 furthermore proves the causal relation invHoldRule holds; Lines 9-11 proves the case where iR1=iInv2, proof of which is similar to that of case 1; Lines 12-14 the case where neither iR1=iInv1 nor iR1=iInv2. Each proof of a subcase is done in a block moreover b1:asm1 proof1, the ultimately proof command in line 15 concludes by summing up all the subcases.

Due to length limitation, we illustrate the algorithm for generating a key part of the proof of the lemma critVsinv1: the generation of a subproof (e.g., lines 7-8) according to a symbolic relation tag of invHoldRule1−3, which is shown in Algorithm 3. Input *relTag* is the result of the generalization step, which is discussed in Section 5. In the body of function rel2proof, sprintf writes a formatted

**Algorithm 3:** Generating a kind of proof which is according with a relation tag of *invHoldRule*1−3 : rel2proof

**Input**: A symbolic causal relation item *relTag* **Output**: An Isablle proof: *proof*

**1**

**if**

*relTag*

=

*invHoldRule*

1

**then**

**2**

*proof*

←

sprintf

**3**

”haveinvHoldRule1fr(invariantsN)

**4**

by(cut

taca1a2b1,simp,auto)

**5**

thenhaveinvHoldRulefr(invariantsN)byblast”;

**6**

**elseif**

*relTag*

=

*invHoldRule*

2

**then**

**7**

*proof*

←

sprintf

**8**

”haveinvHoldRule2fr(invariantsN)

by(cut

taca1a2b1,simp,auto)

**9**

thenhaveinvHoldRulefr(invariantsN)byblast”;

**10**

**else**

**11**

*f*

0

←

*getFormField*

(

*relTag*

)

;

**12**

*proof*

←

sprintf

**13**

”haveinvHoldRule3fr(invariantsN)

**14**

proof(cut

taca1a2b1,simp,rule

tacx=%sinexI,auto)qed

**15**

thenhaveinvHoldRulefr(invariantsN)byblast”(symbf2Isabellef’)”;

**16**

**return**

*proof*

data to string and returns it. In line 10, getFormField(*relTag*) returns the field of formula *f*0 if *relTag* = invHoldRule3(*f*0). rel2proof transforms a symbolic relation tag into a paragraph of proof, as shown in lines 7-8, 10-11, or 13-14. If the tag is among invHoldRule1−2, the transformation is rather straight-forward, else the form *f*0 is assigned by the formula getFormField(relTag), and provided to tell Isabelle the formula which is used to construct the invHoldRule3 relation.

# Experiments

We implement our tool in Ocaml. Experiments are done with typical bus-snoopy benchmarks such as MESI and MOESI, as well as directory-based benchmarks such as German and FLASH. The detailed codes and experiment data can be found in [12]. Each experiment data includes the paraVerifier instance, invariant sets, Isabelle proof scripts. Experiment results are summarized in Table 2.

Among all the work in the field of parameterized verification, only four of them have verified FLASH. The first full verification of safety properties of FLASH is done in [10]. Park and Dill proved the safety properties of FLASH using PVS. The CMP method, which adopts parameter abstraction and guard strengthening, is applied in [6] for verifying safety properties of FLASH. McMillan applied compositional model checking [11] and used Candence SMV to the verification of

**Table 2.** Verification results on benchmarks.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Protocols | #rules | #invariants | time (seconds) | Memory (MB) |
| mutualEx | 4 | 5 | 3.25 | 7.3 |
| MESI | 4 | 3 | 2.47 | 11.5 |
| MOESI | 5 | 3 | 2.49 | 23.2 |
| Germanish [9] | 6 | 3 | 2.9 | 7.8 |
| German [6] | 13 | 52 | 38.67 | 14 |
| FLASH nodata | 60 | 152 | 280 | 26 |
| FLASH data | 62 | 162 | 510 | 26 |

both safety and liveness properties of FLASH. Sylvain et.al have applied Cubeic to the verification FLASH [9,13], which is theoretically based on an SMT model checking to the verification of array-based system. In the former three methods [10,6,11], auxiliary invariants are provided manually depending on verifier’s deep insight in the FLASH protocol itself, while in Cubeic, auxiliary invariants are found automatically. In Cubeic, auxiliary invariants are searched backward by a heuristics-guided algorithm with the help of an oracle (a reference instance of the protocol), but these auxiliary invariants are in concrete form, and are not generalized to the parameterized form. Thus there is no parameterized proof derived for parameterized verification of FLASH.

The invariants-searching algorithm used in our work differs from that in Cubeic [9,13] in that the heuristics in our work are based on the construction of causal relation which is uniquely proposed in our work. Thus the auxiliary invariants in our work are different from those found in [9,13]. Moreover, we generalize these concrete invariants and causal relations into a parameterized proof, and generate a parameterized proof in Isabelle. The found invariants have abundant semantics reflecting the deep insight of the FLASH protocol design, and the readable Isabelle proof script formally proves these invariants. In this way, we prove the protocol with the highest assurance. To the best of knowledge, this work for the first time automatically generates a proof of safety properties of full version of FLASH in a theorem prover without auxiliary invariants manually provided by people.

# Conclusion

The originality of paraVerifier lies in the following aspects: (1) instead of directly proving the invariants of a protocol by induction, we propose a general proof method based on the consistency lemma to decompose the proof goal into a number of small ones; (2) instead of proving the decomposed subgoals by hand, we automatically generate proofs for them based on the information of causal relation computed in a small protocol instance.

As we demonstrate in this work, combining theorem proving with automatic proof generation is promising in the field of formal verification of industrial protocols. Theorem proving can guarantee the rigorousness of the verification results, while automatic proof generation can release the burden of human interaction. **References**
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1. Here −→ and ←→ are HOL connectives. [↑](#footnote-ref-1)
2. the details of computing cmpSemiperm(*m* + *n,n*) can be found in [12]. [↑](#footnote-ref-2)
3. The names mutualEx and invOnX1 in this work are just for easy-reading, their index here is generated in some order by invFinder [↑](#footnote-ref-3)
4. *.*

   iR1 6= iInv1 is the abbreviation of !(iR1 = iInv1) [↑](#footnote-ref-4)