**Requirements document**

As always, feel free to adjust the syntax and format of your requirements document as you think appropriate. The goal of the document is to provide a clear and unambiguous description of what the project does.

1. Overview

1.1. Objectives: Why are we doing this project? What is the purpose?

**The objectives of this project are to design, build and test a music player. Educationally, students are learning how to interface a DAC, how to design a speaker amplifier, how to store digital music in ROM, and how to perform DAC output in the background. Our goal is to play an excerpt of the song Jupiter.**

1.2. Process: How will the project be developed?

**The project will be developed using the TM4C123 board. There will be two or three switches that the operator will use to control the music player. The system will be built on a protoboard and run on the usual USB power. The system will use 3 off-board switches. A hardware/software interface will be designed that allows software to control the player. There will be at least three hardware/software modules: switch input, DAC output, and the music player. The process will be to design and test each module independently from the other modules. After each module is tested, the system will be built and tested.**

1.3. Roles and Responsibilities: Who will do what? Who are the clients?

**EE445L students are the engineers and the TA is the client. Students are expected to make minor modifications to this document in order to clarify exactly what they plan to build. Students are allowed to divide responsibilities of the project however they wish, but, at the time of demonstration, both students are expected to understand all aspects of the design.**

1.4. Interactions with Existing Systems: How will it fit in?

**The system will use the TM4C123 board, a solderless breadboard, and the speaker as shown in Figure 5.1. It will be powered using the USB cable. You may use a +5V power from the lab bench, but please do not power the TPA731 or the speaker with a voltage above +5V.**

1.5. Terminology: Define terms used in the document.

Definitions for the terms

SSI -

Linearity -

**Frequency response - when something is dependent on the signal frequency of another device**

**Loudness - the amplitude of the music produced by instruments**

**Pitch - the note made by sound vibrations at a certain frequency**

**Instrument - a device used to produce musical sounds**

**Tempo - the speed of the song being played**

**Envelope -**

**Melody - the main sequence of notes in a musical composition that sounds pleasing**

**Harmony - when multiple notes are played that sound pleasing together**

1.6. Security: How will intellectual property be managed?

**The system may include software from StellarisWare and from the book. No software written for this project may be transmitted, viewed, or communicated with any other EE445L student past, present, or future (other than the lab partner of course). It is the responsibility of the team to keep its EE445L lab solutions secure.**

2. Function Description

2.1. Functionality: What will the system do precisely?

If the operator presses the play/pause button the music will play or pause. If the operator presses the play/pause button once the music should pause. Hitting the play/pause again causes music to continue. The play/pause button does not restart from the beginning, rather it continues from the position it was paused. If the rewind button is pressed, the music stops and the next play operation will start from the beginning**. There is a mode switch that allows the operator to control the tempo of the song, cycling through 3 tempo options.**

There must be a C data structure to hold the music. There must be a music driver that plays songs. The length of the song should be at least 30 seconds and comprise of at least 8 different frequencies. Although you will be playing only one song, the song data itself will be stored in a separate place and be easy to change. The player runs in the background using interrupts. The foreground (main) initializes the player, then executes **for(;;){}** do nothing loop. If you wish to include LCD output, this output should occur in the foreground. The maximum time to execute one instance of the ISR is **28.2 microseconds***.* You will need public functions **Rewind**, **Play** and **Stop**, which perform operations like a cassette tape player. The **Play** function has an input parameter that defines the song to play. A background thread implemented with output compare will fetch data out of your music structure and send them to the DAC.

There must be a C data structure to store the sound waveform or instrument. You are free to design your own format, as long as it uses a formal data structure (i.e., **struct**). The generated music must sound beautiful utilizing the SNR of the DAC. Although you only have to implement one instrument, it should be easy to change instruments.

2.2. Scope: List the phases and what will be delivered in each phase.

**Phase 1 is the preparation; phase 2 is the demonstration; and phase 3 is the lab report. Details can be found in the lab manual.**

2.3. Prototypes: How will intermediate progress be demonstrated?

**A prototype system running on the TM4C123 board and protoboard will be demonstrated. Progress will be judged by the preparation, demonstration and lab report.**

2.4. Performance: Define the measures and describe how they will be determined.

**The system will be judged by three qualitative measures. First, the software modules must be easy to understand and well-organized. Second, the system must employ an abstract data structures to hold the sound and the music. There should be a clear and obvious translation from sheet music to the data structure. Backward jumps in the ISR are not allowed. Waiting for SSI output to complete is an acceptable backwards jump. Third, all software will be judged according to style guidelines. Software must follow the style described in Section 3.3 of the book. There are three quantitative measures. First, the SNR of the DAC output of a sine wave should be measured. Second, the maximum time to run one instance of the ISR will be recorded. Third, you will measure power supply current to run the system. There is no particular need to optimize any of these quantitative measures in this system.**

2.5. Usability: Describe the interfaces. Be quantitative if possible.

**There will be three switch inputs. The DAC will be interfaced to a 32-ohm speaker.**

2.6. Safety: Explain any safety requirements and how they will be measured.

**If you are using headphones, please verify the sound it not too loud before placing the phones next to your ears.**

3. Deliverables

3.1. Reports: How will the system be described?

**A lab report described below is due by the due date listed in the syllabus. This report includes the final requirements document.**

3.2. Audits: How will the clients evaluate progress?

**The preparation is due at the beginning of the lab period on the date listed in the syllabus.**

3.3. Outcomes: What are the deliverables? How do we know when it is done?

**There are three deliverables: preparation, demonstration, and report.**

**// Music.h**

**// Andrew Lynch**

**typedef unsigned char instrument;**

**typedef unsigned char part;**

**enum instrument {**

**Flute,**

**Horn,**

**Trumpet,**

**Basson,**

**Oboe**

**};**

**enum part {**

**Allegro,**

**Stoccato1,**

**Stoccato2,**

**Stoccato3,**

**Melody,**

**CounterMelody**

**};**

**uint32\_t Allegro\_InstrumentIndex;**

**uint32\_t Stoccato1\_InstrumentIndex;**

**uint32\_t Stoccato2\_InstrumentIndex;**

**uint32\_t Stoccato3\_InstrumentIndex;**

**uint32\_t Melody\_InstrumentIndex;**

**uint32\_t CounterMelody\_InstrumentIndex;**

**const uint16\_t flute[64] = {**

**1007 \* 2 \* 2, 1252 \* 2 \* 2, 1374 \* 2, 1548 \* 2, 1698 \* 2, 1797 \* 2, 1825 \* 2, 1797 \* 2, 1675 \* 2, 1562 \* 2, 1383 \* 2, 1219 \* 2, 1092 \* 2,**

**1007 \* 2, 913 \* 2, 890 \* 2, 833 \* 2, 847 \* 2, 810 \* 2, 777 \* 2, 744 \* 2, 674 \* 2, 598 \* 2, 551 \* 2, 509 \* 2, 476 \* 2, 495 \* 2, 533 \* 2, 589 \* 2,**

**659 \* 2, 758 \* 2, 876 \* 2, 1007 \* 2, 1252 \* 2, 1374 \* 2, 1548 \* 2, 1698 \* 2, 1797 \* 2, 1825 \* 2, 1797 \* 2, 1675 \* 2, 1562 \* 2, 1383 \* 2,**

**1219 \* 2, 1092 \* 2, 1007 \* 2, 913 \* 2, 890 \* 2, 833 \* 2, 847 \* 2, 810 \* 2, 777 \* 2, 744 \* 2, 674 \* 2, 598 \* 2, 551 \* 2, 509 \* 2, 476 \* 2, 495 \* 2,**

**533 \* 2, 589 \* 2, 659 \* 2, 758 \* 2, 876 \* 2**

**};**

**const uint16\_t horn[64] = {**

**1063 \* 2, 1082 \* 2, 1119 \* 2, 1275 \* 2, 1678 \* 2, 1748 \* 2, 1275 \* 2, 755 \* 2, 661 \* 2, 661 \* 2, 703 \* 2, 731 \* 2, 769 \* 2, 845 \* 2,**

**1039 \* 2, 1134 \* 2, 1209 \* 2, 1332 \* 2, 1465 \* 2, 1545 \* 2, 1427 \* 2, 1588 \* 2, 1370 \* 2, 1086 \* 2, 708 \* 2, 519 \* 2, 448 \* 2, 490 \* 2,**

**566 \* 2, 684 \* 2, 802 \* 2, 992 \* 2, 1063 \* 2, 1082 \* 2, 1119 \* 2, 1275 \* 2, 1678 \* 2, 1748 \* 2, 1275 \* 2, 755 \* 2, 661 \* 2, 661 \* 2, 703 \* 2,**

**731 \* 2, 769 \* 2, 845 \* 2, 1039 \* 2, 1134 \* 2, 1209 \* 2, 1332 \* 2, 1465 \* 2, 1545 \* 2, 1427 \* 2, 1588 \* 2, 1370 \* 2, 1086 \* 2, 708 \* 2,**

**519 \* 2, 448 \* 2, 490 \* 2, 566 \* 2, 684 \* 2, 802 \* 2, 992 \* 2**

**};**

**const uint16\_t trumpet[64] = {**

**987 \* 2, 1049 \* 2, 1090 \* 2, 1110 \* 2, 1134 \* 2, 1160 \* 2, 1139 \* 2, 1092 \* 2, 1070 \* 2, 1042 \* 2, 1035 \* 2, 1029 \* 2, 1008 \* 2, 1066 \* 2,**

**1150 \* 2, 1170 \* 2, 1087 \* 2, 915 \* 2, 679 \* 2, 372 \* 2, 151 \* 2, 558 \* 2, 1014 \* 2, 1245 \* 2, 1260 \* 2, 1145 \* 2, 1063 \* 2, 984 \* 2, 934 \* 2,**

**960 \* 2, 1027 \* 2, 1077 \* 2, 1081 \* 2, 1074 \* 2, 1064 \* 2, 1042 \* 2, 1010 \* 2, 974 \* 2, 968 \* 2, 974 \* 2, 994 \* 2, 1039 \* 2, 1094 \* 2, 1129 \* 2,**

**1125 \* 2, 1092 \* 2, 1056 \* 2, 1056 \* 2, 1082 \* 2, 1059 \* 2, 1046 \* 2, 1058 \* 2, 1061 \* 2, 1045 \* 2, 1034 \* 2, 1050 \* 2, 1094 \* 2, 1112 \* 2,**

**1092 \* 2, 1063 \* 2, 1053 \* 2, 1065 \* 2, 1052 \* 2, 992 \* 2**

**};**

**const uint16\_t basson[64] = {**

**1068 \* 2, 1169 \* 2, 1175 \* 2, 1161 \* 2, 1130 \* 2, 1113 \* 2, 1102 \* 2, 1076 \* 2, 1032 \* 2, 985 \* 2, 963 \* 2, 987 \* 2, 1082 \* 2, 1343 \* 2,**

**1737 \* 2, 1863 \* 2, 1575 \* 2, 1031 \* 2, 538 \* 2, 309 \* 2, 330 \* 2, 472 \* 2, 626 \* 2, 807 \* 2, 1038 \* 2, 1270 \* 2, 1420 \* 2, 1461 \* 2, 1375 \* 2,**

**1201 \* 2, 1005 \* 2, 819 \* 2, 658 \* 2, 532 \* 2, 496 \* 2, 594 \* 2, 804 \* 2, 1055 \* 2, 1248 \* 2, 1323 \* 2, 1233 \* 2, 1049 \* 2, 895 \* 2, 826 \* 2,**

**826 \* 2, 850 \* 2, 862 \* 2, 861 \* 2, 899 \* 2, 961 \* 2, 1006 \* 2, 1023 \* 2, 1046 \* 2, 1092 \* 2, 1177 \* 2, 1224 \* 2, 1186 \* 2, 1133 \* 2, 1098 \* 2,**

**1102 \* 2, 1109 \* 2, 1076 \* 2, 1027 \* 2, 1003 \* 2**

**};**

**const uint16\_t oboe[64] = {**

**1024 \* 2, 1024 \* 2, 1014 \* 2, 1008 \* 2, 1022 \* 2, 1065 \* 2, 1093 \* 2, 1006 \* 2, 858 \* 2, 711 \* 2, 612 \* 2, 596 \* 2, 672 \* 2, 806 \* 2, 952 \* 2, 1074 \* 2,**

**1154 \* 2, 1191 \* 2, 1202 \* 2, 1216 \* 2, 1236 \* 2, 1255 \* 2, 1272 \* 2, 1302 \* 2, 1318 \* 2, 1299 \* 2, 1238 \* 2, 1140 \* 2, 1022 \* 2, 910 \* 2, 827 \* 2,**

**779 \* 2, 758 \* 2, 757 \* 2, 782 \* 2, 856 \* 2, 972 \* 2, 1088 \* 2, 1177 \* 2, 1226 \* 2, 1232 \* 2, 1203 \* 2, 1157 \* 2, 1110 \* 2, 1067 \* 2, 1028 \* 2, 993 \* 2,**

**958 \* 2, 929 \* 2, 905 \* 2, 892 \* 2, 900 \* 2, 940 \* 2, 1022 \* 2, 1125 \* 2, 1157 \* 2, 1087 \* 2, 965 \* 2, 836 \* 2, 783 \* 2, 816 \* 2, 895 \* 2, 971 \* 2, 1017 \* 2**

**};**

**void Music\_Init(void);**

**void Music\_AssignInstrumentToPart(part p, instrument i);**

**void Music\_PlayPausePart(part p);**

**// MAX5353.h**

**// Runs on LM4F120/TM4C123**

**// Use SSI0 to send a 16-bit code to the MAX5353.**

**// Daniel Valvano**

**// September 11, 2013**

**/\* This example accompanies the book**

**"Embedded Systems: Real Time Interfacing to Arm Cortex M Microcontrollers",**

**ISBN: 978-1463590154, Jonathan Valvano, copyright (c) 2015**

**Copyright 2015 by Jonathan W. Valvano, valvano@mail.utexas.edu**

**You may use, edit, run or distribute this file**

**as long as the above copyright notice remains**

**THIS SOFTWARE IS PROVIDED "AS IS". NO WARRANTIES, WHETHER EXPRESS, IMPLIED**

**OR STATUTORY, INCLUDING, BUT NOT LIMITED TO, IMPLIED WARRANTIES OF**

**MERCHANTABILITY AND FITNESS FOR A PARTICULAR PURPOSE APPLY TO THIS SOFTWARE.**

**VALVANO SHALL NOT, IN ANY CIRCUMSTANCES, BE LIABLE FOR SPECIAL, INCIDENTAL,**

**OR CONSEQUENTIAL DAMAGES, FOR ANY REASON WHATSOEVER.**

**For more information about my classes, my research, and my books, see**

**http://users.ece.utexas.edu/~valvano/**

**\*/**

**// SSI0Clk (SCLK, pin 4) connected to PA2**

**// SSI0Fss (!CS, pin 2) connected to PA3**

**// SSI0Tx (DIN, pin 3) connected to PA5**

**// see Figure 7.19 for complete schematic**

**//\*\*\*\*\*\*\*\*DAC\_Init\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\***

**// Initialize Max5353 12-bit DAC**

**// inputs: initial voltage output (0 to 4095)**

**// outputs: none**

**// assumes: system clock rate less than 20 MHz**

**void DAC\_Init(uint16\_t data);**

**//\*\*\*\*\*\*\*\*DAC\_Out\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\***

**// Send data to Max5353 12-bit DAC**

**// inputs: voltage output (0 to 4095)**

**// outputs: none**

**void DAC\_Out(uint16\_t code);**