闲来无事看代码，无意间看到一段同事写的源码，在Spring Boot项目中用Mybatis访问多个数据源的数据。颇感性趣，感觉可以学到很多知识，而且代码有进一步改进的空间。

# 思路

1. 核心，Spring Boot中下面这个抽象类，提供了重要支撑

org.springframework.jdbc.datasource.lookup.AbstractRoutingDataSource

功能：

1. 实现了DataSource接口
2. 可设置默认数据源

public void setDefaultTargetDataSource(Object defaultTargetDataSource)

1. 可设置多个目标数据源

public void setTargetDataSources(Map<Object, Object> targetDataSources)

1. 根据key切换数据源，实现时，key是一个与数据源对应的数据源名字串

protected Object determineCurrentLookupKey()

1. 围绕这个核心

继承AbstractRoutingDataSource类，自定义数据源路由类RoutingDataSource。只需在需要特定数据源的时候，通过determineCurrentLookupKey()提供特定的数据源名字就能自动切换到对应的TargetDataSource上，如果没有映射到的数据源名字会使用默认的数据源DefaultTargetDataSource

1. DataSource Bean的自动注册

Spring Boot的ImportBeanDefinitionRegistrar提供了自动注册回调接口

void registerBeanDefinitions(AnnotationMetadata importingClassMetadata, BeanDefinitionRegistry registry)

实现该接口CustomDataSourceBeanRegister，完成对RoutingDataSource默认数据源和多数据源的设置；完成Bean的注册功能

在Spring Boot启动类中使用@Import(CustomDataSourceBeanRegister.class)或@Import({CustomDataSourceBeanRegister.class})触发Spring Boot自动回调注册接口，完成多DataSource Bean的注册

1. 为程序提供切换数据源的编码方式

引用切换数据源注解@CustomDataSource(name=”自定义数据源名”)，Service中只需使用Mapper接口的方法上使用@CustomDataSource即可完成数据源切换

注解实现通过AOP实现，在调用该注解的方法前改变目标数据源名字，进而关联RoutingDataSource的determineCurrentLookupKey方法返回改变后的数据源名字

离开方法后，恢复原数据源名字

有了思路，接下来开整

# 开始编码

## 核心

“DataSource路由”，RoutingDataSource继承AbstractRoutingDataSource，重写protected Object determineCurrentLookupKey()方法，提供切换的数据源映射名字即可。

## 那么切换的数据源映射名字，从何而来？

从自定义注解CustomDataSource来，开发者可以通过自定义注解的name属性指定要切换的数据源名字。

## 注解的名字如何传递给RoutingDataSource

一个保存当前注解名字的容器DataSourceContextHolder，需要具备如下能力

* 通过静态方法获取当前切换的数据源名字
* 通过静态方法设置当前要切换的数据源名字
* 数据源名字的切换要线程安全

可以通过同步方法，但是更简单的是使用ThreadLocal，每个线程都各自保存各自的变量，没有同步开销，以空间换时间，还好多数据源的线程应该不多。好了，代码片段如下：

|  |
| --- |
| public class DataSourceContextHolder {  /\* 当前目标数据源名字 \*/  private static final ThreadLocal<String> contextHolder = new ThreadLocal<String>();  public static void setTargetDataSourceName(String name) {  contextHolder.set(name);  }  public static String getTargetDataSourceName() {  return contextHolder.get();  }  public static void clearTargetDataSourceName() {  contextHolder.remove();  }  } |

## 注解的名字如何传给容器DataSourceContextHolder

Spring Boot AOP闪亮登场，在使用注解的方法处，截获注解，获取要切换的数据源名字，类的名字是...CustomDataSourceAop！

Maven依赖

|  |
| --- |
| <dependency>  <groupId>org.springframework.boot</groupId>  <artifactId>spring-boot-starter-aop</artifactId>  </dependency> |

代码片段

|  |
| --- |
| @Component  @Aspect  // 保证该AOP在@Transactional之前执行  @Order(-1)  public class CustomDataSourceAop {  /\*\*  \* 切换目标数据源  \* 在进入方法之前,更改目标数据源  \* @param point 切点,即用@CustomDataSource注解的目标方法  \* @param ds 目标方法上的注解对象  \*/  @Before("@annotation(ds)")  public void changeTargetDataSource(JoinPoint point, CustomDataSource ds) throws Throwable {  String dsId = ds.name();  DataSourceContextHolder.setTargetDataSourceName(ds.name());  }  /\*\*  \* 清除目标数据源  \* 方法执行后,清除本次切换的目标数据源  \*/  @After("@annotation(ds)")  public void restoreTargetDataSource(JoinPoint point, CustomDataSource ds) {  DataSourceContextHolder.clearTargetDataSourceName();  }  } |

至此，RoutingDataSource的代码片段

|  |
| --- |
| /\*\*  \* SpringBoot Bean注册中使用的自定义多数据源选择类  \* 一方面实现了DataSource接口,一方面可以根据目标数据源名字选择对应DataSource的功能  \*/  public class RoutingDataSource extends AbstractRoutingDataSource {  @Override  protected Object determineCurrentLookupKey() {  return DataSourceContextHolder.getTargetDataSourceName();  }  } |

## 如何将RoutingDataSource注册到SpringBoot中

创建CustomDataSourceBeanRegister实现ImportBeanDefinitionRegistrar接口，在

void registerBeanDefinitions(AnnotationMetadata importingClassMetadata, BeanDefinitionRegistry registry)

方法中，完成注册工作

## Bean的注册需要哪些步骤

创建Bean定义对象GenericBeanDefinition

调用setBeanClass设置Bean类型

调用setSynthetic设置为true标识这个Bean是手动发起合成的，如果不关心可不设置

调用getPropertyValues得到属性设置对象

通过属性设置对象，为Bean注入必要的属性值，属性名是Bean中公共set方法后面的名字，第一个字母小写

通过入参BeanDefinitionRegistry对象的registerBeanDefinition方法，将Bean注册到SpringBoot中

最后通过@Import注解导入ImportBeanDefinitionRegistrar接口实现类，触发Spring Boot调用注册接口

## DataSource的注册需要哪些步骤

创建GenericBeanDefinition对象beanDefinition

beanDefinition.setBeanClass设置Bean类型为RoutingDataSource.class

beanDefinition. setSynthetic(true)标识这个Bean是手工合成的，区别于Spring Boot自动注册的Bean

beanDefinition.getPropertyValues()得到RoutingDataSource属性注入对象mpv

通过mpv.addPropertyValue("defaultTargetDataSource", defaultDataSource)注入默认数据源对象

通过mpv.addPropertyValue("targetDataSources", targetDataSources)注入名值对形式的多数据源映射

ImportBeanDefinitionRegistrar接口registerBeanDefinitionsBean方法的入参DefinitionRegistry对象值为registry

通过registry.registerBeanDefinition("dataSource", beanDefinition)完成Spring Boot上下文注册

最后@Import({CustomDataSourceBeanRegister.class})，一般在Spring Boot入口类上使用

几点说明：

上述属性注入的名字为什么是defaultTargetDataSource、targetDataSource

之前说过，注入的属性名字就是Bean字段值设置方法set之后的名，查看AbstractRoutingDataSource的源码，可看到如下内容

|  |
| --- |
| public void setTargetDataSources(Map<Object, Object> targetDataSources) {  this.targetDataSources = targetDataSources;  }  public void setDefaultTargetDataSource(Object defaultTargetDataSource) {  this.defaultTargetDataSource = defaultTargetDataSource;  } |

通过上面代码，确定了这两个属性的名字

为什么Bean的名字是dataSource

这个是约定俗成，DataSource对象自然是dataSource，当然也可以注册为其它名字。只是如果通过名字getBean()时，要提供正确的名字。

上面步骤中，提到了注入默认数据源对象

## 这个默认数据源对象如何获取

默认数据源配置

利用Spring Boot的spring.datasource来设置默认数据源的选项

## 如何将配置绑定到DataSource对象上

## SpringBoot中DataSource自动注册代码分析

首先想到的是Spring Boot内部如何自动完成了DataSource的注册，一番查找，总结如下，比较无聊，就是按线索一条一条跟下去

入口点org.springframework.boot.autoconfigure.jdbc.DataSourceAutoConfiguration完成数据源的自动注册

关注如下这段代码

|  |
| --- |
| @Configuration(  proxyBeanMethods = false  )  @Conditional({DataSourceAutoConfiguration.PooledDataSourceCondition.class})  @ConditionalOnMissingBean({DataSource.class, XADataSource.class})  @Import({Hikari.class, Tomcat.class, Dbcp2.class, Generic.class, DataSourceJmxConfiguration.class})  protected static class PooledDataSourceConfiguration {  protected PooledDataSourceConfiguration() {  }  } |

来看条件类DataSourceAutoConfiguration.PooledDataSourceCondition.class

|  |
| --- |
| static class PooledDataSourceCondition extends AnyNestedCondition {  PooledDataSourceCondition() {  super(ConfigurationPhase.PARSE\_CONFIGURATION);  }  @Conditional({DataSourceAutoConfiguration.PooledDataSourceAvailableCondition.class})  static class PooledDataSourceAvailable {  PooledDataSourceAvailable() {  }  }  } |

再看DataSourceAutoConfiguration.PooledDataSourceAvailableCondition.class

|  |
| --- |
| static class PooledDataSourceAvailableCondition extends SpringBootCondition {  PooledDataSourceAvailableCondition() {  }  public ConditionOutcome getMatchOutcome(ConditionContext context, AnnotatedTypeMetadata metadata) {  Builder message = ConditionMessage.forCondition("PooledDataSource", new Object[0]);  return DataSourceBuilder.findType(context.getClassLoader()) != null ? ConditionOutcome.match(message.foundExactly("supported DataSource")) : ConditionOutcome.noMatch(message.didNotFind("supported DataSource").atAll());  }  } |

DataSourceBuilder.findType返回非空条件成立

|  |
| --- |
| private static final String[] DATA\_SOURCE\_TYPE\_NAMES = new String[] { "com.zaxxer.hikari.HikariDataSource","org.apache.tomcat.jdbc.pool.DataSource", "org.apache.commons.dbcp2.BasicDataSource" };  public static Class<? extends DataSource> findType(ClassLoader classLoader) {  for (String name : DATA\_SOURCE\_TYPE\_NAMES) {  try {  return (Class<? extends DataSource>) ClassUtils.forName(name, classLoader);  }  catch (Exception ex) {  // Swallow and continue  }  }  return null;  } |

这里可以看到按DATA\_SOURCE\_TYPE\_NAMES顺序加载了DataSource实现类，HikariDataSource是首选实现类

接着来看@Import({Hikari.class, Tomcat.class, Dbcp2.class, Generic.class, DataSourceJmxConfiguration.class})，这些Bean都在org.springframework.boot.autoconfigure.jdbc.DataSourceConfiguration中，来看首选的Hikari.class的Bean实现，其它类似。

|  |
| --- |
| @Configuration(  proxyBeanMethods = false  )  @ConditionalOnClass({HikariDataSource.class})  @ConditionalOnMissingBean({DataSource.class})  @ConditionalOnProperty(  name = {"spring.datasource.type"},  havingValue = "com.zaxxer.hikari.HikariDataSource",  matchIfMissing = true  )  static class Hikari {  Hikari() {  }  @Bean  @ConfigurationProperties(  prefix = "spring.datasource.hikari"  )  HikariDataSource dataSource(DataSourceProperties properties) {  HikariDataSource dataSource = (HikariDataSource)DataSourceConfiguration.createDataSource(properties, HikariDataSource.class);  if (StringUtils.hasText(properties.getName())) {  dataSource.setPoolName(properties.getName());  }  return dataSource;  }  } |

通过@Import首先引入Hikari.class

将Hikari作为DataSource的首选Bean

其中Bean的实现方法HikariDataSource dataSource(DataSourceProperties properties)是随后要借鉴和参考的重要代码其中DataSourceConfiguration.createDataSource是关键

|  |
| --- |
| protected static <T> T createDataSource(DataSourceProperties properties, Class<? extends DataSource> type) {  return properties.initializeDataSourceBuilder().type(type).build();  } |

至此，SpringBoot DataSource Bean已经完成自动创建

## 实现自己的DataSource实例创建代码

从上面总结中看到SpringBoot中DataSource Bean创建使用了@ConfiguraionProperties注解将配置数据自动绑定到DataSource对象相应属性上，但是SpringBoot中的这些注解内容都是固定的。

|  |
| --- |
| @ConfigurationProperties(  prefix = "spring.datasource.hikari"  ) |

多数据源DataSource实现，配置是动态的，需要动态修改@ConfigurationProperties的内容。又一番折腾。

## 动态修改@ConfiguraitonProperties内容

Java中注解类是通过代理Proxy生成的，sun.reflect.annotation.AnnotationInvocationHandler.AnnotationInvocationHandler是代理调用句柄，可见范围是包。注解成员名值对，保存在代理调用句柄的memberValues字段中，类型是Map<String,Object>。因此可以通过代理调用对象反射memberValues字段，来修改@ConfigurationProperties的prefix。

动态修改步骤：

通过反射方法对象method.getAnnotation(ConfigurationProperties.class)得到注解对象

Proxy.getInvocationHandler(注解对象)得到调用句柄对象AnnotationInvocationHandler

调用句柄对象反射getDeclaredField得到memberValues字段对象，打开访问权限

取memberValues字段对象值，put(“prefix”,新值)，完成注解修改

还是看看代码吧

|  |
| --- |
| // 取DataSource工厂方法（就是创建DataSource实例的方法）上的注解@ConfigurationProperties  ConfigurationProperties configAnnotation = method.getAnnotation(ConfigurationProperties.class);  // 获取代理实例所持有的 InvocationHandler，Java注解由代理实现，代理处理对象是AnnotationInvocationHandler  InvocationHandler invocationHandler = Proxy.getInvocationHandler(configAnnotation);  // 获取 AnnotationInvocationHandler 的 memberValues 字段  Field memberValuesField = invocationHandler.getClass().getDeclaredField("memberValues");  // 打开访问权限  memberValuesField.setAccessible(true);  // 获取 memberValues (成员和值的映射表，目标注解的信息都在 memberValues 中)  Map<String, Object> memberValues = (Map<String, Object>) memberValuesField.get(invocationHandler);  // 1)、动态获取 TargetAnnotation.targetAnnotationClassField 标注的注解属性值  Object prefixValue = memberValues.get("prefix");  log.info("修改前@ConfigurationProperties prefix:{}", prefixValue);  // 2)、动态修改 TargetAnnotation.targetAnnotationClassField 标注的注解属性值  memberValues.put("prefix", prefix);  // 3)、再次获取修改后的 TargetAnnotation.targetAnnotationClassField 标注的注解属性值  prefixValue = memberValues.get("prefix");  log.info("修改后@ConfigurationProperties prefix:{}", prefixValue); |

## 如何将修改的注解内容绑定到DataSource上

坑，到处是坑，又遇到棘手的问题。实际上前面那些问题都不是一下子解决的，都是看的头大才搞定的，这个又是一个头疼的问题。

先看看前面的SpringBoot DataSource自动注册代码

|  |
| --- |
| properties.initializeDataSourceBuilder().type(type).build(); |

这里的properties是一个DataSourceProperties对象，@ConfigurationProperties注解就是绑定到这个对象上，然后再绑定到DataSource对象上。

Ok，先看注解配置如何绑定到DataSourceProperties

SpringBoot使用Binder将指定配置绑定到对象上，简单来说就是将配置转换成Bean。@ConfigurationProperties注解实际上就是将prefix指定前缀下的配置绑定到DataSourceProperties对象上。

来看@ConfigurationProperties的实现，org.springframework.boot.context.properties. ConfigurationPropertiesBindingPostProcessor

|  |
| --- |
| public Object postProcessBeforeInitialization(Object bean, String beanName) throws BeansException {  //这里的bean可以是任意类型，比如DataSource  bind(ConfigurationPropertiesBean.get(this.applicationContext, bean, beanName));  return bean;  } |

其中bind会一直调用到如下代码

|  |
| --- |
| BindResult<?> bind(ConfigurationPropertiesBean propertiesBean) {  Bindable<?> target = propertiesBean.asBindTarget();  ConfigurationProperties annotation = propertiesBean.getAnnotation();  BindHandler bindHandler = getBindHandler(target, annotation);  return getBinder().bind(annotation.prefix(), target, bindHandler);  } |
| private Binder getBinder() {  if (this.binder == null) {  this.binder = new Binder(getConfigurationPropertySources(), getPropertySourcesPlaceholdersResolver(),getConversionService(), getPropertyEditorInitializer(), null,  ConfigurationPropertiesBindConstructorProvider.INSTANCE);  }  return this.binder;  } |

## 可以通过Binder.bind(prefix, Bindable<?> target, BindHandler)来完成绑定

上网查看一下Binder用法，一般都是这种格式

|  |
| --- |
| SomeCalss beans = Binder.get(env).bind(prefix, SomeClass.class).orElse(null); |

因此SpringBoot源码中的new Binder（因为太多没有的参数）可以考虑通过上面代码来替换，而Binder.get(env)源码为

|  |
| --- |
| public static Binder get(Environment environment, BindHandler defaultBindHandler) {  Iterable<ConfigurationPropertySource> sources = ConfigurationPropertySources.get(environment);  PropertySourcesPlaceholdersResolver placeholdersResolver = new PropertySourcesPlaceholdersResolver(environment);  return new Binder(sources, placeholdersResolver, null, null, defaultBindHandler);  } |

再来看ConfigurationPropertiesBean.get(this.applicationContext, bean, beanName)

|  |
| --- |
| public static ConfigurationPropertiesBean get(ApplicationContext applicationContext, Object bean, String beanName) {  //通过Spring上下文找到Bean定义的方法，就是定位创建bean的工厂方法，返回类型为Bean类型的方法就满足工厂方法  Method factoryMethod = findFactoryMethod(applicationContext, beanName);  return create(beanName, bean, bean.getClass(), factoryMethod);  } |
| private static ConfigurationPropertiesBean create(String name, Object instance, Class<?> type, Method factory) {  ConfigurationProperties annotation = findAnnotation(instance, type, factory, ConfigurationProperties.class);  if (annotation == null) {  return null;  }  Validated validated = findAnnotation(instance, type, factory, Validated.class);  Annotation[] annotations = (validated != null) ? new Annotation[] { annotation, validated }: new Annotation[] { annotation };  //bindType如何创建看这里，有工厂方法就可以了  ResolvableType bindType = (factory != null) ? ResolvableType.forMethodReturnType(factory) : ResolvableType.forClass(type);  //bindTarget如何创建看这里，有了bindType，从工厂方法上获取注解ConfigurationProperties，然后用数组传进去，就可以了  Bindable<Object> bindTarget = Bindable.of(bindType).withAnnotations(annotations);  if (instance != null) {  bindTarget = bindTarget.withExistingValue(instance);  }  return new ConfigurationPropertiesBean(name, instance, annotation, bindTarget);  } |
| private ConfigurationPropertiesBean(String name, Object instance, ConfigurationProperties annotation,Bindable<?> bindTarget) {  this.name = name;  this.instance = instance;  this.annotation = annotation;  this.bindTarget = bindTarget;  this.bindMethod = BindMethod.forType(bindTarget.getType().resolve());  } |

## 至此，已经解决如何Bindable<?> target创建

DataSource工厂方法

工厂方法上的@ConfigurationProperties注解

然后就可以创建出Bindable<Object> bindTarget

|  |
| --- |
| // 取DataSource工厂方法（就是创建DataSource实例的方法）上的注解@ConfigurationProperties  ConfigurationProperties configAnnotation = method.getAnnotation(ConfigurationProperties.class);  // 绑定工厂返回类型DataSource类型  ResolvableType bindType = ResolvableType.forMethodReturnType(method);  // DataSource类型绑定注解  Bindable<Object> bindTarget = Bindable.of(bindType).withAnnotations(new Annotation[] { configAnnotation });  // 绑定具体对象  bindTarget = bindTarget.withExistingValue(dataSource); |

再来看BindHandler，最终ConfigurationPropertiesBinder.getBindHandler

|  |
| --- |
| private <T> BindHandler getBindHandler(Bindable<T> target, ConfigurationProperties annotation) {  List<Validator> validators = getValidators(target);  //用这个Handler就可以，其它的都是一些带条件处理的Handler，用不到  BindHandler handler = new IgnoreTopLevelConverterNotFoundBindHandler();  if (annotation.ignoreInvalidFields()) {  handler = new IgnoreErrorsBindHandler(handler);  }  if (!annotation.ignoreUnknownFields()) {  UnboundElementsSourceFilter filter = new UnboundElementsSourceFilter();  handler = new NoUnboundElementsBindHandler(handler, filter);  }  if (!validators.isEmpty()) {  handler = new ValidationBindHandler(handler, validators.toArray(new Validator[0]));  }  for (ConfigurationPropertiesBindHandlerAdvisor advisor : getBindHandlerAdvisors()) {  handler = advisor.apply(handler);  }  return handler;  } |

至此BindHandler也解决了

## 于是动态替换@ConfigurationProperties内容以及绑定的方法终于新鲜出炉

|  |
| --- |
| /\*\*  \* 指定数据源配置绑定到数据源对象上  \* 动态设置注解@ConfigurationProperties{prefix=...}  \* 利用Proxy代理AnnotationInvocationHandler，修改注解内容  \* 利用SpringBoot Binder，实现配置到数据源的动态绑定  \* @param dataSource 数据源对象  \* @param method 数据源工厂方法  \* @param prefix 指定数据源配置前缀  \*/  protected void bindDataSourceConfiguration(DataSource dataSource, Method method, String prefix)throws NoSuchMethodException, NoSuchFieldException, IllegalAccessException {  // 取DataSource工厂方法（就是创建DataSource实例的方法）上的注解@ConfigurationProperties  ConfigurationProperties configAnnotation = method.getAnnotation(ConfigurationProperties.class);  // 获取代理实例所持有的 InvocationHandler，Java注解由代理实现，代理处理对象是AnnotationInvocationHandler  InvocationHandler invocationHandler = Proxy.getInvocationHandler(configAnnotation);  // 获取 AnnotationInvocationHandler 的 memberValues 字段  Field memberValuesField = invocationHandler.getClass().getDeclaredField("memberValues");  // 打开访问权限  memberValuesField.setAccessible(true);  // 获取 memberValues (成员和值的映射表，目标注解的信息都在 memberValues 中)  Map<String, Object> memberValues = (Map<String, Object>) memberValuesField.get(invocationHandler);  // 1)、动态获取 TargetAnnotation.targetAnnotationClassField 标注的注解属性值  Object prefixValue = memberValues.get("prefix");  log.info("修改前@ConfigurationProperties prefix:{}", prefixValue);  // 2)、动态修改 TargetAnnotation.targetAnnotationClassField 标注的注解属性值  memberValues.put("prefix", prefix);  // 3)、再次获取修改后的 TargetAnnotation.targetAnnotationClassField 标注的注解属性值  prefixValue = memberValues.get("prefix");  log.info("修改后@ConfigurationProperties prefix:{}", prefixValue);  // 绑定工厂返回类型DataSource类型  ResolvableType bindType = ResolvableType.forMethodReturnType(method);  // DataSource类型绑定注解  Bindable<Object> bindTarget = Bindable.of(bindType).withAnnotations(new Annotation[] { configAnnotation });  // 绑定具体对象  bindTarget = bindTarget.withExistingValue(dataSource);  // 绑定事件处理对象  BindHandler handler = new IgnoreTopLevelConverterNotFoundBindHandler();  // 将特定的DataSource配置绑定到数据源上  Binder.get(env).bind(configAnnotation.prefix(), bindTarget, handler);  } |

## 自定义数据源配置规范

|  |
| --- |
| custom:  datasource:  names: cus1,cus2,...  cus1:  #与默认配置spring.datasource格式一样  cus2:  #与默认配置spring.datasource格式一样 |

整个实现中，DataSource配置与SpringBoot自动注册的配置有些差异，就是数据源特异性的配置没有单独放在各自数据源特有的结点下而是都放在了一起。比如，SpringBoot会将HikariDataSource配置放在spring.datasource.hikari结点下，而多数据源配置都放在了spring.datasource下，同理也适用于custom.datasource.<数据源名>结点。

另外生成的数据源对象没有设置数据源名字，因为不同实现的数据源数据源名设置方法不一样，更具体的可以参看DataSourceConfiguration中各DataSource Bean的源码。

## 通过type来区分数据源实现类

多数据源实现中，没有像SpringBoot那样通过各自的结点名，将配置绑定到特定的数据源上。因此，可以通过type以及统一的结点名来将所有类型的DataSource配置绑定到特定的数据源上。

如果不指定type，会使用HikariDataSource

## Bean注册也可通过@Bean注解实现

|  |
| --- |
| @Configuration  @Slf4j  public class CustomDataSourceBean extends CustomDataSourceBeanBase {  @Bean  public DataSource dataSource(){  try {  log.info("初始化customDataSourceBean");  DataSourceFactory.build().setEnvironment(env);  DataSource defaultDataSource = defaultDataSource();  String defaultDataSourceName = "dataSource";  Map<String, DataSource> customDataSourceMap = customDataSource();  if (defaultDataSource == null && customDataSourceMap.size() == 0) {  throw new IllegalAccessError("没有定义任何数据源");  }  // 增加有效数据源名称  DataSourceContextHolder.addValidDataSourceName(defaultDataSourceName);  for (String key : customDataSourceMap.keySet()) {  DataSourceContextHolder.addValidDataSourceName(key);  }  RoutingDataSource dataSource=new RoutingDataSource();    Map<Object, Object> targetDataSources = Maps.newHashMap();  if(defaultDataSource!=null){  targetDataSources.put(defaultDataSourceName,defaultDataSource);  dataSource.setDefaultTargetDataSource(defaultDataSource);  }else{  dataSource.setDefaultTargetDataSource(customDataSourceMap.values().iterator().next());  }  targetDataSources.putAll(customDataSourceMap);  dataSource.setTargetDataSources(targetDataSources);  log.info("初始化customDataSourceBean完毕");  return dataSource;  }catch(Exception e){  log.error("创建自定义数据源Bean失败:{}",e.getMessage(),e);  throw new IllegalAccessError(String.format("创建自定义数据源Bean失败:%s",e));  }  }  } |

# 代码模块

## 核心类RoutingDataSource

简单，但非常关键，根据上下文数据源名字，返回相应的数据源实例

通过DataSourceContextHolder获取当前要切换的数据源名字

## 自定义注解@CustomDataSource

拦截使用自定义数据源的方法，方法调用前根据注解内容设定目标数据源名，调用后恢复之前的数据源名。对下为DataSourceContextHolder提供数据源名称

## 数据源名切换上下文类DataSourceContextHolder

对上接收@CustomDataSource注解中的数据源名字，对下为核心类RoutingDataSource提供当前要切换的数据源名字

## 数据源工厂类DataSourceFactory

通过Enviroment根据给定的配置前缀创建DataSource实例

通过修改工厂方法的@ConfigurationProperties的prefix动态绑定数据源配置

为CustomDataSourceBean和CustomDataSourceBeanRegister创建相应的数据源实例提供封装和辅助

## 数据源Bean基类CustomDataSourceBeanBase

为数据源注册方式类CustomDataSourceBeanRegister和数据源Bean方式类CustomDataSourceBean提供公共方法，包括：Spring环境注入、按照默认数据源配置创建默认数据源、按照自定义数据源配置创建自定义数据源

这里，通过DataSourceFactory来创建数据源

数据源注册类和数据源Bean功能一样，都是注入Bean，可二者选一

## 数据源注册类

创建RoutingDataSource对象，并绑定默认数据源和自定义数据源，将RoutingDataSource注册到SpringBoot中

## 配置数据源Bean类

通过SpringBoot配置方式创建Bean——@Configuration与@Bean，创建RoutingDataSource，并绑定默认数据源和自定义数据源

## 关系图

RoutingDataSource

CustomDataSourceBeanBase

CustomDataSourceBeanRegister

CustomDataSourceBean

DataSourceFactory

IDataSourceFactory

DataSourceContextHolder

CustomDataSource

使用DataSource的方法

# 测试

## RoutingDataSource改进

测试JdbcTemplate注入不同数据源时，发现注解中使用不同数据源名返回的数据源对象都一样，经查看AbstractRoutingDataSource代码，有如下代码

|  |
| --- |
| protected DataSource determineTargetDataSource() {  Assert.notNull(this.resolvedDataSources, "DataSource router not initialized");  Object lookupKey = this.determineCurrentLookupKey();  DataSource dataSource = (DataSource)this.resolvedDataSources.get(lookupKey);  if (dataSource == null && (this.lenientFallback || lookupKey == null)) {  dataSource = this.resolvedDefaultDataSource;  }  if (dataSource == null) {  throw new IllegalStateException("Cannot determine target DataSource for lookup key [" + lookupKey + "]");  } else {  return dataSource;  }  } |

这个才是获取真正DataSource的代码，封装一下

|  |
| --- |
| /\*\*真正的数据源，如果不使用该方法，在JdbcTemplate上使用注解会导致始终返回同一数据源对象的问题，  \* 但是Mybatis mapper不存在这个问题 \*/  public DataSource getTargetDataSource(){  return super.determineTargetDataSource();  } |
| if(dataSource instanceof RoutingDataSource){  targetDataSource=((RoutingDataSource)dataSource).getTargetDataSource();  } |

在注入代码中，进行如下转换，不过这种方式明显是一种紧耦合。这个问题在Mybatis的mapper上不存在，mapper取的应该是Connection？查看了一下AbstractRoutingDataSource代码，在获取Connection时用的是determineTargetDataSource。

为了稍稍解耦，通过反射来调用determineTargetDataSource

|  |
| --- |
| public final class DataSourceHelper {  /\*\*多数据源切换，获取实际的数据源\*/  public static DataSource getTargetDataSource(DataSource dataSource) throws NoSuchMethodException,InvocationTargetException,IllegalAccessException {  if(dataSource instanceof AbstractRoutingDataSource){  Class clz = dataSource.getClass();  //因为determineTargetDataSource在AbstractRoutingDataSource类中，需要回溯到这个类上面  while(clz!=AbstractRoutingDataSource.class){  clz=clz.getSuperclass();  }  Method method = clz.getDeclaredMethod("determineTargetDataSource");  method.setAccessible(true);  return (DataSource) method.invoke(dataSource);  }else{  return dataSource;  }  }  } |

然后JdbcTemplate Bean这样使用

|  |
| --- |
| @CustomDataSource(name = "cus1")  @Bean  @Qualifier("cus1")  JdbcTemplate cus1JdbcTemplate(DataSource dataSource) throws SQLException{  try{  return new JdbcTemplate(DataSourceHelper.getTargetDataSource(dataSource));  }catch(Exception e){  throw new SQLException(e.getCause());  }  } |

## 配置

在Application.yml进行如下配置，共三个配置，数据库地址、用户都一样，只是默认连接的数据库不一样，分别是def、cus1、cus2。def、cus1、cus2下都创建了cus表，字段只有name和value，分别插入了一条记录，name值都是”name”，value分别为对应的库名。

|  |
| --- |
| #默认数据源  spring:  datasource:  username: test  password: mysql  #MySQL5用的驱动url是com.mysql.jdbc.Driver，MySQL6以后用的是com.mysql.cj.jdbc.Driver  driver-class-name: com.mysql.cj.jdbc.Driver  url: jdbc:mysql://192.168.128.27:3306/def?characterEncoding=UTF-8&useSSL=false&serverTimezone=Asia/Shanghai  maximum-pool-size: 2 #最大连接数，小于等于0会被重置为默认值10；大于零小于1会被重置为minimum-idle的值  connection-timeout: 60000 #连接超时时间:毫秒，小于250毫秒，否则被重置为默认值30秒  minimum-idle: 1 #最小空闲连接，默认值10，小于0或大于maximum-pool-size，都会重置为maximum-pool-size  idle-timeout: 500000 #空闲连接超时时间，默认值600000（10分钟），大于等于max-lifetime且max-lifetime>0，会被重置为0；不等于0且小于10秒，会被重置为10秒。  max-lifetime: 540000 #连接最大存活时间.不等于0且小于30秒，会被重置为默认值30分钟.设置应该比mysql设置的超时时间短  connection-test-query: SELECT 1 #连接测试查询  #自定义数据源  custom:  datasource:  names: cus1,cus2  cus1:  username: test  password: mysql  driver-class-name: com.mysql.cj.jdbc.Driver  url: jdbc:mysql://192.168.128.27:3306/cus1?characterEncoding=UTF-8&useSSL=false&serverTimezone=Asia/Shanghai&allowPublicKeyRetrieval=true  maximum-pool-size: 2  connection-timeout: 60000  minimum-idle: 1  idle-timeout: 500000  max-lifetime: 540000  connection-test-query: SELECT 1  cus2:  username: test  password: mysql  driver-class-name: com.mysql.cj.jdbc.Driver  url: jdbc:mysql://192.168.128.27:3306/cus2?characterEncoding=UTF-8&useSSL=false&serverTimezone=Asia/Shanghai&allowPublicKeyRetrieval=true  maximum-pool-size: 2  connection-timeout: 60000  minimum-idle: 1  idle-timeout: 500000  max-lifetime: 540000  connection-test-query: SELECT 1 |

## JdbcTemplate Bean配置

|  |
| --- |
| @Configuration  public class CustomDataSourceConfig {  @Bean  @Primary  JdbcTemplate defaultJdbcTemplate(DataSource dataSource) throws SQLException {  try{  return new JdbcTemplate(DataSourceHelper.getTargetDataSource(dataSource));  }catch(Exception e){  throw new SQLException(e.getCause());  }  }  @CustomDataSource(name = "cus1")  @Bean  @Qualifier("cus1")  JdbcTemplate cus1JdbcTemplate(DataSource dataSource) throws SQLException{  try{  return new JdbcTemplate(DataSourceHelper.getTargetDataSource(dataSource));  }catch(Exception e){  throw new SQLException(e.getCause());  }  }  @CustomDataSource(name = "cus2")  @Bean  @Qualifier("cus2")  JdbcTemplate cus2JdbcTemplate(DataSource dataSource) throws SQLException {  try{  return new JdbcTemplate(DataSourceHelper.getTargetDataSource(dataSource));  }catch(Exception e){  throw new SQLException(e.getCause());  }  }  } |

## Mybatis mapper配置

bean

|  |
| --- |
| @Data  public class Cus {  private String name;  private String value;  } |

接口

|  |
| --- |
| public interface CusMapper {  List<Cus> allCus();  } |

Mapper sql

|  |
| --- |
| <!-- 此处与接口类地址对应 -->  <mapper namespace="org.xynok.lab.mapper.CusMapper">  <!-- 此处与接口方法名对应 指定参数类型与返回结果类型-->  <select id="allCus" resultType="org.xynok.lab.dao.Cus">  select \* from cus  </select>  </mapper> |

服务组件

|  |
| --- |
| @Service  public class DbService {  @Autowired  private CusMapper cusMapper;  public List<Cus> allCus(){  return cusMapper.allCus();  }  @CustomDataSource(name="cus1")  public List<Cus> allCus1(){  return cusMapper.allCus();  }  @CustomDataSource(name="cus2")  public List<Cus> allCus2(){  return cusMapper.allCus();  }  } |

application.yml配置

|  |
| --- |
| mybatis:  mapper-locations: classpath\*:org/xynok/lab/mapper/\*.xml |

Jdbctemplate测试

|  |
| --- |
| @Autowired  JdbcTemplate JdbcTemplateDefault;  @Autowired  @Qualifier("cus1")  JdbcTemplate JdbcTemplateCus1;  @Autowired  @Qualifier("cus2")  JdbcTemplate JdbcTemplateCus2;  @Test  public void jdbcTemplate() {  String sql = "select name,value from cus";    JdbcTemplateDefault.query(sql, new RowCallbackHandler() {  @Override  public void processRow(ResultSet rs) throws SQLException {  Cus cus=new Cus();  cus.setName(rs.getString("name"));  cus.setValue(rs.getString("value"));  System.out.println(String.format("Default jdbcTemplate result:%s",cus));  }  });  JdbcTemplateCus1.query(sql, new RowCallbackHandler() {  @Override  public void processRow(ResultSet rs) throws SQLException {  Cus cus=new Cus();  cus.setName(rs.getString("name"));  cus.setValue(rs.getString("value"));  System.out.println(String.format("Cus1 jdbcTemplate result:%s",cus));  }  });  JdbcTemplateCus2.query(sql, new RowCallbackHandler() {  @Override  public void processRow(ResultSet rs) throws SQLException {  Cus cus=new Cus();  cus.setName(rs.getString("name"));  cus.setValue(rs.getString("value"));  System.out.println(String.format("Cus2 jdbcTemplate result:%s.",cus));  }  });  } |

Mybatis测试

|  |
| --- |
| @Autowired  DbService dbService;  @Test  void multiDs(){  List<Cus> list=dbService.allCus();  list.forEach(item->{  System.out.println(item);  });  list=dbService.allCus1();  list.forEach(item->{  System.out.println(item);  });  list=dbService.allCus2();  list.forEach(item->{  System.out.println(item);  });  } |

# 搭建MySQL环境

Docker容器方便快捷，只需具备Docker环境，便可利用已有的镜像资源来快速搭建所需的环境，实乃快速构建之最佳选择。

## 最小化安装CentOS7.2虚拟机

只有CentOS7.2的iso，网络设置为NAT

## 安装Docker

### 配置IP

1. VMware>编辑>虚拟网络编辑器

选择VMnet8 NAT模式

NAT设置>查看网关>192.168.128.2

记录，随后配置ip时用到

1. 编辑网卡配置文件

*# cd /etc/sysconfig/network-script*

*# vi ifcfg-eno16777736*

BOOTPROTO=static

IPADDR=192.168.128.27

GATEWAY=192.168.128.2

*# service network restart*

*# ip a*

### 安装

SecureCRT ssh连接虚拟机

指令如下

mount /dev/cdrom /mnt

yum makecache fast

yum install -y yum-utils device-mapper-persistent-data lvm2

yum -y update

**yum-config-manager** --add-repo http://mirrors.aliyun.com/docker-ce/linux/centos/docker-ce.repo

yum -y install docker

systemctl enable docker

指令含义

挂接本地光盘

刷新安装源

安装Docker所需的依赖包

更新Linux，如果不升级会导致后续MySQL连接出现10060未知异常

配置Docker国内镜像源

安装Docker

配置系统启动自动运行Docker

## 安装MySQL

### 上传镜像

/usr/local/docker/image-bak/mysql-image.tar

mysql-image.tar，这个是以前使用docker时导出的

恢复镜像

docker load -**i** mysql-image.tar

docker images

### 创建MySQL挂接目录

**cd** /usr/**local**/docker

**mkdir** mysql

**cd** mysql

**mkdir** **conf**

**cd** **conf**

touch mysql.cnf

**mkdir** data

**mkdir** logs

### 运行容器

docker run -p 3306:3306 --name mysql \

-v /usr/local/docker/mysql/conf:/etc/mysql/conf.d \

-v /usr/local/docker/mysql/logs:/var/log/mysql \

-v /usr/local/docker/mysql/data:/var/lib/mysql \

-e MYSQL\_ROOT\_PASSWORD=mysql \

-d mysql

run 运行

-p 3306:3306，主机port与容器port映射

--name mysql，容器名

-v <主机目录>:<容器目录>，容器目录挂接到主机目录

-e MYSQL\_ROOT\_PASSWORD=mysql，配置MySQL root密码

-d mysql，daemon方式运行，mysql是镜像名

### 创建mysql用户

*#进入容器，-it表示终端交互，mysql容器名，bash shell*

docker exec -it mysql bash

*#进入mysql,这里版本时8.0.21*

mysql -uroot -pmysql

Server version: 8.0.21 MySQL Community Server - GPL

*#创建test用户*

**create** **user** **test**@'%' **identified** **by** 'mysql';

*#授权*

**grant** all **privileges** **on** \*.\* **to** **test**@'%' **with** **grant** **option**;

*#刷新权限*

**flush** **privileges**;

### 启动停止mysql

docker stop mysql

docker start mysql

## 其它

1. 解决使用代理后，连接MySQL慢的问题

修改/usr/local/docker/mysql/conf/mysql.cnf文件

[mysqld]

skip-name-resolve

重启mysql

1. 解决使用代理后，ssh连接虚拟机慢的问题

是ssh服务端在连接时会自动检测DNS环境导致

修改文件：/etc/ssh/sshd\_config

*#UseDNS yes*

去掉注释，改为

UseDNS no

重启ssh服务

systemctl restart sshd

# 源码

![](data:image/x-emf;base64,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)