一、Spring框架的学习目标：

1.Spring框架的两大主题：

  (1)控制反转与依赖注入(IoC&DI)

     IoC: Inversion of Control

     DI:  Dependency Injection

         依赖注入是控制反转的具体实现！

  (2)面向切面编程(AOP)

     AOP: Aspect Orinented Programming

2.Spring框架的整合：

  (1)与JDBC及Hibernate的整合；

  (2)与Struts2的整合；

二、依赖关系和依赖解耦

1.什么是类的依赖关系？

    如果在一个类的业务方法中使用另外一个类的业务方法来完成自己的功能，

    那么这两个类就构成了依赖关系。

  【举例】

    有两个Bean类：UseBean和EnHelloBean。

    其中EnHelloBean中封装了一个输出英文问候语的业务方法sayHello()方法；

    而UseBean封装了一个业务方法show()方法并且在该方法中 通过调用

  EnHelloBean的sayHello()方法，输出问候语。

  【分析】:

  UseBean是调用类

  EnHelloBean是被调用类(所依赖的类)。

2.依赖关系的两种表现形式

  (1)仅在调用类方法中依赖

          ①在方法中创建所依赖对象；

          ②被依赖对象的生命周期仅局限在调用类的方法范围内；

         【案例】:

        spring01\_dependent1->dependent1.method

  (2)属性依赖

           ①将所依赖的类作为调用类属性的类型；

           ②被依赖对象的生命周期与调用类对象的生命周期相同；

          【注意】:Spring框架中研究的依赖形式是属性依赖！

          【案例】:

        spring01\_dependent1->dependent1.property

UserBean类：

|  |
| --- |
| /\*  【知识点】   \*     依赖关系的表现形式二（属性依赖）   \*/  **public** **class** UserBean {  **private** EnHelloBean ehello;    **public** EnHelloBean getEhello() {  **return** ehello;      }    **public** **void** setEhello(EnHelloBean ehello) {  **this**.ehello = ehello;      }        //业务方法  **public** **void** show(){          System.*out*.println("调用"+ehello.getClass().getName()+"对象的sayHello方法：");          ehello.sayHello();      }  } |

UserBeanTest类：

|  |
| --- |
| **public** **class** UserBeanTest {      /\*       \* UserBean类的执行方法：       \*  1）创建被调用类的对象       \*  2）创建调用类对象       \*  3）设置调用类与被调用类的依赖关系       \*  4）执行调用类的业务方法       \*/  **public** **static** **void** main(String[] args) {          //①创建被调用类的对象          EnHelloBean enObj = **new** EnHelloBean();          //②创建调用类对象          UserBean userBean = **new** UserBean();          //③设置调用类与被调用类的依赖关系          userBean.setEhello(enObj);            //④执行调用类的业务方法          userBean.show();      }  } |

3.依赖耦合

  (1)什么是依赖耦合？

          调用类的依赖属性的类型是具体的实现类；

          即调用类依赖具体的实现类；

  (2)依赖耦合的问题是:

          针对调用类实施功能扩展时，需要大量修改代码，

         【例如】:

               功能扩展——要求UseBean显示一个中文的问候语。

         【方案】:

       (1)增加一个能够显示中文问候语的bean类，即ZhHelloBean。

       (2)需要修改UseBean及测试类中的代码；

          【案例】:

        spring01\_dependent1->dependent1.property.couple

4.依赖解耦

  (1)什么是依赖解耦？

          封装调用类时，它的依赖属性的类型是接口而不是具体的实现类；

|  |
| --- |
| /\*   \* UserBean依赖所定义的接口   \*  要求UserBean的依赖属性的类型是接口类型   \*/  **public** **class** UserBean {  **private** IHelloBean hello;    **public** IHelloBean getHello() {  **return** hello;      }    **public** **void** setHello(IHelloBean hello) {  **this**.hello = hello;      }        //业务方法  **public** **void** show(){          System.*out*.println("调用"+hello.getClass().getName()+"对象的sayHello方法：");          hello.sayHello();      }  } |

  (2)依赖解耦的目的：

          当调用类需要增加新的功能时，调用类的代码不需要变更或者变更量最小。

  (3)如何实施依赖解耦？

       ①调用类依赖接口，而不是具体的类；

      ②被调用的类（所依赖的类）需要实现接口；

|  |
| --- |
| /\*       \* 【测试】       \*  UserBean类的业务方法------show（）       \*/  **public** **static** **void** main(String[] args) {          //只想检测接口里面的方法，所以定义为接口变量          IHelloBean hello; //接口类型的变量            //①创建所依赖的对象          EnHelloBean enHello = **new** EnHelloBean();          ZhHelloBean zhHello = **new** ZhHelloBean();          //②创建调用对象          UserBean userBean = **new** UserBean();          //③设置调用对象与依赖对象的依赖关系  //      hello = enHello; //接口变量引用所依赖的对象          hello = zhHello;          userBean.setHello(hello);            //执行调用对象的业务方法          userBean.show();      }  } |

  【案例】:

    spring01\_dependent1->dependent1.property.decouple

-------------------------------------------------------------------------------------------------------------------------一、控制反转(IoC)的概念

    控制反转指的是控制权反转，英文Inversion of Control

1.什么是控制权？(指谁来控制对象的创建；传统的应用程序对象的创建是由程序本身控制的。使用spring后，是由spring来创建对象的)

  (1)创建对象的权利；

  (2)设置对象依赖关系的权利；

2.什么是反转？(正传指程序来创建对象，反转指程序本身不去创建对象，而变为被动接受对象)

  (1)传统方式:

          调用类掌握控制权，即在调用类的执行方法中进行:

          ①创建所依赖的对象；

          ②创建调用对象；

          ③设置调用对象和所依赖对象的依赖关系；

  (2)反转方式:

          ①调用类将控制权转移给第三方工厂类；

          ②调用类在执行方法中向工厂类索要对象并执行相应的业务方法；

          【案例】:

         spring02\_dependent2->dependent2.demo1

     MyBeanFactory类：

|  |
| --- |
| /\*   \* 【说明】   \*   将控制权转移给第三方工厂类   \*/  **public** **class** MyBeanFactory {    **public** **static** Object getUserBean(){          //①创建调用类所依赖的对象          EnHelloBean enHello = **new** EnHelloBean();          ZhHelloBean zhHello = **new** ZhHelloBean();          //②创建调用类的对象          UserBean userBean = **new** UserBean();            //使用接口变量引用所依赖对象  //      IHelloBean hello = enHello;            //使用接口变量引用所依赖对象          IHelloBean hello = zhHello;            //③设置对象之间的依赖关系          userBean.setHello(hello);    **return** userBean;      }  } |
| /\*   \* 【说明】 通过工厂类索要目标对象   \*/  **public** **class** UserBeanTest {  **public** **static** **void** main(String[] args) {          UserBean userBean = (UserBean) MyBeanFactory.*getUserBean*();          userBean.show();      }  } |

二.Spring框架的IoC容器

  (1)Spring框架的IoC容器实际上是一个实现了BeanFactory接口的工厂类，

          例如：XmlBeanFactory

  (2)BeanFactory的功能：

          ①通过Resource对象，加载对象的配置信息；

       (a)对象的配置信息通常采用xml文件；

       (b)xml文件的标准名称是：applicationContext.xml，也可以采用自定义名称；

       (c)配置文件放在类路径下，即src下的相应包中；

|  |
| --- |
| public class UserBeanTest {    /\*     \*  【知识点】  \*  1）创建SpringIoC容器----BeanFactory     \*  2）通过IoC容器获得对象     \*/  public static void main(String[] args) {  /\*\* 将applicationContext.xml配置文件，封装成一个Resource对象         \*/  Resource config =new ClassPathResource("dependent2/demo2/applicationContext.xml");  /\*  根据Resource对象，创建BeanFactory对象         \*/  BeanFactory bf = new XmlBeanFactory(config);  //IoC容器  通过BeanFactory，获得需要的bean对象  UserBean ub = (UserBean)bf.getBean("userBean");  //执行bean对象的业务方法     ub.show();    }} |

          ②根据xml文件的配置，创建对象和设置对象的依赖关系

            【注意】:SpringIoC容器是通过反射方式创建对象的。

|  |
| --- |
| <bean id=*"enHello"* class=*"dependent2.demo2.EnHelloBean"*/>      <!-- EnHelloBean enHello = new EnHelloBean(); -->        <bean id=*"zhHello"* class=*"dependent2.demo2.ZhHelloBean"*/>        <bean id=*"userBean"* class=*"dependent2.demo2.UserBean"*>          <property name=*"hello"* ref=*"enHello"*/>          <!-- userBean.setHello(hello) -->      </bean> |

          ③管理对象的生命周期并负责提供对象；

                         =======

   (3)案例参考：

      spring02\_dependent2->dependent2.demo2

-------------------------------------------------------------------------------------------------------------------------

一、Spring框架中IoC容器的常见类型

1.BeanFactory接口，实现类是XmlBeanFactory，

  (1)特点:

          ①提供了IoC容器的核心功能，通常被称为"Bean工厂"；

          ②创建容器时，需要Resource（资源）对象；

  (2)功能:

      ①实例化对象及设置对象的依赖关系；

      ②管理对象的生命周期

      ③负责提供对象；

2.ApplicationContext接口，

    实现类是ClassPathXmlApplicationContext （\*）

  (1)特点:

          ①继承于BeanFactory接口，因而功能更加完善，

             是实际应用中的标准容器，通常被称为"应用上下文"；

          ②不需要资源对象，直接针对XML配置文件的路径创建容器对象；

  (2)功能:

          ①拥有BeanFactory的所有功能；

          ②支持国际化和事件发布等先进功能

3.WebApplicationContext接口，实现类是XmlWebApplicationContext

  (1)特点:

          ①ApplicationContext接口的子接口，专用于Web应用中的IoC容器，

          ②通过Web容器监听器(ContextLoaderListener)加载配置文件

             并创建Spring容器；

  (2)功能:

          整合时提供组件，有两种情况:

          ①为控制器提供业务组件；

          ②负责提供所有组件(包括控制器);

二、利用ApplicationContext容器管理对象

1.bean对象的创建时机:

  (1)默认情况下，容器创建的同时bean也被创建；

  (2)设置lazy-init属性为true

          当向容器索要对象时，容器才创建对象；

|  |
| --- |
| **public** **class** Test3 {    **private** **static** **final** String *CONFIG* = "applicationContext.xml";    **public** **static** **void** main(String[] args) {          /\*           \* ①创建一个IoC容器对象           \* ②创建对象的时机，即当容器对象创建时，bean对象也被创建           \*/          ClassPathXmlApplicationContext ioc = **new** ClassPathXmlApplicationContext(*CONFIG*);          /\*           \* 当我们需要获得IoC容器中所管理的bean对象时，IoC容器才会创建bean对象           \*/          MyBean3 myBean = (MyBean3) ioc.getBean(*CONFIG*);          //关闭 容器          ioc.close();      }  } |

2.bean对象的创建模式，即设置scope属性的值：

  (1)singleton(单例对象)

          容器只创建一个对象

          当向容器索要对象时，IoC容器每次提供相同的对象

  (2)prototype(原型对象):

          容器创建多个对象(多例对象)

          当向容器索要对象时，IoC容器每次提供不同的对象

  (3)针对于Web应用，IoC容器可以将所创建的对象存入

     HttpServletRequest对象和HttpSession对象中:

       ①request

       ②session

3.bean对象的再次初始化:

  (1)执行时机:在构造器之后执行的方法；

  (2)配置属性:init-method

4.bean对象销毁之前执行的方法(在单例模式中有效):

  (1)执行时机:关闭容器前，容器首先要销毁容器中所创建的对象

  (2)配置属性：destroy-method

|  |
| --- |
|  |

 ------------------------------------------------------------------------------------------------------------------------

1.传统的JavaBean概念

  (1)Bean代表类的一种封装形式。

  (2)特点：

          ①无参构造器；

          ②bean对象的属性名称由set和get方法的名称决定，

             比如：setName(String name),属性是name；

       public Class Student{

           private String sname;

           public void setName(String sname){

                       this.sname=sname;

           }

       }

          ③实现序列化接口。

2.Spring框架下，Bean类(对象）的概念

  (1)对传统意义上的javabean的概念进行了扩展。

  (2)保留了set/get方法的规范标准。

  (3)其它标准放松要求

 ------------------------------------------------------------------------------------------------------------------------

一、依赖注入的概念：

1.什么是依赖注入？

  (1)依赖注入的英文是:Dependency Injection，简称:DI；

  (2)依赖注入是指通过IoC容器设置bean对象的属性，而不是在程序中通过调用setter方法或者有参构造器进行设置；

  (3)依赖注入需要在xml配置文件中，提供具体的属性值；

2.属性值的注入分为两种情况(配置形式)

    根据Bean类中属性的类型不同，属性值有两种配置形式:

  (1)字面值注入

          如果bean类中属性的类型是如下2中情况，bean标签使用value属性

          或者在bean标签内使用value子标签；

        ①基本数据类型及其基本数据类型包装类:

      byte、short、char、int、long、boolean、double、float

        ②String类型

  (2)对象注入

          如果bean类中属性的类型是其它引用类型(String和基本数据类型包装类以外的)，

          配置时bean标签使用ref属性或者在bean标签内使用ref子标签。

|  |
| --- |
| <!-- 通过配置文件，为JavaBean对象的属性实施注入 -->      <bean id=*"regtime"* class=*"java.util.Date"*/>        <bean id=*"someone"* class=*"di.demo.SomeOneBean"*>          <!-- 字面值注入 -->          <property name=*"name"* value=*"王大"*/>          <!-- 相当于someone.setName("王大") -->          <property name=*"age"* value=*"18"*/>          <property name=*"height"* value=*"1.78"*/>          <property name=*"ismale"* value=*"true"*/>            <!-- 对象注入 -->          <property name=*"regtime"* ref=*"regtime"*/>      </bean> |

二、IoC容器实施依赖注入的三种形式：

1.Setter注入(最为常用)

  (1)要求：bean类定义了属性的set方法；

  (2)特点：先创建对象，再设置属性；

  【案例】：spring03\_DI-di.demo2

2.构造器注入

  (1)要求：bean类定义了有参构造器；

  (2)特点：创建对象的同时设置了属性；

  【案例】：spring03\_DI-di.demo3

Bean类：

|  |
| --- |
| **public** **class** A {  **private** IB **b**;  **private** String name;    **public** A() {      }      //提供一个有参构造器  **public** A(IB b, String name) {  **this**.b = b;  **this**.name = name;      }        //业务方法  **public** **void** print(){          System.*out*.println("--输出--");          b.show();          System.*out*.println("name:"+name);      }  } |

配置文件：

|  |
| --- |
| <bean id=*"***b***"* class=*"di.demo3.B"*/>      <bean id=*"a"* class=*"di.demo3.A"*>          <**constructor-arg index="0" ref="b"**/>   //对象注入，对应bean类中第一个属性           <**constructor-arg index="1" value="李芬"**/>  //字面值注入，对应bean类name属性          <!--          没有set方法，不能使用property标签          <property name="b" ref="b"/>          <property name="name" value="李芬"/>          -->      </bean> |

3.接口注入：

  (1)要求：bean类实现IoC容器中所定义的接口，该接口中提供了属性的set方法；

  (2)特点：先创建对象，再设置属性；

   【案例】：

      在Struts2框架中，向Action注入HttpSession对象的Map结构的一种方式是:

      可以在封装Action时实现SessionAware接口，从而使Action具有如下方法：

                void setSession(Map<String,Object> session)

          ,或者实现ServletRequestAware接口,拥有如下方法:

                void setServletRequest(HttpServletRequest request)

三、bean对象的属性继承

1.子bean对象的配置，需要使用parent属性来说明与父bean对象的关系，

     表明子bean对象的所有属性来源于父bean对象。

2.子bean对象可以重新配置继承下来的属性或者添加自己特有的属性配置；

3.父bean对象可以设置abstract属性为true，表明IoC容器不必创建父bean对象，

此时父bean标签中的class属性可以省略。

4.注册的抽象bean，是不能通过IoC容器获得的；强行获得会产生异常。

【案例】：spring03\_DI中的di.demo4包和di.demo5包

|  |
| --- |
| <!--          abstract表明是抽象的bean对象，Spring框架不会创建抽象的bean对象          注册的抽象bean，是不能通过IoC容器获得的，强行获得会产生异常      -->      <bean id=*"inheritedBean"* class=*"di.demo4.SomePersonBean"* **abstract=*"true****"*>          <property name=*"name"* value=*"王大"*/>          <property name=*"age"* value=*"30"*/>      </bean>      <!-- parent属性表明bean对象继承于parent属性指定的bean对象 -->      <bean id=*"person1"* class=*"di.demo4.SomePersonBean"*  **parent**=*"inheritedBean"*>          <property name=*"name"* value=*"王二"*/>          <property name=*"male"* value=*"男"*/>      </bean>      <bean id=*"person2"* class=*"di.demo4.SomePersonBean"*  **parent**=*"person1"*>          <property name=*"name"* value=*"王三"*/>      </bean> |

四、bean类中集合属性的依赖注入（重点）

1.集合属性的类型：

  (1)数组(2)List(3)Set(4)Map(5)Properties

2.参考案例:

  spring03\_DI中的di.demo6包

Bean类：

|  |
| --- |
| **public** **class** CollectionBean {  **private** String[] strArry;  **private** List<String> city;  **private** Set<String> name;  **private** Map<String,Object> books;  **private** Properties params;//键值对   ----注意输出的方法      -------------Set/get方法--------------      //显示集合属性  **public** **void** show(){          System.*out*.println("--字符串数组--");  **for** (String str : strArry) {              System.*out*.println(str+" ");          }            System.*out*.println("\n--List城市名称---");  **for** (String c : city) {              System.*out*.println(c+" ");          }            System.*out*.println("\n--Set朋友姓名---");  **for** (String na : name) {              System.*out*.println(na+" ");          }            System.*out*.println("\n--Map书籍名称---");          Set<String> keys = books.keySet();  **for** (String key : keys) {              System.*out*.println(key+":"+books.get(key));          }            System.*out*.println("--MySQL连接参数--");          //获得属性名称的Set集合          Set<String> ids = params.stringPropertyNames();  **for** (String id : ids) {              System.*out*.println(id+":"+params.getProperty(id));          }      }  } |

配置文件：

|  |
| --- |
| <bean id=*"collectionBean"* class=*"di.demo6.CollectionBean"*>          <!-- 注入数组对象，【注意】使用list标签 -->  **<property** name=*"strArry"*>  **<list>**  **<value>**welcome</value>                  <value>beijing</value>  **</list>**  **</property>**            <!-- 注入List对象 -->          <property name=*"city"*>  **<list>**  **<value>**北京</value>                  <value>上海</value>  **</list>**          </property>            <!-- 注入Set对象 -->          <property name=*"name"*>  **<set>**  **<value>**王大</value>                  <value>钱贵</value>  **</set>**          </property>            <!-- 注入Map对象 -->          <property name=*"books"*>  **<map>**  **<entry key**=*"ISBNoo1"* **value**=*"天龙八部"*/>                  <entry key=*"ISBN002"* value=*"白发摩旅"*/>  **</map>**          </property>            <!-- 注入Properties对象 -->  **<property** name=*"params"*>  **<props>**  **<prop key**=*"url"***>**jdbc:mysql://localhost:3306/test**</prop>**                  <prop key=*"driver"*>com.mysql.jdbc.Driver</prop>                  <prop key=*"username"*>root</prop>                  <prop key=*"password"*>123456</prop>  **</props>**  **</property>**      </bean> |

 ------------------------------------------------------------------------------------------------------------------------

1.什么是自动装配？

  (1)在XML配置文件中注册一个bean时，通过使用autowire属性告知IoC容器

          自动为其属性实施依赖注入。例如：

          <bean id="" class="" autowire="">

  (2)如果bean类中属性的类型是基本数据类型、String类型、Class类型以及

          这些类型的数组，则不能实施自动装配。

2.自动装配的三种形式：

  (1)按名称自动装配(autowire="byName")

          根据bean类的属性名称，在xml配置文件中查找相同注册名称的bean对象，

          如果找到，实施自动装配。

         【注意】:

            ①bean类的属性名称由setter/getter方法指定；

            ②xml文件中bean对象的注册名称由bean标签的id属性指定；

         【案例】:

      spring03\_DI\_autowire->autowire1.byname

Bean类：

|  |
| --- |
| **public** **class** Person {  **private** String pname;  **private** Company xxx; //company    **public** String getPname() {  **return** pname;      }  **public** **void** setPname(String pname) {  **this**.pname = pname;      }  **public** Company getXxx() {  **return** xxx;      }  **public** **void** setXxx(Company cmpy) {  **this**.xxx = cmpy;      }  } |

配置文件:

|  |
| --- |
| <bean id=*"xxx"* class=*"autowire1.byname.Company"*>          <property name=*"cname"* value=*"IBM"*/>          <property name=*"address"* value=*"Beijing"*></property>      </bean>        <bean id=*"person"*            class=*"autowire1.byname.Person"*  **autowire=*"byName"*>**            <property name=*"pname"* value=*"wangda"*/>      </bean> |

  (2)按类型自动装配(autowire="byType")

          根据bean类的属性类型，在xml文件中查找相同类型的bean对象，

          如果找到，实施自动装配。

    【注意】:

     ①bean类的属性类型是set方法中的参数类型(可能是接口类型)；

     ②xml文件中，注册bean的类型由bean标签的class属性指定，

      (指定的可能是一个接口的具体实现类)。

     ③如果xml文件中注册了多个相同类型的bean对象，不能采用byType

          自动装配，此时应采用手动装配，明确指明依赖关系！

     【案例】:

       spring03\_DI\_autowire->autowire2.bytype

Bean类：

|  |
| --- |
| **public** **class** Person {  **private** String pname;  **private** ICompany cmpy;    **public** String getPname() {  **return** pname;      }  **public** **void** setPname(String pname) {  **this**.pname = pname;      }  **public** ICompany getCmpy() {  **return** cmpy;      }  **public** **void** setCmpy(ICompany cmpy) {  **this**.cmpy = cmpy;      }  } |

配置文件：

|  |
| --- |
| <bean id=*"bbb"* class=*"autowire1.bytype.Company"*>          <property name=*"cname"* value=*"IBM"*/>          <property name=*"address"* value=*"Beijing"*/>      </bean>        <bean id=*"company2"* class=*"autowire1.bytype.Company"*>          <property name=*"cname"* value=*"HP"*/>          <property name=*"address"* value=*"Shanghai"*></property>      </bean>        <bean id=*"person1"* class=*"autowire1.bytype.Person"*  **autowire=*"byType"***> <!-- 自动装配 -->          <property name=*"pname"* value=*"wangda"*/>          <property name=*"cmpy"* **ref**=*"bbb"*/> <!-- 手动装配 -->      </bean> |

   (3)构造器自动装配(autowire="constructor")

            根据bean类中构造器的参数类型，在xml文件中查找相同类型的bean对象，

            如果找到，实施自动装配。

           【注意】:

              ①要求bean类提供有参构造器；

              ②bean类中构造器的参数类型实际上是bean类的属性类型，

                 因此构造器自动装配本质上是按类型自动装配；

         【案例】:

         spring03\_DI\_autowire->autowire3.constructor

Bean类：

|  |
| --- |
| **public** **class** Person {  **private** String pname;  **private** Company cmpy;    **public** Person() {      }        //参数的顺序无所谓  **public** Person(String pname, Company cmpy) {  **super**();  **this**.pname = pname;  **this**.cmpy = cmpy;      }  **public** String getPname() {  **return** pname;      }  **public** Company getCmpy() {  **return** cmpy;      }  } |

配置文件：

|  |
| --- |
| <bean id=*"cmpy1"* class=*"autowire1.contructor.Company"*>          <property name=*"cname"* value=*"IBM"*/>          <property name=*"address"* value=*"Beijing"*/>      </bean>      <!-- 构造器自动装配本质上是按类型自动装配 -->      <bean id=*"person2"* class=*"autowire1.contructor.Person"*  **autowire=*"constructor****"*>          <**constructor-arg value**=*"wangda"*/>      </bean> |

   (4)理论上还有一种情况——自动探测(autowire="autodetect")

            如果bean类提供了有参的构造器则采用constructor自动装配，

            如果没有提供有参构造器则采用byType自动装配。

           【注意】:

               在MyEclipse中并不支持此种形式的自动装配！

3.自动装配属性(autowire="")设置小结:

  (1)手动装配——显示指定

          ①缺省autowire属性

          ②autowire="default"

          ③autowire="no"

  (2)自动装配——按照属性名称

          ④autowire="byName"

  (3)自动装配——按照属性类型

          ⑤autowire="byType"

  (4)自动装配——按照构造器参数

          ⑥autowire="constructor"

 ------------------------------------------------------------------------------------------------------------------------

#常用模式小结：

1.工厂模式(\*)

 (1)静态工厂方法模式；例如：dao组件的解耦

 (2)(实例)工厂方法（Hibernate框架产生Session对象的方式）；

 (3)抽象工厂（了解、Spring框架底层用来管理代理对象创建的方式）

2.责任链模式(\*)（过滤器、拦截器） 难点

3.模板方法模式（Spring整合jdbc以及Spring整合Hibernate）

4.装饰模式（new BufferedReader(new FileReader())

5.代理模式(\*)（静态代理、动态代理）难点

6.单例模式(\*)

  (1)特点：

          ①单例类自己创建自己的唯一实例；

          ②构造器私有；

          ③使用静态变量存储唯一实例；

  (2)单例模式与静态工厂方法模式的关系：

          单例模式使用了静态工厂方法来提供自己的实例。

7.多例模式：

  Locale

    枚举类 enum

  public enum class  Season

8.观察者模式 Swing

  JavaSE-GUI(Swing)

    监听器(ServletContextListener)

-------------------------------------------------------------------------------------------------------------------------

#静态代理模式的改进：

|  |
| --- |
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01.目标：

    去除冗余代

码，即代码合并；

  (1)增强代码的合并；

  (2)目标对象业务方法调用的合并；

2.特点：

引入InvocationHandler接口（InvocationHandler接口是JavaSE在java.lang.reflect包下定义的一个接口，它的作用是实施调用委派。）

调用委派：是指将任意对象的方法调用委派给接口对象的invoke方法调用，目的是为了代码的合并。

|  |
| --- |
| **public** **class** LogHandler **implements InvocationHandler** {    **private** Object target;    **public** LogHandler() {      }    **public** **void** setTarget(Object target) {  **this**.target = target;      }        @Override      //h.invoke(this,m1,null);  **public** Object invoke(Object proxy, Method method, Object[] args)  **throws** Throwable {          //增强代码  **long** start = System.*currentTimeMillis*();          System.*out*.println(**new** Date(start)+"开始：");            //核心业务功能          //target对象调方法对象的方法（即调method的方法对象），参数为args          Object result = method.invoke(target, args);          //target.addString();          //target.buildString();            //增强代码  **long** end = System.*currentTimeMillis*();          System.*out*.println(**new** Date(end)+"结束,耗时："+(end-start));  **return** result;      }  } |

3.编程方式-方法的调用委派

  (1)通过反射获得Method对象；

  (2)将代理方法的调用，委派给InvocationHandler对象的invoke方法;

|  |
| --- |
| //public class $Proxy extends Proxy implements I  **public** **class** StringProcessingProxy **implements** IStringProcessing{  **private** InvocationHandler h; //关键    **private** **static** Method *m1*;  **private** **static** Method *m2*;    **static**{          //①方法的形参列表可以用数组表示          //②new Class[0] 表明是数组的长度为零实际上是没有形参列表，即方法中没有参数  **try** {              //Class.forName("className")根据给定的类名来获得Class对象，用于做类加载              //.getMethod(methodName, new Class[]{paramClazz1, paramClazz2})获得该类的方法所对应的方法对象  *m1* = Class.*forName*("demo.staticproxy.IStringProcessing").getMethod("addString", **new** Class[0]);  *m2* = Class.*forName*("demo.staticproxy.IStringProcessing").getMethod("buildString", **new** Class[0]);          } **catch** (NoSuchMethodException e) {              e.printStackTrace();          } **catch** (ClassNotFoundException e) {              e.printStackTrace();          }      }        //有参构造器，根据传递过来的目标对象创建一个代理对象  **public** StringProcessingProxy(InvocationHandler h) {  **this**.h = h;      }        //proxyObj.addString();      //代理方法的调用委派      @Override  **public** **void** addString() {  **try** {              h.invoke(**this**, *m1*, **null**);          } **catch** (Throwable e) {              e.printStackTrace();          }      }        //proxyObj.buildString      //代理方法的调用委派      @Override  **public** **void** buildString() {  **try** {              h.invoke(**this**, *m2*, **null**);          } **catch** (Throwable e) {              e.printStackTrace();          }      }  } |

-------------------------------------------------------------------------------------------------------------------------

动态代理模式：
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       动态代理模式是在静态代理模式改进的基础上，动态的创建代理对象；

如何让JVM动态创建代理对象呢？

      需要使用JavaSE JDK中的Proxy类。Proxy类提供了如下静态方法，用于通知JVM执行时，动态生成代理类（Proxy的子类），并创建代理对象：

Static Object new

ProxyInstance( ClassLoader loader, Class<?>[ ] interfaces, InvocationHandler h)

  ①参数1：动态代理类的类加载器（与接口的类加载器一致）

  ②参数2：动态代理类所实现的接口（与目标类所实现的接口一致）

  ③参数3：表明动态代理类依赖InvocationHandler对象

  ④参数值：动态代理对象

|  |
| --- |
| **public** **class** ProxyFactory{      /\*       \* 静态工厂方法       \*   1)使用接口表示目标对象的类型       \*  2)Proxy类返回一个类型为Object的动态代理对象，动态代理对象的类型也可以用ISomething接口表示       \*/  **public** **static** Object getDynamicProxy(IStringProcessing target){          //①创建InvocationHandler对象          LogHandler logHandler = **new** LogHandler();          //②设置和目标对象的依赖关系          logHandler.setTarget(target);            /\*  newProxyInstance(ClassLoaderloader,Class<?>[]interfaces,InvocationHandler h)           \*   loader 类加载器：（root类加载器，扩展类加载器，应用类加载器）           \*   Class<?>[]interfaces : 目标类可以实现的接口           \*   InvocationHandler h : 是动态代理模式中最重要的，作用(避免代码重复，偷换对象)           \*/          //动态创建代理对象          Object proxyObj = Proxy.*newProxyInstance*(target.getClass().getClassLoader()                                 target.getClass().getInterfaces(),                                   logHandler);  **return** proxyObj;      }  } |

-------------------------------------------------------------------------------------------------------------------------

一、面向切面编程介绍(Aspect Oriented Programming——AOP)

1.什么是AOP？（在不改变原有代码的情况下，增加新的功能）

Spring Aop 就是公共的业务(如日志，安全等)和领域业务结合。当执行领域业务时，将会把公共业务加进来。实现公共业务的重复利用。领域业务更纯粹，程序员专注于领域业务，其本质还是动态代理。

    在传统的软件系统中存在一些象日志记录、事务处理等通用性的代码块，它们通常

    散落在各个程序中，被称之为"横切逻辑"(cross-cutting concern)。

    将这些横切逻辑以面向对象的方式单独进行封装，从而形成切面(aspect)，并在

    程序执行时切入进来的编程方法，被称之为面向切面编程。

2.AOP与OOP的关系

    面向切面编程(AOP)与面向对象编程(OOP)并不矛盾，是在面向对象编程基础之上

    的一种软件开发模式；

3.AOP有几种实现方式？

  (1)AspectJ

     AspectJ是一个基于Java的AOP编程语言，它通常采用ajc编译器，将横切逻辑

          切入到目标类的字节码中，所以被称为静态AOP。

  (2)SpringAOP(重点)

     Spring框架提供了一个AOP的实现机制，这个实现机制是基于动态代理模式的，因此

          被称为动态AOP。Spring框架最初(1.x版)定义了一套自己的接口和类用于AOP编程，

          但在2.x版以后，支持和引入了AspectJ类库，并建议在实际应用中使用。

  (3)JBossAOP

          基于JBoss应用服务器的一种动态AOP的实现。

二、SpringAOP中的常用概念

1.连接点(JoinPoint)

  (1)什么是连接点？

          目标类在执行过程中可以切入增强代码的位置；从理论上讲有静态代码块，

          循环语句块，方法等程序执行位置；

  (2)连接点在Spring中的定义

     Spring框架只支持方法类型的连接点，不支持其它类型；因此在Spring中，

     JoinPoint专指目标对象的执行方法。

2.切入点(Pointcut)

  (1)什么是切入点？

          切入点是连接点的表示方式，可以指定一个连接点或者多个连接点，通常

          使用AspectJ所定义的切入点表达式；

  (2)SpringIoC容器会根据配置，将切入点表达式封装成一个对象；

3.通知(Advice)

  (1)什么是通知？

          通知代表横切逻辑，是切入连接点的增强代码，通常被定义在一个类的方法中

          或者被单独封装到一个类中，比如事务拦截器；

  (2)如何理解通知？

          通知最初是指在控制台中显示字符串的输出语句，用来说明连接点的执行情况，

          是最简单的一种横切逻辑，属于日志记录。复杂的横切逻辑还有：事务处理，

          安全检查等；使用Advice表示横切逻辑，是"一斑窥豹"的命名手法。

4.切面(Aspect)

  (1)什么是切面？

        切面是通知和切入点的组织与封装；SpringIoC容器根据切面，将Advice作用到

          相应的JoinPoint上；因此：Aspect=Advice+Pointcut;

  (2)SpringIoC容器会根据配置创建切面对象；但是切面对象通常依赖于一个普通类，

          即基于POJO的Aspect。

5.织入(weave)

  (1)什么是织入？

     在不侵入目标对象的业务方法的情况下，切入横切逻辑，即将附加的增强代码和

          目标对象的业务方法整合起来。

  (2)如何织入呢？

          通过代理对象；代理对象在其所依赖的InvocationHandler对象的

     invoke方法中将增强代码与业务代码实施整合。

  (3)如何创建代理对象呢？

     Spring的IoC容器通过ProxyFactory，动态产生代理对象。

          由于ProxyFactory封装了复杂的织入过程，因此也被称为织入器(weaver)。

  (4)ProxyFactory产生代理对象的两种方式：

     ①基于JDK(Proxy)的动态代理模式(默认方式)

             特点：目标类实现接口

     ②基于CGLIB(Code Generation Library)的动态字节码生成库

             特点：目标类没有实现接口；

                      通过子类继承，重写目标类的业务方法完成横切逻辑的织入；

-------------------------------------------------------------------------------------------------------------------------

一、AOP编程案例：

1.基于POJO的通知封装

  (1)什么是POJO?

     POJO(Plain Old Java Object)即普通的经典的(传统的)Java对象

  (2)将通知(Advice)按照不同的类型封装为POJO中的方法

2.基于POJO的切面配置

  (1)使用AOP名称空间

|  |
| --- |
| xmlns=*"http://www.springframework.org/schema/beans"*      xmlns:aop=*"http://www.springframework.org/schema/aop"*      xmlns:xsi=*"http://www.w3.org/2001/XMLSchema-instance"*      xmlns:p=*"http://www.springframework.org/schema/p"*      xsi:schemaLocation=  *"http://www.springframework.org/schema/beans*  *http://www.springframework.org/schema/beans/spring-beans-3.0.xsd*      http://www.springframework.org/schema/aop      http://www.springframework.org/schema/aop/spring-aop-3.0.xsd  *"*> |

 (2)注册POJO

|  |
| --- |
| <!-- 注册切面对象所依赖的对象pojo -->  **<bean id=***"aopbean"* **class=***"aop.aspect.AopBean"***/>** |

 (3)配置切面

          ①注册Pointcut对象；

          ②配置advice对象；

|  |
| --- |
| <!-- 向IoC容器提供面向切面编程的配置 -->  **<aop:config>**          <!-- 定义切入点 -->          <**aop:pointcut** **expression=***"within(aop.service.\*)"* **id=***"servicepointcut"*/>            <!-- 切面(横切逻辑(通知)+切入点) -->  **<aop:aspect** **id**=*"aspectbean"* **ref**=*"aopbean"*>                          <!-- 横切逻辑，前置通知  -->              <**aop:before** **method=***"mybefore"* **pointcut-ref=***"servicepointcut"*/>                 <!-- 正常的后置通知 -->              <**aop:after-returning method**=*"myafterReturning"* **returning**=*"returnVal"*  **pointcut-ref**=*"servicepointcut"*/>                <!-- 异常通知 -->              <**aop:after-throwing method**=*"myafterException"* **throwing**=*"ex"*  **pointcut-ref**=*"servicepointcut"*/>                <!-- 最终通知 -->              <**aop:after method**=*"myafter"* **pointcut-ref**=*"servicepointcut"*/>                <!-- 环绕通知 -->              <**aop:around method**=*"myaround"* **pointcut-ref**=*"servicepointcut"*/>  **</aop:aspect>**  **</aop:config>** |

二、Adivce类型：

通知根据切入连接点的时机和方式，划分为5种类型：

（1）前置通知

           配置标签：<aop:before>

           切入时机 ：在目标对象方法执行之前切入

（2）后置通知

         配置标签： <aop:after-returning>

         切入时机 ：在目标对象方法正常执行完最后一条语句(return语句)时切入

（3）异常通知

           配置标签：<aop:after-throwing>

           切入时机：在目标对象方法执行出现异常时切入

（4）最终通知

           配置标签：<aop:after>

         切入时机：在目标对象方法执行完finally语句块之后切入

------------------------------------------------------------

（5）环绕通知：

           配置标签：<aop:around>

           切入时机：在目标对象方法的执行之前和执行之后切入

           特殊要求: 封装环绕通知的方法必须含有ProceedingJoinPoint类型的参数

       ①ProceedingJoinPoint位于aspectjrt.jar包中；

                ②ProceedingJoinPoint继承于JoinPoint，扩展了连接点的

                    概念，包含了多个环绕通知和连接点，并将它们组成了一个链式结构，

                    其中连接点是这个链式结构的最后一个元素。

                ③ProceedingJoinPoint#proceed()方法，表示下一个链式

                    元素的执行。下一个链式元素可能是另外一个环绕通知或者是JoinPoint。

三、切入点表达式（Pointcut Expression）

（Ⅰ）execution表达式

      ① execution(public \* \*(..))

         说明： (a)(..)表示方法中的零个或多个参数；

             (b)后面紧跟括号的\*，代表方法的名称；

             (c)第一个\*，表示方法的返回值类型；

      ② execution(\* hello\*(..))  // void helloSave()

          符合任何以hello开头的方法

          说明：(a)后面紧跟括号的\*，代表方法的部分名称；

             (b)第一个\*，表示方法的返回值类型；

      ③ execution(\* com.company.IHello.\*(..))

          符合IHello接口/类中声明的任何方法

          说明：(a)后面紧跟括号的\*，代表方法的名称；

             (b)第一个\*，表示方法的返回值类型；

      ④ execution(\* com.company.service.\*.\*(..))

         符合com.company.service包下的所有方法

         说明：(a)后面紧跟括号的\*，代表方法的名称；

            (b)倒数第二颗\*，代表包下的任意类或者是接口；

            (c)第一个\*，表示方法的返回值类型；

      ⑤ execution(\* com.company.service..\*.\*(..))

         符合com.company.service包或者其子包下的任何方法

         说明：(a)后面紧跟括号的\*，代表方法的名称；

           (b)倒数第二颗\*，代表包或者其子包下的任意类或者是接口；

           (c)第一个\*，表示方法的返回值类型；

（Ⅱ）within表达式

   within表达式只接受类型声明，表明了符合要求的类或接口中的所有方法

     ① within(com.company.service.\*)

     说明：符合com.company.service包下的类和接口所定义的方法

     ② within(com.company.service..\*)

     说明：符合com.company.service包下或其子包下类和接口所定义的方法

-------------------------------------------------------------------------------------------------------------------------

 1.目标对象的业务方法的执行

public void oneMethod(){

      statement1-sq1;

      statement2-sq2;

      ...

      statementn;

      return;

}

2.基于四大通知的代理对象的代理方法的执行

<aop:before>

try{

  target.oneMethod();//核心代码

  <aop:after-returning>

}catch(Exception ex){

  <aop:after-throwing>

}finally{

  <aop:after>

}

3.基于事务的代理对象的执行

try{

  Session sess=factory.openSession();

  Transaction tx=sess.beginTransaction();

  target.method();

  tx.commit();

}catch(Exception ex){

  tx.rollback();

}finally{

  sess.close();

}

(三)五大通知的执行顺序

(1)针对目标对象的regist方法

--前置通知--

--arond通知之前，显示执行的对象类型是：service.target.UserServiceImpl，执行的方法是:regist--

  target-regist:注册用户的信息...

--后置通知--:null

--最终通知--

--arond通知之后，显示执行的对象类型是：service.target.UserServiceImpl，执行的方法是:regist--

(2)针对目标对象的modify方法

--前置通知--

--arond通知之前，显示执行的对象类型是：service.target.UserServiceImpl，执行的方法是:modify--

  target-modify:修改用户的信息...

--后置通知--:200

--最终通知--

--arond通知之后，显示执行的对象类型是：service.target.UserServiceImpl，执行的方法是:modify--

(3)针对目标对象的delete方法(注意:环绕通知的后半部分没有执行)

--前置通知--

--arond通知之前，显示执行的对象类型是：service.target.UserServiceImpl，执行的方法是:delete--

  target-delete:删除用户的信息...

--产生异常通知/ by zero--

--最终通知--

Exception in thread "main" java.lang.ArithmeticException: / by zero

      at service.target.UserServiceImpl.delete(UserServiceImpl.java:28)

-------------------------------------------------------------------------------------------------------------------------

一、事务概念（复习）Transaction(交易)

(1)什么是事务？

      对应底层的一组sql语句，形成一个不可分割的原子操作；如果这组

   sql语句有一条执行失败，则一组的操作都被视为是失败的。

(2)如何构建事务？

      构建事务，需要如下核心结构：(TransactionInterceptor)

   try{

     tx.begin;//通过HibernateTransactionManager开启事务

     sql1;//save(user)

     sql2;//save(user2)

     ...

     sqln;

     tx.commit; //HibernateTransactionManager#commit();

   }catch(Exception ex){

      tx.rollback;//HibernateTransactionManager#rollback();

   }finally{

     //关闭资源

   }

二、Spring框架对事务的管理

（1）在配置文件中，添加"tx"名称空间，并指明该空间下的

        约束定义文件（xsd）

（2）配置事务的横切逻辑

    ①使用<tx:advice>对应于Spring中TransactionInterceptor

    ②事务的横切逻辑又依赖于TransactionManager的具体对象，

             该对象提供支持事务的连接对象，及事务的边界语句

       (i)事务对象；

       (ii)commit()、rollback()语句

    ③配置事务属性，主要指明事务的传播策略：

    <tx:attributes>

（3）配置事务的切面（advice+pointcut）：

      ①使用<aop:config>标签

      ②切面的标签：<aop:aspect>

                 <aop:advisor>专用于事务

      ③配置顺序是固定的：

      <aop:config>

            ①<aop:pointcut /> 切入点

            ②<aop:advisor />

            ③<aop:aspect />

      </aop:config>

（4）事务属性：隔离性、传播性(propagation)、只读性等

       事务的传播策略

      ①REQUIRED (\*)

        支持当前事务，

        如果当前没有事务，则创建新事务

      ②SUPPORTS (\*查询)

        支持当前事务，

        如果当前没有事务，则不创建新事务

      ③MANDATORY

       支持当前事务；

       如果当前没有事务，则抛异常

      ④REQUIRES-NEW

       如果当前没有事务，则创建一个新事物；

       如果当前有事务，则将当前事务挂起，再创建一个新的事务；

      ⑤NOT-SUPPORTED

       以非事务方式执行；

       如果当前有事务，则将当前事务挂起。

      ⑥NEVER

       永远不需要事务，即以非事务方式执行；

      ⑦NESTED

       如果当前有事务，则在事务内再创建事务；

       如果当前没有事务，则创建事务。

三 Spring框架的事务管理方式:

  (1)编程式事务;

  (2)声明式事务(①基于xml配置②基于注解配置)

-------------------------------------------------------------------------------------------------------------------------

（一）Spring框架整合Hibernate:

（1）配置方面

1.Spring框架用LocalSessionFactoryBean提供SessionFactory

    对象，而不是Hibernate框架生成的HibernateSessionFactory。

2.LocalSessionFactoryBean以连接池作为自己的数据源

（2）编程方面

Spring框架提供了HibernateDaoSupport，通常将它作为DAO组件

开发的父类；HibernateDaoSupport有两个重要的属性：

①SessionFactory sessionFactory;

②HibernateTemplate template;

（二）目前常用的数据库连接池产品

连接池是一个集合结构（比如：ArrayList/Vector），在集合

结构中存储若干个连接对象（已经连接上数据库），并随着访问

数据库的并发强度，来动态的调整连接池中连接对象的数量。

（1）c3p0（Hibernate默认使用的连接池技术）

（2）dbcp  （Apache开源组织提供）

（3）proxool （开源产品）

（三）c3p0作为数据源

参数说明：

initialPoolSize:连接池初始化时所创建的连接对象的数量；

maxPoolSize:最大连接对象的数量

minPoolSize:最小连接对象的数量

maxIdleTime:如果在设置时间内(秒)，连接对象没有被使用就被释放掉；

checkoutTimeout:获得连接所需的最长时间(毫秒)，如果超过这个时间会抛异常

（四）HibernateDaoSupport

（1）HibernateTemplate属性

（2）SessionFactory属性

（五）ApplicationContext.xml配置

（1）连接工厂的配置

   LocalSessionFactoryBean

（2）组件依赖关系的设定

UserServiceImpl-->HibernateUserDAO-->LocalSessionFactoryBean-->c3p0

（3）切面配置

-------------------------------------------------------------------------------------------------------------------------

1.Spring框架与Struts2整合

（1）在web工程中利用MyEclipse添加类库:

    build path->MyEclipse->Struts 2 Spring libraries

        在该库中有如下两个重要的jar包:

        ①从Spring的角度，需要spring-web.jar;

           核心类:

           org.springframework.web.context.ContextLoaderListener

           继承:

           public class ContextLoaderListener extends ContextLoader

                        implements ServletContextListener

           目的:

                   使web容器能够加载applicationContext.xml;加载后，Spring框架

                   创建了SpringIoC容器，管理业务逻辑组件的创建、依赖关系及事务处理等；

        ②从struts2的角度，需要struts-spring-plugin.jar插件

           核心类：

           org.apache.struts2.spring.StrutsSpringObjectFactory

                                     (插件容器)

           目的：

                    使用插件容器(StrutsSpringObjectFactory)代替Struts2默认容器

          (StrutsObjectFactory)，插件容器不仅可以创建Action对象，还可以

                    访问SpringIoC容器，为Action对象自动寻找和绑定业务组件，注入依赖关系。

           两种用法：

                    ①访问Spring容器，为Action对象的依赖属性实施依赖注入；

         --------------------------------------------------------

                    ②由SpringIoC容器负责所有对象的创建，包括Action对象的创建；

                       插件容器只负责根据用户的请求，去springIoC容器中查找相应的控制器；

（2）在struts.xml文件中，配置Action自动装配的方式：

     ①默认是byName

            因为在struts框架->struts2-core-2.1.8.1.jar->org.apache.struts2->

        default.properties文件中的设置是：

        struts.objectFactory.spring.autoWire = name

       ②通过<constant>标签设置成byTye方式:

         <constant name="struts.objectFactory.spring.autoWire" value="type" />

【总结】

S2SH的整合，即Struts2与Spring及Hibernate的整合

（1）Spring先和Hibernate整合，并测试成功；

（2）struts2再与整合好的SH进行整合；
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#JDK中的Annotation

一、注解的概念

1.注解是JavaJDK1.5引入的一种新的数据类型，它的本质其实是一个特殊的接口。这种特殊性在于：

  (1)直接继承java.lang.anotation.Annotation接口，这意味着注解接口没有子接口；

  (2)表现形式：public @interface Xxx

     @的含义是： public interfac Xxx extends Annotation

  (3)注解接口不需要程序员实现，因为JVM在程序运行时为注解接口动态产生代理类及其对象；

2.注解的定义形式:

  public @interface AnnotationName{

      元素声明1;

      元素声明2;

      ...

  }

  其中，元素声明通常有如下两种形式：

  (1)  元素类型 元素名称()

  (2)  元素类型 元素名称() default value;

3.注解接口中的元素实质：

  (1)注解接口中的元素声明实际上是方法的声明；

  (2)注解接口中的方法没有任何参数；

  (3)注解接口中的方法有返回值，可以通过default value，为方法指定默认的返回值；

4.注解元素的类型为下列之一：

  √(1)一个基本类型(int short long byte char double float boolean);

  √(2)String类型

  --------------

  √(3)enum类型

  --------------

   (4)Class类型

   (5)注解类型

  √(6)由上述类型组成的数组；

5.举例：注解接口定义：

  public @interface BugReport{

         String assignedTo() default "none";

         int severity() default 0;

  }

二、注解的使用

1.注解作为修饰符用来标注程序元素；

2.程序元素在java.lang.annotation包下的ElementType枚举类有明确的定义：

  (1)PACKAGE                   包

 √(2)TYPE                      类和普通接口

  (3)ANNOTATION\_TYPE           注解接口

 √(4)FIELD                     成员变量

 √(5)CONSTRUCTOR               构造器

 √(6)METHOD                    方法

  (7)PARAMETER                 方法参数

  (8)LOCAL\_VARIABLE            方法局部变量

3.注解的标注格式

  @AnnotationName(元素名称1=值1,元素名称2=值2,...)

  举例：

  @BugReport(assignedTo="Wangda", severity=10);

  如果某个元素在使用时未指明，则使用声明时的默认值，例如：

  @BugReport(assignedTo="Lifen");

  元素serverity的值是0。

  @BugReport

4.注解使用的进一步说明：

  (1)标记型注解，

     例如: @BugReport

     如下两种情况：

         ①注解接口中可能没有定义任何元素；

         ②注解使用元素的默认值

  (2)单值注解的简洁格式

     如果注解中的元素名称是value，且没有其它元素，则使用时可以忽略元素的名称及等号。

     例如：一个注解接口如下：

     public @interface ActionListenerFor{

               String value();

     }

     使用时，可以有两种形式：

     @ActionListernerFor(value="yelloButton")

     或者：

     @ActionListenerFor("yellowButton")

  (3)注解元素值是一个数组

     例如：

        public @interface BugReport{

                        String[] reportedBy();

             }

             使用时，需要使用{}表示数组值

             @BugReport(reportedBy={"wangda","qiangui"})

             如果数组中只有一个单值，也可以省略{}

             @BugReport(reportedBy="Joe")等价于@BugReport(reportedBy={"Joe"})

三、JDK中所定义的注解

[①元注解②规则注解③和依赖注入相关的注解]

1.元注解(位于java.lang.annotation包下)

 (Ⅰ)什么是元注解？

         元注解是用来标注注解的注解！

 (Ⅱ)为什么要使用元注解？

         说明注解的使用方式，明确如下问题：

         ①注解标注哪些程序元素？

         ②注解的保留到哪一个阶段？

         ③注解是否进入文档？

         ④注解是否被继承？

 (Ⅲ)JDK定义了哪些元注解？

  (1)@Documented

          ①用途

             注解进入文档，JavaDoc文档工具可以将注解提取到文档中。

          ②定义

       @Documented

       @Retention(RetentionPolicy.RUNTIME)

       @Target(ElementType.ANNOTATION\_TYPE)

       public @interface Documented {

       }

  (2)@Inherited

          ①用途

             继承的子类自动拥有父类的注解；

          ②定义

       @Documented

       @Retention(RetentionPolicy.RUNTIME)

       @Target(ElementType.ANNOTATION\_TYPE)

       public @interface Inherited {

       }

  (3)@Retention(enumValue)

          ①用途

             指明程序中的注解保留到哪一个阶段；有三个阶段:source、class和runtime,

             被称为保留策略。

          ②注解的保留策略

       RetentionPolicy是枚举类，在该类中定义了注解的3种保留策略:

       (a)RUNTIME √

                    注解保留到程序运行时，JVM通过反射产生注解的代理对象；

       (b)CLASS

                    注解保留到编译期，编译器根据注解标注，判断是否显示警告；

                    但JVM不载入，因此运行时无效；

       (c)SOURCE

                    注解只保留在源码中，在class文件中不存在；

           ③定义

       @Documented

       @Retention(RetentionPolicy.RUNTIME)

       @Target(ElementType.ANNOTATION\_TYPE)

       public @interface Retention {

              RetentionPolicy value();

       }

   (4)@Target({enumValue1, enumValue2, ...})

            ①用途

               指明注解所标注的程序元素，程序元素在ElementType枚举类中进行了定义，

               参考前面

            ②定义

        @Documented

            @Retention(RetentionPolicy.RUNTIME)

            @Target(ElementType.ANNOTATION\_TYPE)

            public @interface Target {

              ElementType[] value();

            }

2.规则注解(位于java.lang包下)：

  (1)@Override

          ①定义：

       @Target(value=METHOD)

       @Retention(value=SOURCE)

       public @interface Override

          ②用途：

             如果方法利用此注解进行标注但没有重写超类方法，则编译器会生成一条错误消息。

  (2)@Deprecated

          ①定义：

       @Documented

       @Retention(value=RUNTIME)

       public @interface Deprecated

          ②用途：

             用 @Deprecated 所标注的程序元素，不鼓励程序员使用;如果强行使用,编译器会发出警告。

             这个注解与Java文档标签@deprecated具有同等的功效。

|  |
| --- |
| **@Deprecated**         public int getAge() {                return age;         } |

  (3)@SuppressWarnings({"value1","value2",...})

          ①定义

     @Target(value={TYPE,FIELD,METHOD,PARAMETER,CONSTRUCTOR,LOCAL\_VARIABLE})

     @Retention(value=SOURCE)

     public @interface SuppressWarnings{

          String[] value()

     }

          ②用途：

             抑制编译器所产生的警告信息

|  |
| --- |
| **@SuppressWarnings**(value="**rawtypes**")      //抑制使用原类型警告         public static List cache = new ArrayList();    **@SuppressWarnings**(value = "**unchecked**")   //抑制类型检查警告         public void add(String data) {                cache.add(data);         }    **@SuppressWarnings**({"**rawtypes**","**unchecked**"})  **public** **static** **void** main(String[] args) {          Demo d=**new** Demo();          d.setVar("wangda" );          System.*out*.println("信息:"+d.getVar());      }            @SuppressWarnings({"serial"})  **public** **class** SuppressWarningsTest3 **implements** Serializable {  //  public static final long serialVersionUID=123456789012l; |

【注】 不能同时使用两次，否则会报错

![ip_image004.jpeg](data:image/jpeg;base64,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)

3.和依赖注入相关的注解(位于javax.annotation包下)

  (1)@Resource(name="value1")-------->（利用JDK注解设置依赖关系）

     ①定义：

       @Target(value={TYPE,FIELD,METHOD})

         @Retention(value=RUNTIME)

         public @interface Resource{

         √ String name() default ""

           Class type() default Object.class

       }

     ②用途——实施依赖注入

   (a)标注成员变量，

          注入的对象，默认名称为字段名；

   (b)标注方法(参考spring06\_hibernate\_tran2->anno.dao.HibernateUserDao.java)

          通过方法参数注入的对象，默认名称为JavaBean的属性名称；

   (c)标注类

          没有默认值，必须指明所注入对象的名称

     ③在Spring框架中使用

    Spring将@Resource注解的name元素的值解析为bean的名字，而type元素的值解析为bean的类型。

        所以如果使用name元素，则使用byName的自动注入策略，而使用type元素时则使用byType自动注入策略。

        默认情况下使用byName自动注入策略。

  (2)@PostConstruct

     ①定义

       @Documented

       @Retention(value=RUNTIME)

       @Target(value=METHOD)

       public @interface PostConstruct

     ②用途：

       参照：spring04\_annotation->anno.demo3.UseBean.java

  (3)@PreDestroy

     ①定义：

       @Documented

       @Retention(value=RUNTIME)

       @Target(value=METHOD)

       public @interface PreDestroy

      ②用途：

      在容器销毁对象前所执行的方法，目的是为了释放资源。要求被标注的方法不能有参数，而且无返回值。

-------------------------------------------------------------------------------------------------------------------------

#Spring注解

一、Spring框架定义的注解

分类：组件、依赖注入、容器管理、事务

1.组件对象(位于org.springframework.stereotype包下)；

                                ==========

  (1)@Component (通用性组件)

     ①定义：

        @Target(value=TYPE)

       @Retention(value=RUNTIME)

       @Documented

       public @interface Component{

          String value();

       }

     ②用途：

       (a)通用性的标注，可以标注任意类

       (b)所标注的类产生指定名称的对象；对象的默认名称为所标注类的类名首字母小写

  (2)@Controller (组件进一步细分之控制器)

     ①定义：

       @Target(value=TYPE)

       @Retention(value=RUNTIME)

       @Documented

       @Component //说明了该注解实质上是Component

       public @interface Controller{

           String value();

       }

     ②应用：

       (a)专用性标注，通常标注控制器

       (b)所标注的类产生指定名称的对象；对象的默认名称为所标注类的类名首字母小写

  (3)@Service (组件进一步细分之业务组件)

     ①定义：

       @Target(value=TYPE)

       @Retention(value=RUNTIME)

       @Documented

       @Component

       public @interface Service{

              String value();

       }

     ②应用：

       (a)专用性标注，通常标注业务组件

       (b)所标注的类产生指定名称的对象；对象的默认名称为所标注类的类名首字母小写

  (4)@Repository (组件进一步细分之DAO组件)

     ①定义：

       @Target(value=TYPE)

       @Retention(value=RUNTIME)

       @Documented

       @Component

       public @interface Repository{

            String value();

       }

      ②应用：

       (a)专用性标注，通常标注DAO组件

       (b)所标注的类产生指定名称的对象；对象的默认名称为所标注类的类名首字母小写

2.依赖注入(位于org.springframework.beans.factory.annotation包下)：

                                      ==================

  (1)@Autowired

     ①定义：

       @Retention(value=RUNTIME)

       @Target(value={CONSTRUCTOR,FIELD,METHOD})

       public @interface Autowired{

           boolean required() default true

       }

     ②应用：

       实施自动绑定。如果不提供@Qualifier("beanName"),将按照类型实施绑定；

  (2)@Qualifier("beanName")

          ①定义：

       @Retention(value=RUNTIME)

         @Target(value={FIELD,METHOD,PARAMETER,TYPE,ANNOTATION\_TYPE})

         @Inherited

         @Documented

       public @interface Qualifier{

         String value default ""

       }

          ②应用：

            按照标注所指定的名称，实施自动绑定。

3.容器管理(位于org.springframework.context.annotation包下)：

                                ===================

  (1)@Scope

          ①定义：

       @Target(value={TYPE,METHOD})

       @Retention(value=RUNTIME)

       @Documented

       public @interface Scope{

          String value() default "singleton" ;

       }

          ②应用：

             指明被标注的类所产生的对象是:单例对象还是多例对象

  (2)@Lazy

          ①定义：

       @Target(value={TYPE,METHOD})

         @Retention(value=RUNTIME)

         @Inherited

         @Documented

         public @interface Lazy{

               boolean value() default true;

         }

       ②应用：

           指明Spring容器是否延迟创建对象，默认是延迟

4.事务(位于org.springframework.transaction.annotation包下)：

                              ======================

  (1)@Transactional

          ①定义

       @Target({ElementType.METHOD，ElementType.TYPE})

       @Retention(RetentionPolicy.RUNTIME)

       @Inherited

       @Documented

       public @interface Transactional{

       \*Propagation propagation() default Propagation.REQUIRED;

          Isolation isolation() default Isolation.DEFAULT;//由底层的数据库决定

          int timeout() default TransactionDefinition.TIMEOUT\_DEFAULT;

        \*boolean readOnly() default false;

         Class<? extends Throwable>[] rollbackFor() default {};

         String[] rollbackForClassName() default {};

         Class<? extends Throwable>[] noRollbackFor() default {};

         String[] noRollbackForClassName() default {};

       }

            ②标注类，标注方法

               参考案例：Spring06\_hibernate06\_tran2->anno.service.UserServiceImpl.java

   (2)enum Isolation所定义的常量

      DEFAULT

          Use the default isolation level of the underlying datastore.

        READ\_COMMITTED

          A constant indicating that dirty reads are prevented; non-repeatable

          reads and phantom reads can occur.

        READ\_UNCOMMITTED

          A constant indicating that dirty reads, non-repeatable reads and

          phantom reads can occur.

        REPEATABLE\_READ

          A constant indicating that dirty reads and non-repeatable reads are

          prevented; phantom reads can occur.

        SERIALIZABLE

          A constant indicating that dirty reads, non-repeatable reads and

          phantom reads are prevented.

   (3)enum Propagation所定义的常量

      MANDATORY

          Support a current transaction, throw an exception if none exists.

        NESTED

          Execute within a nested transaction if a current transaction exists,

          behave like PROPAGATION\_REQUIRED else.

        NEVER

          Execute non-transactionally, throw an exception if a transaction

          exists.

        NOT\_SUPPORTED

          Execute non-transactionally, suspend the current transaction if one

          exists.

        REQUIRED

          Support a current transaction, create a new one if none exists.

        REQUIRES\_NEW

          Create a new transaction, suspend the current transaction if one

          exists.

        SUPPORTS

          Support a current transaction, execute non-transactionally if none

          exists.

   (4)Spring的事务抽象，包括3个主要接口：

           ①PlatformTransactionManager

              负责界定事务边界

           ②TransactionDefinition

              定义了:

      (a)事务的传播行为；

      (b)事务的只读提示；

      (c)事务的隔离级别；

      (d)事务的超时设定

          ③TransactionStatus定义了事务的状态

二、AspectJ所定义的注解

1.切面组件(Aspect)：

    ①定义：

    @Retention(value=RUNTIME)

      @Target(value=TYPE)

      public @interface Aspect{

             String value() default "";

      }

    ②应用：

       用来标注类的，指明该类对象是切面对象

2.切入点(Pointcut)：

    ①定义：

     @Retention(value=RUNTIME)

      @Target(value=METHOD)

      public @interface Pointcut{

            String value() default ""; //指明Pointcut表达式

    }

   ②应用：

   (a)@Pointcut是方法级别的注解，因此不能脱离某个方法单独声明；

   (b)为@Pointcut定义的一个空方法是：Pointcut Signature。

          在Advice中可以通过该方法签名引用切入点表达式。参考案例：

        spring04\_aop2\_anno2->anno.aop.OptLogger.java

3.通知(Advice):

  (1)BeforeAdvice

         ①定义：

       @Retention(value=RUNTIME)

         @Target(value=METHOD)

         public @interface Before{

               String value() default "";

         }

         ②应用：

           标注方法，指明该方法定义了前置通知的横切逻辑

  (2)AfterReturningAdvice

          ①定义：

       @Retention(value=RUNTIME)

         @Target(value=METHOD)

       public @interface AfterReturning{

          String value() default "";//用于默认指定切入点表达式

        √ String pointcut() default ""; //用于显示指定切入点表达式

        √ String returning() default "";//引用目标对象的返回值；

       }

         ②应用：

            标注方法，指明该方法定义了后置通知的横切逻辑

  (3)AfterThrowingAdvice

         ①定义

       @Retention(value=RUNTIME)

       @Target(value=METHOD)

       public @interface AfterThrowing{

          String value() default "";//用于默认指定切入点表达式

        √ String pointcut() default ""; //用于显示指定切入点表达式

        √ String throwing() default "";//引用目标对象执行方法所抛出的异常对象

       }

         ②应用：

            标注方法，指明该方法定义了异常通知的横切逻辑

  (4)AfterAdvice

          ①定义

       @Retention(value=RUNTIME)

         @Target(value=METHOD)

         public @interface After{

               String value() default "";

         }

          ②应用：

             标注方法，指明该方法定义了最终通知的横切逻辑

  (5)AroundAdvice

          ①定义

       @Retention(value=RUNTIME)

         @Target(value=METHOD)

       public @interface Around{

          String value() default "";

       }

         ②应用：

            标注方法，指明该方法定义了环绕通知的横切逻辑

三、使用Spring注解时xml文件的配置：

  (1)<context:component-scan base-package="...">

         ①扫描指定包下的所有类，寻找标注了相应注解的类，并添加到IoC容器中；

         ②扫描的注解类型是:

       @Component及其衍生的细化类型@Controller、@Service、@Repository；

         ③【注意】！！

             扫描的注解类型不包括@Aspect，因此需要使用单独的bean标签注册@Aspect标注的类

|  |
| --- |
| <beans  xmlns=*"http://www.springframework.org/schema/beans"*  xmlns:**context**=*"http://www.springframework.org/schema/***context***"*  xmlns:xsi=*"http://www.w3.org/2001/XMLSchema-instance"*  xsi:schemaLocation=  *"http://www.springframework.org/schema/beans*  *http://www.springframework.org/schema/beans/spring-beans-2.5.xsd*  *http://www.springframework.org/schema/context*  *http://www.springframework.org/schema/***context***/spring-***context***-2.5.xsd"*  >      <!-- 扫描指定包下程序，根据注解创建对象，并注册到容器中 -->  **<context:component-scan** **base-package**=*"anno.demo2"* />  </beans> |

  (2)<aop:aspectj-autoproxy />

          在spring容器中，自动创建切面并为目标对象创建代理对象。

  (3)<tx:annotation-driven transaction-manager="txManager" />

          事务的注解驱动，需要依赖于PlatformTransactionManager

-------------------------------------------------------------------------------------------------------------------------

总结：

1.利用Spring注解创建对象

  @Component()

  @Component(value="xxx")

  @Component("xxx")

2.利用Spring注解设置依赖关系（\*）

  @Autowired

  @Qualifier("xxx")

3.利用Spring注解设置IoC容器的对象提供方式：

  @Scope("singleton")

  @Scope("prototype")

4.利用JDK注解指定初始化方法和销毁对象时执行的方法

  @PostConstruct

  @PreDestroy

|  |
| --- |
| **@Component**  //所标注的类产生指定名称的对象  **@Scope**("prototype") //销毁对象前调用方法，只适用于singleton模式）  **@Lazy**   // 指明Spring容器是否延迟创建对象，默认是延迟  **public** **class** UseBean {        //**@Resource**(name="zhHelloBean")  //如果使用name元素，则使用byName的自动注入策略，而使用type元素时则使用byType自动注入策略  **@Autowired**  //按类型自动装配  **@Qualifier**("zhHelloBean")  //按名称自动装配  **private** HelloBean hello;    **@PostConstruct**   //指定初始化方法  **public** **void** myinit(){          System.*out*.println("init....");      }  **@PreDestroy**  //销毁对象时执行(方法为无参无返回值)  **public** **void** mydestroy(){          System.*out*.println("destroy.....");      }  } |