# 搜索入门

## **深度优先搜索DFS**

### **算法原理**

**深度优先搜索即Depth First Search，是图遍历算法的一种。**

**DFS的具体算法描述为选择一个起始点v作为当前结点，执行如下操作：**

**a. 访问 当前结点，并且标记该结点已被访问，然后跳转到b；**

**b. 如果存在一个和 当前结点 相邻并且尚未被访问的结点u，则将u设为 当前结点，继续执行a；**

**c. 如果不存在这样的u，则进行回溯，回溯的过程就是回退 当前结点；**

**上述所说的当前结点需要用一个栈来维护，每次访问到的结点入栈，回溯的时候出栈。**

### **算法实现**

**深搜最简单的实现就是递归，写成伪代码如下：**

**def DFS(v):**

**visited[v] = true**

**dosomething(v)**

**for u in adjcent\_list[v]:**

**if visited[u] is false:**

**DFS(u)**

**其中dosomething表示访问时具体要干的事情，根据情况而定，并且DFS是允许有返回值的。**

### **基础应用**

**a. 求N的阶乘；**

**b. 求斐波那契数列的第N项；**

**c. 求N个数的全排列；**

### **高级应用**

**a. 枚举：数据范围较小的的排列、组合的穷举；**

**b. 容斥原理：利用深搜计算一个公式，本质还是做枚举；**

**c. 基于状态压缩的动态规划：一般解决棋盘摆放问题，k进制表示状态，然后利用深搜进行状态转移；**

**d.记忆化搜索：某个状态已经被计算出来，就将它cache住，下次要用的时候不需要重新求，此所谓记忆化。下面会详细讲到记忆化搜索的应用范围；**

**e.有向图强连通分量：经典的Tarjan算法；求解2-sat问题的基础；**

**f. 无向图割边割点和双连通分量：经典的Tarjan算法；**

**g. LCA：最近公共祖先递归求解；**

**h.博弈：利用深搜计算SG值；**

**i.二分图最大匹配：经典的匈牙利算法；最小顶点覆盖、最大独立集、最小值支配集 向二分图的转化；**

**j.欧拉回路：经典的圈套圈算法；**

**k. K短路：依赖数据，数据不卡的话可以采用2分答案 + 深搜；也可以用广搜 + A\***

**l. 线段树：二分经典思想，配合深搜枚举左右子树；**

**m. 最大团：极大完全子图的优化算法。**

**n. 最大流：EK算法求任意路径中有涉及。**

**o. 树形DP：即树形动态规划，父结点的值由各个子结点计算得出。**

#### **剪枝原则**

**好的剪枝可以大大提升程序的运行效率**

**a. 正确性：剪掉的子树中如果存在可行解（或最优解），那么在其它的子树中很可能搜不到解导致搜索失败，所以剪枝的前提必须是要正确；**

**b. 准确性：剪枝要"准"。所谓"准"，就是要在保证在正确的前提下，尽可能多得剪枝。**

**c. 高效性：剪枝一般是通过一个函数来判断当前搜索空间是否是一个合法空间，在每个结点都会调用到这个函数，所以这个函数的效率很重要。**

#### **剪枝分类**

**可行性剪枝、最优性剪枝（上下界剪枝）。**

**1) 可行性剪枝**

**可行性剪枝一般是处理可行解的问题，如一个迷宫，问能否从起点到达目标点之类的。**

**2) 最优性剪枝（上下界剪枝）**

**即估价函数h = k + s，那么当前情况下存在最优解的必要条件是h < d，否则就可以剪枝了。最优性剪枝是不断优化解空间的过程。**

#### **基于DFS的A\*（迭代加深，IDA\*）**

**在以上剪枝的过程中使用优先队列尽快的搜出可行解以保证最优性剪枝能够剪的尽量多**

## **广度优先搜索**

### **算法原理**

**广度优先搜索即Breadth First Search，也是图遍历算法的一种。**

**BFS的具体算法描述为选择一个起始点v放入一个先进先出的队列中，执行如下操作：**

**a. 如果队列不为空，弹出一个队列首元素，记为当前结点，执行b；否则算法结束；**

**b. 将与 当前结点 相邻并且尚未被访问的结点的信息进行更新，并且全部放入队列中，继续执行a；**

**维护广搜的数据结构是队列和HASH，队列就是官方所说的open-close表，HASH主要是用来标记状态的，比如某个状态并不是一个整数，可能是一个字符串，就需要用字符串映射到一个整数，可以自己写个散列HASH表，不建议用STL的map，效率奇低。**

**广搜最基础的应用是用来求图的最短路。**

### **算法实现**

**广搜一般用队列维护状态，写成伪代码如下：**

**def BFS(v):**

**resetArray(visited,false)**

**visited[v] = true**

**queue.push(v)**

**while not queue.empty():**

**v = queue.getfront\_and\_pop()**

**for u in adjcent\_list[v]:**

**if visited[u] is false:**

**dosomething(u)**

**queue.push(u)**

### **基础应用**

**a. 最短路： bellman-ford最短路的优化算法SPFA，主体是利用BFS实现的。**

**b. 拓扑排序：首先找入度为0的点入队，弹出元素执行“减度”操作，继续将减完度后入度为0的点入队，循环操作，直到队列为空，经典BFS操作；**

**c. FloodFill：经典洪水灌溉算法；**

### **高级应用**

**a. 差分约束：数形结合的经典算法，利用SPFA来求解不等式组。**

**b. 稳定婚姻：二分图的稳定匹配问题**

**c. AC自动机：字典树 + KMP + BFS，在设定失败指针的时候需要用到BFS。**

**d. 矩阵二分：矩阵乘法的状态转移图的构建可以采用BFS；**

**e. 基于k进制的状态压缩搜索：这里的k一般为2的幂，状态压缩就是将原本多维的状态压缩到一个k进制的整数中，便于存储在一个一维数组中，往往可以大大地节省空间，又由于k为2的幂，所以状态转移可以采用位运算进行加速；**

#### **基于BFS的A\***

**在搜索的时候，结点信息要用堆（优先队列）维护大小，即能更快到达目标的结点优先弹出。**

#### **K短路问题**

**求初始结点到目标结点的第K短路，当K=1时，即最短路问题，K=2时，则为次短路问题，当K >= 3时需要A\*求解。**

#### **双向广搜**

**1) 算法原理**

**初始状态 和 目标状态 都知道，求初始状态到目标状态的最短距离；**

**利用两个队列，初始化时初始状态在1号队列里，目标状态在2号队列里，并且记录这两个状态的层次都为0，然后分别执行如下操作：**

**a.若1号队列已空，则结束搜索，否则从1号队列逐个弹出层次为K(K >= 0)的状态；**

**i. 如果该状态在2号队列扩展状态时已经扩展到过，那么最短距离为两个队列扩展状态的层次加和，结束搜索；**

**ii. 否则和BFS一样扩展状态，放入1号队列，直到队列首元素的层次为K+1时执行b；**

**b.若2号队列已空，则结束搜索，否则从2号队列逐个弹出层次为K(K >= 0)的状态；**

**i. 如果该状态在1号队列扩展状态时已经扩展到过，那么最短距离为两个队列扩展状态的层次加和，结束搜索；**

**ii. 否则和BFS一样扩展状态，放入2号队列，直到队列首元素的层次为K+1时执行a；**

# **动态规划**

## **状态和状态转移**

**在介绍递推和记忆化搜索的时候，都会涉及到一个词---状态，它表示了解决某一问题的中间结果，这是一个比较抽象的概念，无论是递推还是记忆化搜索，首先要设计出合适的状态，然后通过状态的特征建立状态转移方程（f[i] = f[i-1] + f[i-2] 就是一个简单的状态转移方程）。**

## **最优化原理和最优子结构**

**如果问题的最优解包含的子问题的解也是最优的，就称该问题具有最有子结构，即满足最优化原理。**

## **决策和无后效性**

**一个状态演变到另一个状态，往往是通过“决策”来进行的。有了“决策”，就会有状态转移。而无后效性，就是一旦某个状态确定后，它之前的状态无法对它之后的状态产生“效应”（影响）。**

## **动态规划的经典模型**

### **1、线性模型**

**线性模型的是动态规划中最常用的模型，上文讲到的最长单调子序列就是经典的线性模型，这里的线性指的是状态的排布是呈线性的。**

### **2、区间模型**

**区间模型的状态表示一般为d[i][j]，表示区间[i, j]上的最优解，然后通过状态转移计算出[i+1, j]或者[i, j+1]上的最优解，逐步扩大区间的范围，最终求得[1, len]的最优解。**

### **3、背包模型**

**背包问题是动态规划中一个最典型的问题之一。**

**有N种物品（每种物品1件）和一个容量为V的背包。放入第 i 种物品耗费的空间是Ci，得到的价值是Wi。求解将哪些物品装入背包可使价值总和最大。f[i][v]表示前i种物品恰好放入一个容量为v的背包可以获得的最大价值。决策为第i个物品在前i-1个物品放置完毕后，是选择放还是不放，状态转移方程为： f[i][v] = max{ f[i-1][v], f[i-1][v - Ci] +Wi }时间复杂度O(VN)，空间复杂度O(VN) （空间复杂度可利用滚动数组进行优化达到O(V)，下文会介绍滚动数组优化）。**

### **4、状态压缩模型**

**状态压缩的动态规划，一般处理的是数据规模较小的问题，将状态压缩成k进制的整数，k取2时最为常见。**

### **5、树状模型**

**树形动态规划（树形DP），是指状态图是一棵树，状态转移也发生在树上，父结点的值通过所有子结点计算完毕后得出。给定一颗树，和树上每个结点的权值，求一颗非空子树，使得权和最大。**

**用d[1][i] 表示i这个结点选中的情况下，以i为根的子树的权和最大值;**

**用d[0][i]表示i这个结点不选中的情况下，以i为根的子树的权和最大值;**

**d[1][i] = v[i] + sum{ d[1][v] | v是i的直接子结点 && d[1][v] > 0**

**d[0][i] = max( 0, max{ max( d[0][v], d[1][v] ) | v是i的直接子结点 } )**

**这样，构造一个以1为根结点的树，然后就可以通过dfs求解了。**

**这题题目要求求出的树为非空树，所以当所有权值都为负数的情况下需要特殊处理，选择所有权值中最大的那个作为答案。**

## **动态规划算法三要素**

**（摘自黑书，总结的很好，很有概括性）：**

**①所有不同的子问题组成的表**

**②解决问题的依赖关系可以看成是一个图**

**③填充子问题的顺序（即对②的图进行拓扑排序，填充的过程称为状态转移）；**

**则如果子问题的数目为O(nt)，每个子问题需要用到O(ne)个子问题的结果，那么我们称它为tD/eD的问题，于是可以总结出四类常用的动态规划方程：下面会把opt作为取最优值的函数（一般取min或max）, w(j, i)为一个实函数，其它变量都可以在常数时间计算出来**

**1、1D/1D**

**d[i] = opt{ d[j] + w(j, i) | 0 <= i < j } (1 <= i <= n)**

**2、2D/0D**

**d[i][j] = opt{ d[i-1][j] + xi, d[i][j-1] + yj, d[i-1][j-1] + zij } (1<= i, j <= n)**

**3、2D/1D**

**d[i][j] = w(i, j) + opt{ d[i][k-1] + d[k][j] }, (1 <= i < j <= n)**

**区间模型常用方程。**

**另外一种常用的2D/1D的方程为：**

**d[i][j] = opt{ d[i-1][k] + w(i, j, k) | k < j } (1<= i <= n, 1 <= j <= m)**

**4、2D/2D**

**d[i][j] = opt{ d[i'][j'] + w(i', j', i, j) | 0 <= i' < i, 0 <= j' < j}**

**常见于二维的迷宫问题，由于复杂度比较大，所以一般配合数据结构优化，如线段树、树状数组等。**

**对于一个tD/eD 的动态规划问题，在不经过任何优化的情况下，可以粗略得到一个时间复杂度是O(nt+e)，空间复杂度是O(nt)的算法，大多数情况下空间复杂度是很容易优化的，难点在于时间复杂度，下一章我们将详细讲解各种情况下的动态规划优化算法。**

## **动态规划和数据结构结合的常用优化**

### **1、滚动数组**

**我们发现将d[i][j]理解成一个二维的矩阵，i表示行，j表示列，那么第i行的结果只取决于第i+1和第i行的情况，对于第i+2行它表示并不关心，那么我们只要用一个d[2][N]的数组就能保存状态了，其中d[0][N]为奇数行的状态值，d[1][N]为偶数行的状态值，当前需要计算的状态行数为奇数时，会利用到d[1][N]的部分状态，奇数行计算完毕，d[1][N]整行状态都没用了，可以用于下一行状态的保存，类似“传送带”的滚动来循环利用空间资源，美其名曰 - 滚动数组。**

**这是个2D/0D问题，理论的空间复杂度是O(n2)，利用滚动数组可以将空间降掉一维，变成O(n)。**

**背包问题的几个状态转移方程同样可以用滚动数组进行空间优化。**

### **2、最长单调子序列**

**d[i] = max{ d[j] | j < i && a[j] < a[i] } + 1;**

**那个问题的状态转移方程如下：**

**最长递增子序列的N变成100000，其余不变。**

**首先明确决策的概念，我们认为 j 和 k (j < i, k < i)都是在计算d[i]时的两个决策。那么假设他们满足a[j] < a[k]（它们的状态对应就是d[j] 和 d[k]），如果a[i] > a[k]，则必然有a[i] > a[j]，能够选k做决策的也必然能够选 j 做决策，那么如若此时d[j] >= d[k]，显然k不可能是最优决策（j的决策始终比它优，以j做决策，a[ j ]的值小但状态值却更大），所以d[k]是不需要保存的。基于以上理论，我们可以采用二分枚举，维护一个值 (这里的值指的是a[i]) 递增的决策序列，不断扩大决策序列，最后决策的数目就是最长递增子序列的长度。具体做法是：**

**枚举i，如果a[i]比决策序列中最大的元素的值还大，则将i插入到决策序列的尾部；否则二分枚举决策序列，找出其中值最小的一个决策k，并且满足a[k] > a[i]，然后用决策i替换决策k。**

**这是个1D/1D问题，理论的时间复杂度是O(n2)，利用单调性优化后可以将复杂度将至O(nlogn)。**

**给定n个元素(n <= 100000)的序列，将序列的所有数分成x堆，每堆都是单调不增的，求x的最小值。**

**结论：可以转化成求原序列的最长递增子序列。**

**证明：因为这x堆中每堆元素都是单调不增的，所以原序列的最长递增子序列的每个元素在分出来的每堆元素中一定只出现最多一个，那么最长递增子序列的长度L的最大值为x，所以x >= L。而我们要求的是x的最小值，于是这个最小值就是 L 了。**

### **3、矩阵优化**

**n的范围比较大，虽然是几个简单的加法方程，但是一眼看下去也不知道有什么规律可循。我们把状态转移用另外一种形式表现出来，存储图的连通信息的一种方法就是矩阵。令这个矩阵为A，Aij表示从i号岛到j号岛是否连通，连通标1，不连通标0，它还有另外一个含义，就是经过1天，从i岛到j岛的方案数，利用矩阵的传递性，A2的第i行的第j列则表示经过2天，从i岛到j岛的方案数，同样的，An 则表示了经过n天，从i岛到j岛的方案数，那么问题就转化成了求An MOD 100000007的值了。An当n为偶数的时候等于(An/2)\*(An/2)；当n为奇数的时候，等于(An/2)\*(An/2)\*A，这样求解矩阵An就可以在O(logn)的时间内完成了，加法和乘法对MOD操作都是可交换的（即 “先加再模” 和 “先模再加再模” 等价），所以可以在矩阵乘法求解的时候，一旦超出模数，就执行取模操作。**

**最后求得的矩阵T = An MOD 100000007，那么T[1][1]就是我们要求的解了。**

### **4、斜率优化**

**那么可以用单调队列来维护一个决策队列的单调性，单调队列存的是决策序列。**

**一开始队列里只有一个决策，就是0这个点（虚拟出的初始决策），根据第一个结论，如果队列里面决策数目大于1，则判断slope( Q[front], Q[front+1] ) < 2\*s[i]是否成立，如果成立，Q[front]是个无用决策，front ++，如果不成立那么Q[front]必定是当前i的最优决策，通过状态转移方程计算f[i]的值，然后再根据第二个结论，判断slope(Q[rear-2], Q[rear-1]) > slope(Q[rear-1], i)是否成立，如果成立，那么Q[rear-1]必定是个无用决策，rear --，如果不成立，则将 i 作为当前决策 插入到队列尾， 即 Q[rear++] = i。**

**这题需要注意，斜率计算的时候，分母有可能为0的情况。**

### **5、树状数组优化**

**树状数组是一种数据结构，它支持两种操作：**

**1、对点更新，即在给你(x, v)的情况下，在下标x的位置累加一个和v（耗时 O(log(n)) ）。**

**函数表示 void add(x, v);**

**2、成端求和，给定一段区间[x, y]，求区间内数据的和（这些数据就是第一个操作累加的数据，耗时O(log(n))）。**

**函数表示 int sum(x, y);**

**用其它数据结构也是可以实现上述操作的，例如线段树（可以认为它是一种轻量级的线段树，但是线段树能解决的问题更加普遍，而树状数组只能处理求和问题），但是树状数组的实现方便、常数复杂度低，使得它在解决对点更新成端求和问题上成为首选。这里并不会讲它的具体实现，有兴趣请参见树状数组。**

### **6、线段树优化**

**线段树是一种完全二叉树，它支持区间求和、区间最值等一系列区间问题，这里为了将问题简化，直接给出求值函数而暂时不去讨论它的具体实现，有兴趣的可以自行寻找资料。线段树可以扩展到二维，二维线段树是一棵四叉树，一般用于解决平面统计问题，参见二维线段树。**

### **7、其他优化**

**a.散列HASH状态表示**

**b.结合数论优化**

**c.结合计算几何优化**

**d.四边形不等式优化**

**e.等等**

**目录**

# ****树状数组****

## **数据结构的设计**

**我们现在假设有这样一种数据结构，可以支持以下三种操作：**

**1、插入(Insert)，将一个数字插入到该数据结构中；**

**2、删除(Delete), 将某个数字从该数据结构中删除；**

**3、询问(Query), 询问该数据结构中存在数字的中位数；**

**如果这三个操作都能在O( log(n) )或者O(1)的时间内完成，那么这个问题就可以完美解决了。具体做法是：**

**首先将a[1...2r+1]这些元素都插入到该数据结构中，然后询问中位数替换掉a[r+1]，再删除a[1]，插入a[2r+2]，询问中位数替换掉a[r+2]，以此类推，直到计算完第n-r个元素。所有操作都在O( log(n) ) 时间内完成的话，总的时间复杂度就是O( nlogn )。**

**我们来看什么样的数据结构可以满足这三条操作都在O( log(n) )的时间内完成，考虑每个数字的范围是[0, 255]，如果我们将这些数字映射到一个线性表中(即 HASH表)，插入和删除操作都可以做到O(1)。**

## **树状数组华丽登场**

**这里引入一种数据结构 - 树状数组 ( Binary Indexed Tree，BIT，二分索引树 )，它只有两种基本操作，并且都是操作线性表的数据的：**

**1、add( i, 1 ) (1<=i<=n) 对第i个元素的值自增1 O(logn)**

**2、sum( i ) (1<=i<=n) 统计[1...i]元素值的和 O(logn)**

**有了这两种操作，我们需要将它们转化成之前设计的数据结构的那三种操作，首先：**

**1、插入(Insert)，对应的是 add(i, 1)，时间复杂度O( logn )**

**2、删除(Delete), 对应的是 add(i, -1), 时间复杂度O( logn )**

**3、询问(Query), 由于sum( i )能够统计[1...i]元素值的和，换言之，它能够得到我们之前插入的数据中小于等于i的数的个数，那么如果能够知道sum(i) >= r + 1的最小的i，那这个i就是所有插入数据的中位数了（因为根据上文的条件，插入的数据时刻保证有2r+1个）。因为sum(i)是关于 i 的递增函数，所以基于单调性我们可以二分枚举i (1 <= i <= n)，得到最小的 i 满足sum(i) >= r + 1，每次的询问复杂度就是 O( logn \* logn )。 一个logn是二分枚举的复杂度，另一个logn是sum函数的复杂度。**

**这样一来，一维的Median Filter模型的整体时间复杂度就降到了O(n \* logn \* logn)，已经是比较高效的算法了。**

## **细说树状数组**

### **1、树 or 数组 ？**

**名曰树状数组，那么究竟它是树还是数组呢？数组在物理空间上是连续的，而树是通过父子关系关联起来的，而树状数组正是这两种关系的结合，首先在存储空间上它是以数组的形式存储的，即下标连续；其次，对于两个数组下标x，y(x < y)，如果x + 2^k = y (k等于x的二进制表示中末尾0的个数)，那么定义(y, x)为一组树上的父子关系，其中y为父结点，x为子结点。**

### **2、结点的含义**

**然后我们来看树状数组上的结点Ci具体表示什么，这时候就需要利用树的递归性质了。我们定义Ci的值为它的所有子结点的值 和 Ai 的总和，之前提到当i为奇数时Ci一定为叶子结点，所以有Ci = Ai ( i为奇数 )**

### **3、求和操作**

**明白了Ci的含义后，我们需要通过它来求sum{ A[j] | 1 <= j <= i }，也就是之前提到的sum(i)函数。为了简化问题，用一个函数lowbit(i)来表示2^k (k等于i的二进制表示中末尾0的个数)。那么：**

**sum(i) = sum{ A[j] | 1 <= j <= i }**

**= A[1] + A[2] + ... + A[i]**

**= A[1] + A[2] + A[i-2^k] + A[i-2^k+1] + ... + A[i]**

**= A[1] + A[2] + A[i-2^k] + C[i]**

**= sum(i - 2^k) + C[i]**

**= sum( i - lowbit(i) ) + C[i]**

**由于C[i]已知，所以sum(i)可以通过递归求解，递归出口为当i = 0时，返回0。sum(i)函数的函数主体只需要一行代码：**

**int sum(int x){**

**return x ? C[x]+ sum( x - lowbit(x)):0;**

**}**

**观察 i - lowbit(i)，其实就是将i的二进制表示的最后一个1去掉，最多只有log(i)个1，所以求sum(n)的最坏时间复杂度为O(logn)。由于递归的时候常数开销比较大，所以一般写成迭代的形式更好。写成迭代代码如下：**

**int sum(int x){**

**int s =0;**

**for(int i = x; i ; i -= lowbit(i)){**

**s += c[i][j];**

**}**

**return s;**

**}**

### **4、更新操作**

**更新操作就是之前提到的add(i, 1) 和 add(i, -1)，更加具体得，可以推广到add(i, v)，表示的其实就是 A[i] = A[i] + v。但是我们不能在原数组A上操作，而是要像求和操作一样，在树状数组C上进行操作。**

**那么其实就是求在Ai改变的时候会影响哪些Ci，看图二-1-1的树形结构就一目了然了，Ai的改变只会影响Ci及其祖先结点，即A5的改变影响的是C5、C6、C8；而A1的改变影响的是C1、C2、C4、C8。**

**也就是每次add(i, v)，我们只要更新Ci以及它的祖先结点，之前已经讨论过两个结点父子关系是如何建立的，所以给定一个x，一定能够在最多log(n) (这里的n是之前提到的值域) 次内更新完所有x的祖先结点，add(i, v)的主体代码（去除边界判断）也只有一行代码：**

**void add(int x,int v){**

**if(x <= n){**

**C[x]+= v, add( x + lowbit(i), v );**

**}**

**}**

**和求和操作类似，递归的时候常数开销比较大，所以一般写成迭代的形式更好。写成迭代形式的代码如下**

**void add(int x,int v){**

**for(int i = x; i <= n; i += lowbit(i)){**

**C[i] += v;**

**}**

**}**

### **5、lowbit函数O(1)实现**

**上文提到的两个函数sum(x)和add(x, v)都是用递归实现的，并且都用到了一个函数叫lowbit(x)，表示的是2k，其中k为x的二进制表示末尾0的个数，那么最简单的实现办法就是通过位运算的右移，循环判断最后一位是0还是1，从而统计末尾0的个数，一旦发现1后统计完毕，计数器保存的值就是k，当然这样的做法总的复杂度为O( logn )，一个32位的整数最多可能进行31次判断（这里讨论整数的情况，所以符号位不算）。**

**这里介绍一种O(1)的方法计算2k的方法。由于&的优先级低于-，所以代码可以这样写：**

**int lowbit(int x) {**

**return x & -x;**

**}**

### **6、小结**

**至此，树状数组的基础内容就到此结束了，三个函数就诠释了树状数组的所有内容，并且都只需要一行代码实现，单次操作的时间复杂度为O( log(n) )，空间复杂度为O(n)，所以它是一种性价比非常高的轻量级数据结构。**

**树状数组解决的基本问题是 单点更新，成端求和。上文中的sum(x)求的是[1, x]的和，如果需要求[x, y]的和，只需要求两次sum函数，然后相减得到，即sum(y) - sum(x-1)。**

**下面一节会通过一些例子来具体阐述树状数组的应用场景。**

## **树状数组的经典模型**

### **1、PUIQ模型**

**【例题1】一个长度为n(n <= 500000)的元素序列，一开始都为0，现给出三种操作：**

**1. add x v : 给第x个元素的值加上v； ( a[x] += v )**

**2. sub x v : 给第x个元素的值减去v； ( a[x] -= v )**

**3. sum x y： 询问第x到第y个元素的和； ( print sum{ a[i] | x <= i <= y } )**

**这是树状数组最基础的模型，1和2的操作就是对应的单点更新，3的操作就对应了成端求和。**

**具体得，1和2只要分别调用add(x, v)和add(x, -v), 而3则是输出sum(y) - sum(x-1)的值。**

**我把这类问题叫做PUIQ模型(Point Update Interval Query 点更新，段求和)。**

### **2、IUPQ模型**

**【例题2】一个长度为n(n <= 500000)的元素序列，一开始都为0，现给出两种操作：**

**1. add x y v : 给第x个元素到第y个元素的值都加上v； ( a[i] += v, 其中 x <= i <= y )**

**2. get x： 询问第x个元素的值； ( print a[x] )**

**这类问题对树状数组稍微进行了一个转化，但是还是可以用add和sum这两个函数来解决，对于操作1我们只需要执行两个操作，即add(x, v)和add(y+1, -v)；而操作2则是输出sum(x)的值。**

**这样就把区间更新转化成了单点更新，单点求值转化成了区间求和。**

**我把这类问题叫做IUPQ模型(Interval Update Point Query 段更新，点求值)。**

### **3、逆序模型**

**【例题3】给定一个长度为n(n <= 500000)的排列a[i]，求它的逆序对对数。1 5 2 4 3 的逆序对为(5,2)(5,3)(5,4)(4,3)，所以答案为4。**

**朴素算法，枚举任意两个数，判断他们的大小关系进行统计，时间复杂度O(n2)。不推荐！**

**来看一个给定n个元素的排列 X0 X1 X2 … Xn-2 Xn-1,对于某个 Xi 元素，如果想知道以它为"首"的逆序对的对数( 形如(XiXj) 的逆序对)，就是需要知道 Xi+1 … Xn-2 Xn-1 这个子序列中小于 Xi 的元素的个数。**

**那么我们只需要对这个排列从后往前枚举，每次枚举到 Xi 元素时，执行cnt += sum(Xi-1)，然后再执行add(Xi, 1)，n个元素枚举完毕，得到的cnt值就是我们要求的逆序数了。总的时间复杂度O(nlogn)。**

**这个模型和之前的区别在于它不是将原数组的下标作为树状数组的下标，而是将元素本身作为树状数组的下标。逆序模型作为树状数组的一个经典思想有着非常广泛的应用。**

### **4、二分模型**

**【例题5】给定N(N <= 100000)个编号为1-N的球，将它们乱序丢入一个“神奇的容器”中，作者会在丢的同时询问其中编号第K大的那个球，“神奇的容器”都能够从容作答，并且将那个球给吐出来，然后下次又可以继续往里丟。**

**现在要你来模拟这个神奇的容器的功能。可以抽象成两种操作：**

**1. put x 向容器中放入一个编号为x的球；**

**2. query K 询问容器中第K大的那个球，并且将那个球从容器中去除（保证K<容器中球的总数）；**

**这个问题其实就是一维Median Filter的原型了，只是那个问题的K = r+1，而这里的K是用户输入的一个常量。所谓二分模型就是在求和的过程中，利用求和函数的单调性进行二分枚举。**

**对于操作1，只是单纯地执行add(x, 1)即可；而对于操作2，我们要看第K大的数满足什么性质，由于这里的数字不会有重复，所以一个显而易见的性质就是一定有K-1个数大于它，假设它的值为x，那么必然满足下面的等式：sum(N) - sum( x ) == K-1，然而，满足这个等式的x可能并不止一个。灰色的格子表示容器中的球，分别为2、3、7、8，然后我们需要求第3大的球，理论的球编号为3，但是满足上面等式的球的编号为3、4、5、6。所以我们需要再加一个限制条件，即满足上面等式的最小的x。于是我们二分枚举x，当满足sum(N) - sum( x ) <= K-1时，将右区间缩小（说明找的数x偏大，继续往小的找），否则左区间增大(说明找的数x偏小，继续往大的找)，直到找到满足条件的最小的x为止。单次操作的时间复杂度为O( logn \* logn )。**

### **5、再说Median Filter**

**基于二分模型的一维Median Filter问题已经圆满解决了，那么最后让我们回到二维的Median Filter问题上来。**

### **6、多维树状数组模型**

**给定一个N\*N(N <= 1000)的矩形区域，执行两种操作：**

**1. add x y v 在(x, y)加上一个值v；**

**2. sum x1 y1 x2 y2 统计矩形(x1, y1) - (x2, y2)中的值的和；**

**PUIQ模型的二维版本。我们设计两种基本操作：**

**1. add(x, y, v) 在(x, y)这个格子加上一个值v；**

**2. sum(x, y) 求矩形区域(1, 1) - (x, y)内的值的和，那么(x1,y1)-(x2,y2)区域内的和可以通过四个求和操作获得，即 sum(x2, y2) - sum(x2, y1 - 1) - sum(x1 - 1, y2) + sum(x1 - 1, y1 - 1)。 （利用容斥原理的基本思想）**

**add(x, y, v)和sum(x, y)可以利用二维树状数组实现，二维树状数组可以理解成每个C结点上又是一棵树状数组（可以从二维数组的概念去理解，即数组的每个元素都是一个数组），具体代码如下：**

**void add(int x,int y,int v){**

**for(int i = x; i <= n; i += lowbit(i)){**

**for(int j = y; j <= n; j += lowbit(j)){**

**c[i][j]+= v;**

**}**

**}**

**}**

**int sum(int x,int y){**

**int s =0;**

**for(int i = x; i ; i -= lowbit(i)){**

**for(int j = y; j ; j -= lowbit(j)){**

**s += c[i][j];**

**}**

**}**

**return s;**

**}**

**仔细观察即可发现，二维树状数组的实现和一维的实现极其相似，二维仅仅比一维多了一个循环，并且数据用二维数组实现。那么同样地，对于三维的情况，也只是在数组的维度上再增加一维，更新和求和时都各加一个循环而已。**

# **差分约束**

## **引例**

**一类不等式组的解**

**给定n个变量和m个不等式，每个不等式形如 x[i] - x[j] <= a[k] (0 <= i, j < n, 0 <= k < m， a[k]已知)，求 x[n-1] - x[0] 的最大值。例如当n = 4，m = 5，不等式组如图一-1-1所示的情况，求x3 - x0的最大值。**
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**观察x3 - x0的性质，我们如果可以通过不等式的两两加和得到c个形如 x3 - x0 <= Ti 的不等式，那么 min{ Ti | 0 <= i < c } 就是我们要求的x3 - x0的最大值。**

**整理出以下三个不等式：**

**1. (3) x3 - x0 <= 8**

**2. (2) + (5) x3 - x0 <= 9**

**3. (1) + (4) + (5) x3 - x0 <= 7**

**这里的T等于{8， 9， 7}，所以min{ T } = 7，答案就是7。**

**这种方法即使做出来了还是带有问号的，不能确定正确与否，如何系统地解决这类问题呢？**
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**给定四个小岛以及小岛之间的有向距离，问从第0个岛到第3个岛的最短距离。箭头指向的线段代表两个小岛之间的有向边，蓝色数字代表距离权值。**

**发现总共三条路线，如下：**

**1. 0 -> 3 长度为8**

**2. 0 -> 2 -> 3 长度为7+2 = 9**

**3. 0 -> 1 -> 2 -> 3 长度为2 + 3 + 2 = 7**

**最短路为三条线路中的长度的最小值即7，所以最短路的长度就是7。**

## **最短路**

### **1、Dijkstra**

**对于一个有向图或无向图，所有边权为正（边用邻接矩阵的形式给出），给定a和b，求a到b的最短路，保证a一定能够到达b。这条最短路一定存在。相反，最长路就不一定了，由于边权为正，如果遇到有环的时候，可以一直在这个环上走，因为要找最长的，这样就使得路径越变越长，永无止境，所以对于正权图，在可达的情况下最短路一定存在，最长路则不一定存在。这里只讨论正权图的最短路问题。**

**最短路满足最优子结构性质，所以是一个动态规划问题。最短路的最优子结构可以描述为：**

**D(s, t) = {Vs ... Vi ... Vj ... Vt}表示s到t的最短路，其中i和j是这条路径上的两个中间结点，那么D(i, j)必定是i到j的最短路，这个性质是显然的，可以用反证法证明。基于上面的最优子结构性质，如果存在这样一条最短路D(s, t) = {Vs ... Vi Vt}，其中i和t是最短路上相邻的点，那么D(s, i) = {Vs ... Vi} 必定是s到i的最短路。Dijkstra算法就是基于这样一个性质，通过最短路径长度递增，逐渐生成最短路。**

**Dijkstra算法是最经典的最短路算法，用于计算正权图的单源最短路SSSP（Single Source Shortest Path，源点给定，通过该算法可以求出起点到所有点的最短路），它是基于这样一个事实：如果源点到x点的最短路已经求出，并且保存在d[x] ( 可以将它理解为D(s, x) )上，那么可以利用x去更新 x能够直接到达的点 的最短路。即：**

**d[y] = min{ d[y], d[x] + w(x, y) } y为x能够直接到达的点，w(x, y) 则表示x->y这条有向边的边权**

**具体算法描述如下：对于图G = <V, E>，源点为s，d[i]表示s到i的最短路，visit[i]表示d[i]是否已经确定(布尔值)。**

**1) 初始化 所有顶点 d[i] = INF, visit[i] = false，令d[s] = 0；**

**2) 从所有visit[i]为false的顶点中找到一个d[i]值最小的，令x = i; 如果找不到，算法结束；**

**3) 标记visit[x] = true, 更新和x直接相邻的所有顶点y的最短路： d[y] = min{ d[y], d[x] + w(x, y) }**

**（第三步中如果y和x并不是直接相邻，则令w(x, y) = INF）**

### **2、图的存储**

**以上算法的时间复杂度为O(n^2)，n为结点个数，即每次找一个d[i]值最小的，总共n次，每次找到后对其它所有顶点进行更新，更新n次。由于算法复杂度是和点有关，并且平方级别的，所以还是需要考虑一下点数较多而边数较少的情况。**

**邻接矩阵是直接利用一个二维数组对边的关系进行存储，矩阵的第i行第j列的值 表示 i -> j 这条边的权值；特殊的，如果不存在这条边，用一个特殊标记来表示；如果i == j，则权值为0。它的优点是实现非常简单，而且很容易理解；缺点也很明显，如果这个图是一个非常稀疏的图，图中边很少，但是点很多，就会造成非常大的内存浪费，点数过大的时候根本就无法存储。**

**邻接表是图中常用的存储结构之一，每个顶点都有一个链表，这个链表的数据表示和当前顶点直接相邻的顶点（如果边有权值，还需要保存边权信息）。邻接表的优点是对于稀疏图不会有数据浪费，缺点就是实现相对麻烦，需要自己实现链表，动态分配内存。**

**前向星是以存储边的方式来存储图，先将边读入并存储在连续的数组中，然后按照边的起点进行排序，这样数组中起点相等的边就能够在数组中进行连续访问了。它的优点是实现简单，容易理解，缺点是需要在所有边都读入完毕的情况下对所有边进行一次排序，带来了时间开销，实用性也较差，只适合离线算法。**

### **3、链式前向星**

**链式前向星和邻接表类似，也是链式结构和线性结构的结合，每个结点i都有一个链表，链表的所有数据是从i出发的所有边的集合（对比邻接表存的是顶点集合），边的表示为一个四元组(u, v, w, next)，其中(u, v)代表该条边的有向顶点对，w代表边上的权值，next指向下一条边。**

**具体的，我们需要一个边的结构体数组 edge[MAXM]，MAXM表示边的总数，所有边都存储在这个结构体数组中，并且用head[i]来指向 i 结点的第一条边。**

**边的结构体声明如下：**

**struct EDGE {**

**int u, v, w, next;**

**EDGE() {}**

**EDGE(int \_u, int \_v, int \_w, int \_next) {**

**u = \_u, v = \_v, w = \_w, next = \_next;**

**}**

**}edge[MAXM];**

**初始化所有的head[i] = INF，当前边总数 edgeCount = 0**

**每读入一条边，调用addEdge(u, v, w)，具体函数的实现如下：**

**void addEdge(int u, int v, int w) {**

**edge[ edgeCount ] = EDGE(u, v, w, head[u]);**

**head[u] = edgeCount ++;**

**}**

**这个函数的含义是每加入一条边(u, v)，就在原有的链表结构的首部插入这条边，使得每次插入的时间复杂度为O(1)，所以链表的边的顺序和读入顺序正好是逆序的。这种结构在无论是稠密的还是稀疏的图上都有非常好的表现，空间上没有浪费，时间上也是最小开销。**

**调用的时候只要通过head[i]就能访问到由 i 出发的第一条边的编号，通过编号到edge数组进行索引可以得到边的具体信息，然后根据这条边的next域可以得到第二条边的编号，以此类推，直到next域为INF（这里的INF即head数组初始化的那个值，一般取-1即可）。**

### **4、Dijkstra + 优先队列(最小二叉堆)**

**有了链式前向星，再来看Dijkstra算法，我们关注算法的第3)步，对和x直接相邻的点进行更新的时候，不再需要遍历所有的点，而是只更新和x直接相邻的点，这样总的更新次数就和顶点数n无关了，总更新次数就是总边数m，算法的复杂度变成了O(n^2 + m)，之前的复杂度是O(n^2)，但是有两个n^2的操作，而这里是一个，原因在于找d值最小的顶点的时候还是一个O(n)的轮询，总共n次查找。那么查找d值最小有什么好办法呢？**

**数据结构中有一种树，它能够在O( log(n) )的时间内插入和删除数据，并且在O(1)的时间内得到当前数据的最小值。 在C++中，可以利用STL的优先队列( priority\_queue )来实现获取最小值的操作。**

**用n表示点数，m表示边数，那么优先队列中最多可能存在的点数有多少？因为我们在把顶点插入队列的时候并没有判断队列中有没有这个点，而且也不能进行这样的判断，因为新插入的点一定会取代之前的点（距离更短才会执行插入），所以同一时间队列中的点有可能重复，插入操作的上限是m次，所以最多有m个点，那么一次插入和删除的操作的平摊复杂度就是O(logm)，但是每次取距离最小的点，对于有多个相同点的情况，如果那个点已经出过一次队列了，下次同一个点出队列的时候它对应的距离一定比之前的大，不需要用它去更新其它点，因为一定不可能更新成功，所以真正执行更新操作的点的个数其实只有n个，所以总体下来的平均复杂度为O( (m+n)log m)，而这个只是理论上界，一般问题中都是很快就能找到最短路的，所以实际复杂度会比这个小很多，相比O(n^2)的算法已经优化了很多了。**

**Dijkstra算法求的是正权图的单源最短路问题，对于权值有负数的情况就不能用Dijkstra求解了，因为如果图中存在负环，Dijkstra带优先队列优化的算法就会进入一个死循环，因为可以从起点走到负环处一直将权值变小 。对于带负权的图的最短路问题就需要用到Bellman-Ford算法了。**

### **5、Bellman-Ford**

**Bellman-Ford算法可以在最短路存在的情况下求出最短路，并且在存在负权圈的情况下告诉你最短路不存在，前提是起点能够到达这个负权圈，因为即使图中有负权圈，但是起点到不了负权圈，最短路还是有可能存在的。它是基于这样一个事实：一个图的最短路如果存在，那么最短路中必定不存在圈，所以最短路的顶点数除了起点外最多只有n-1个。**

**Bellman-Ford同样也是利用了最短路的最优子结构性质，用d[i]表示起点s到i的最短路，那么边数上限为 j 的最短路可以通过边数上限为 j-1 的最短路 加入一条边 得到，通过n-1次迭代，最后求得s到所有点的最短路。**

**具体算法描述如下：对于图G = <V, E>，源点为s，d[i]表示s到i的最短路。**

**1) 初始化 所有顶点 d[i] = INF, 令d[s] = 0，计数器 j = 0；**

**2) 枚举每条边(u, v)，如果d[u]不等于INF并且 d[u] + w(u, v) < d[v]，则令d[v] = d[u] + w(u, v)；**

**3) 计数器j + +，当j = n - 1时算法结束，否则继续重复2)的步骤；**

**第2)步的一次更新称为边的“松弛”操作。**

**以上算法并没有考虑到负权圈的问题，如果存在负圈权，那么第2)步操作的更新会永无止境，所以判定负权圈的算法也就出来了，只需要在第n次继续进行第2)步的松弛操作，如果有至少一条边能够被更新，那么必定存在负权圈。**

**这个算法的时间复杂度为O(nm)，n为点数，m为边数。**

**这里有一个小优化，我们可以注意到第2)步操作，每次迭代第2)步操作都是做同一件事情，也就是说如果第k(k <= n-1)次迭代的时候没有任何的最短路发生更新，即所有的d[i]值都未发生变化，那么第k+1次必定也不会发生变化了，也就是说这个算法提前结束了。所以可以在第2)操作开始的时候记录一个标志，标志初始为false，如果有一条边发生了松弛，那么标志置为true，所有边枚举完毕如果标志还是false则提前结束算法。**

**这个优化在一般情况下很有效，因为往往最短路在前几次迭代就已经找到最优解了，但是也不排除上文提到的负权圈的情况，会一直更新，使得整个算法的时间复杂度达到上限O(nm)，那么如何改善这个算法的效率呢？接下来介绍改进版的Bellman-Ford 一一 SPFA。**

### **6、SPFA**

**SPFA( Shortest Path Faster Algorithm )是基于Bellman-Ford的思想，采用先进先出(FIFO)队列进行优化的一个计算单源最短路的快速算法。**

**类似Bellman-Ford的做法，我们用数组d记录每个结点的最短路径估计值，并用链式前向星来存储图G。利用一个先进先出的队列用来保存待松弛的结点，每次取出队首结点u，并且枚举从u出发的所有边(u, v)，如果d[u] + w(u, v) < d[v]，则更新d[v] = d[u] + w(u, v)，然后判断v点在不在队列中，如果不在就将v点放入队尾。这样不断从队列中取出结点来进行松弛操作，直至队列空为止。**

**只要最短路径存在，SPFA算法必定能求出最小值。因为每次将点放入队尾，都是经过松弛操作达到的。即每次入队的点v对应的最短路径估计值d[v]都在变小。所以算法的执行会使d越来越小。由于我们假定最短路一定存在，即图中没有负权圈，所以每个结点都有最短路径值。因此，算法不会无限执行下去，随着d值的逐渐变小，直到到达最短路径值时，算法结束，这时的最短路径估计值就是对应结点的最短路径值。**

**那么最短路径不存在呢？如果存在负权圈，并且起点可以通过一些顶点到达负权圈，那么利用SPFA算法会进入一个死循环，因为d值会越来越小，并且没有下限，使得最短路不存在。那么我们假设不存在负权圈，则任何最短路上的点必定小于等于n个（没有圈），换言之，用一个数组c[i]来记录i这个点入队的次数，所有的c[i]必定都小于等于n，所以一旦有一个c[i] > n，则表明这个图中存在负权圈。**

**接下来给出SPFA更加直观的理解，假设图中所有边的边权都为1，那么SPFA其实就是一个BFS（Breadth First Search，广度优先搜索）BFS首先到达的顶点所经历的路径一定是最短路(也就是经过的最少顶点数)，所以此时利用数组记录节点访问可以使每个顶点只进队一次，但在至少有一条边的边权不为1的带权图中，最先到达的顶点的路径不一定是最短路，这就是为什么要用d数组来记录当前最短路估计值的原因了。**

**SPFA算法的最坏时间复杂度为O(nm)，其中n为点数，m为边数，但是一般不会达到这个上界，一般的期望时间复杂度为O(km)， k为常数，m为边数（这个时间复杂度只是估计值，具体和图的结构有很大关系，而且很难证明，不过可以肯定的是至少比传统的Bellman-Ford高效很多，所以一般采用SPFA来求解带负权圈的最短路问题）。**

### **7、Floyd-Warshall**

**最后介绍一个求任意两点最短路的算法，很显然，我们可以求n次单源最短路（枚举起点），但是下面这种方法更加容易编码，而且很巧妙，它也是基于动态规划的思想。**

**令d[i][j][k]为只允许经过结点[0, k]的情况下，i 到 j的最短路。那么利用最优子结构性质，有两种情况：**

**a. 如果最短路经过k点，则d[i][j][k] = d[i][k][k-1] + d[k][j][k-1];**

**b. 如果最短路不经过k点，则d[i][j][k] = d[i][j][k-1];**

**于是有状态转移方程： d[i][j][k] = min{ d[i][j][k-1], d[i][k][k-1] + d[k][j][k-1] } (0 <= i, j, k < n)**

**这是一个3D/0D问题，只需要按照k递增的顺序进行枚举，就能在O(n^3)的时间内求解，又第三维的状态可以采用滚动数组进行优化，所以空间复杂度为O(n^2)。**

## **差分约束**

### **1、数形结合**

**如若一个系统由n个变量和m个不等式组成，并且这m个不等式对应的系数矩阵中每一行有且仅有一个1和-1，其它的都为0，这样的系统称为差分约束( difference constraints )系统。引例中的不等式组可以表示成如图三-1-1的系数矩阵。**

**然后继续回到单个不等式上来，观察 x[i] - x[j] <= a[k]， 将这个不等式稍稍变形，将x[j]移到不等式右边，则有x[i] <= x[j] + a[k]，然后我们令a[k] = w(j, i)，再将不等式中的i和j变量替换掉，i = v， j = u，将x数组的名字改成d（以上都是等价变换，不会改变原有不等式的性质），则原先的不等式变成了以下形式：d[u] + w(u, v) >= d[v]。**

**这时候联想到SPFA中的一个松弛操作：**

**if(d[u] + w(u, v) < d[v]) {**

**d[v] = d[u] + w(u, v);**

**}**

**对比上面的不等式，两个不等式的不等号正好相反，但是再仔细一想，其实它们的逻辑是一致的，因为SPFA的松弛操作是在满足小于的情况下进行松弛，力求达到d[u] + w(u, v) >= d[v]，而我们之前令a[k] = w(j, i)，所以我们可以将每个不等式转化成图上的有向边：**

**对于每个不等式 x[i] - x[j] <= a[k]，对结点 j 和 i 建立一条 j -> i的有向边，边权为a[k]，求x[n-1] - x[0] 的最大值就是求 0 到n-1的最短路。**

### **2、三角不等式**

**如果还没有完全理解，我们可以先来看一个简单的情况，如下三个不等式：**

**B - A <= c (1)**

**C - B <= a (2)**

**C - A <= b (3)**

**我们想要知道C - A的最大值，通过(1) + (2)，可以得到 C - A <= a + c，所以这个问题其实就是求min{b, a+c}。我们发现min{b, a+c}正好对应了A到C的最短路，而这三个不等式就是著名的三角不等式。将三个不等式推广到m个，变量推广到n个，就变成了n个点m条边的最短路问题了。**

### **3、解的存在性**

**上文提到最短路的时候，会出现负权圈或者根本就不可达的情况，所以在不等式组转化的图上也有可能出现上述情况，先来看负权圈的情况，如图三-3-1，下图为5个变量5个不等式转化后的图，需要求得是X[t] - X[s]的最大值，可以转化成求s到t的最短路，但是路径中出现负权圈，则表示最短路无限小，即不存在最短路，那么在不等式上的表现即X[t] - X[s] <= T中的T无限小，得出的结论就是 X[t] - X[s]的最大值 不存在。**

**再来看另一种情况，即从起点s无法到达t的情况，如图三-3-2，表明X[t]和X[s]之间并没有约束关系，这种情况下X[t] - X[s]的最大值是无限大，这就表明了X[t]和X[s]的取值有无限多种。**

**在实际问题中这两种情况会让你给出不同的输出。**

**综上所述，差分约束系统的解有三种情况：1、有解；2、无解；3、无限多解；**

### **4、最大值 => 最小值**

**然后，我们将问题进行一个简单的转化，将原先的"<="变成">="，转化后的不等式如下：**

**B - A >= c (1)**

**C - B >= a (2)**

**C - A >= b (3)**

**然后求C - A的最小值，类比之前的方法，需要求的其实是max{b, c+a}，于是对应的是图三-2-1从A到C的最长路。同样可以推广到n个变量m个不等式的情况。**

### **5、不等式标准化**

**如果给出的不等式有"<="也有">="，又该如何解决呢？很明显，首先需要关注最后的问题是什么，如果需要求的是两个变量差的最大值，那么需要将所有不等式转变成"<="的形式，建图后求最短路；相反，如果需要求的是两个变量差的最小值，那么需要将所有不等式转化成">="，建图后求最长路。**

**如果有形如：A - B = c 这样的等式呢？我们可以将它转化成以下两个不等式：**

**A - B >= c (1)**

**A - B <= c (2)**

**再通过上面的方法将其中一种不等号反向，建图即可。**

**最后，如果这些变量都是整数域上的，那么遇到A - B < c这样的不带等号的不等式，我们需要将它转化成"<="或者">="的形式，即 A - B <= c - 1。**

## **差分约束的经典应用**

### **1、线性约束**

**线性约束一般是在一维空间中给出一些变量（一般定义位置），然后告诉你某两个变量的约束关系，求两个变量a和b的差值的最大值或最小值。**

**【例题1】N个人编号为1-N，并且按照编号顺序排成一条直线，任何两个人的位置不重合，然后给定一些约束条件。**

**X(X <= 100000)组约束Ax Bx Cx(1 <= Ax < Bx <= N)，表示Ax和Bx的距离不能大于Cx。**

**Y(X <= 100000)组约束Ay By Cy(1 <= Ay < By <= N)，表示Ay和By的距离不能小于Cy。**

**如果这样的排列存在，输出1-N这两个人的最长可能距离，如果不存在，输出-1，如果无限长输出-2。**

**像这类问题，N个人的位置在一条直线上呈线性排列，某两个人的位置满足某些约束条件，最后要求第一个人和最后一个人的最长可能距离，这种是最直白的差分约束问题，因为可以用距离作为变量列出不等式组，然后再转化成图求最短路。**

**令第x个人的位置为d[x]（不妨设d[x]为x的递增函数，即随着x的增大，d[x]的位置朝着x正方向延伸）。**

**那么我们可以列出一些约束条件如下：**

**1、对于所有的Ax Bx Cx，有 d[Bx] - d[Ax] <= Cx；**

**2、对于所有的Ay By Cy，有 d[By] - d[Ay] >= Cy；**

**3、然后根据我们的设定，有 d[x] >= d[x-1] + 1 (1 < x <= N) （这个条件是表示任何两个人的位置不重合）**

**而我们需要求的是d[N] - d[1]的最大值，即表示成d[N] - d[1] <= T，要求的就是这个T。于是我们将所有的不等式都转化成d[x] - d[y] <= z的形式，如下：**

**1、d[Bx] - d[Ax] <= Cx**

**2、d[Ay] - d[By] <= -Cy**

**3、d[x-1] - d[x] <= -1**

**对于d[x] - d[y] <= z，令z = w(y, x)，那么有 d[x] <= d[y] + w(y, x)，所以当d[x] > d[y] + w(y, x)，我们需要更新d[x]的值，这对应了最短路的松弛操作，于是问题转化成了求1到N的最短路。**

**对于所有满足d[x] - d[y] <= z的不等式，从y向x建立一条权值为z的有向边。**

**然后从起点1出发，利用SPFA求到各个点的最短路，如果1到N不可达，说明最短路(即上文中的T)无限长，输出-2。如果某个点进入队列大于等于N次，则必定存在一条负环，即没有最短路，输出-1。否则T就等于1到N的最短路。**

### **2、区间约束**

**【例题2】给定n（n <= 50000）个整点闭区间和这个区间中至少有多少整点需要被选中，每个区间的范围为[ai, bi]，并且至少有ci个点需要被选中，其中0 <= ai <= bi <= 50000，问[0, 50000]至少需要有多少点被选中。**

**例如3 6 2 表示[3, 6]这个区间至少需要选择2个点，可以是3,4也可以是4,6（总情况有 C(4, 2)种 ）。**

**这类问题就没有线性约束那么明显，需要将问题进行一下转化，考虑到最后需要求的是一个完整区间内至少有多少点被选中，试着用d[i]表示[0, i]这个区间至少有多少点能被选中，根据定义，可以抽象出 d[-1] = 0，对于每个区间描述，可以表示成d[ bi ] - d[ ai - 1 ] >= ci，而我们的目标要求的是 d[ 50000 ] - d[ -1 ] >= T 这个不等式中的T，将所有区间描述转化成图后求-1到50000的最长路。**

**这里忽略了一些要素，因为d[i]描述了一个求和函数，所以对于d[i]和d[i-1]其实是有自身限制的，考虑到每个点有选和不选两种状态，所以d[i]和d[i-1]需要满足以下不等式： 0 <= d[i] - d[i-1] <= 1 （即第i个数选还是不选）**

**这样一来，还需要加入 50000\*2 = 100000 条边，由于边数和点数都是万级别的，所以不能采用单纯的Bellman-Ford ，需要利用SPFA进行优化，由于-1不能映射到小标，所以可以将所有点都向x轴正方向偏移1个单位（即所有数+1）。**

### **3、未知条件约束**

**未知条件约束是指在不等式的右边不一定是个常数，可能是个未知数，可以通过枚举这个未知数，然后对不等式转化成差分约束进行求解。**

**【例题3】在一家超市里，每个时刻都需要有营业员看管，R(i) (0 <= i < 24)表示从i时刻开始到i+1时刻结束需要的营业员的数目，现在有N(N <= 1000)个申请人申请这项工作，并且每个申请者都有一个起始工作时间 ti，如果第i个申请者被录用，那么他会连续工作8小时。现在要求选择一些申请者进行录用，使得任何一个时刻i，营业员数目都能大于等于R(i)。**

**i = 0 1 2 3 4 5 6 ... 20 21 22 23 23，分别对应时刻 [i, i+1)，特殊的，23表示的是[23, 0)，并且有些申请者的工作时间可能会“跨天”。**

**a[i] 表示在第i时刻开始工作的人数，是个未知量**

**b[i] 表示在第i时刻能够开始工作人数的上限， 是个已知量**

**R[i] 表示在第i时刻必须值班的人数，也是已知量**

**那么第i时刻到第i+1时刻还在工作的人满足下面两个不等式（利用每人工作时间8小时这个条件）：**

**当 i >= 7, a[i-7] + a[i-6] + ... + a[i] >= R[i] (1)**

**当 0 <= i < 7, (a[0] + ... + a[i]) + (a[i+17] + ... + a[23]) >= R[i] (2)**

**对于从第i时刻开始工作的人，满足以下不等式：**

**0 <= i < 24, 0 <= a[i] <= b[i] (3)**

**令 s[i] = a[0] + ... + a[i]，特殊地，s[-1] = 0**

**上面三个式子用s[i]来表示，如下：**

**s[i] - s[i-8] >= R[i] (i >= 7) (1)**

**s[i] + s[23] - s[i+16] >= R[i] (0 <= i < 7) (2)**

**0 <= s[i] - s[i-1] <= b[i] (0 <= i < 24) (3)**

**仔细观察不等式(2)，有三个未知数，这里的s[23]就是未知条件，所以还无法转化成差分约束求解，但是和i相关的变量只有两个，对于s[23]的值我们可以进行枚举，令s[23] = T, 则有以下几个不等式：**

**s[i] - s[i-8] >= R[i]**

**s[i] - s[i+16] >= R[i] - T**

**s[i] - s[i-1] >= 0**

**s[i-1] - s[i] >= -b[i]**

**对于所有的不等式 s[y] - s[x] >= c，建立一条权值为c的边 x->y，于是问题转化成了求从原点-1到终点23的最长路。**

**但是这个问题比较特殊，我们还少了一个条件，即：s[23] = T，它并不是一个不等式，我们需要将它也转化成不等式，由于设定s[-1] = 0，所以 s[23] - s[-1] = T，它可以转化成两个不等式：**

**s[23] - s[-1] >= T**

**s[-1] - s[23] >= -T**

**将这两条边补到原图中，求出的最长路s[23]等于T，表示T就是满足条件的一个解，由于T的值时从小到大枚举的（T的范围为0到N），所以第一个满足条件的解就是答案。**

**最后，观察申请者的数量，当i个申请者能够满足条件的时候，i+1个申请者必定可以满足条件，所以申请者的数量是满足单调性的，可以对T进行二分枚举，将枚举复杂度从O(N)降为O(logN)。**

# **初等数论**

## **数论基本概念**

### **1、整除性**

**若a和b都为整数，a整除b是指b是a的倍数，a是b的约数（因数、因子），记为a|b。整除的大部分性质都是显而易见的，为了阐述方便，我给这些性质都随便起了个名字。**

**i) 任意性，若a|b，则对于任意非零整数m，有am|bm。**

**ii) 传递性，若a|b，且b|c，则a|c。**

**iii) 可消性，若a|bc，且a和c互质(互质的概念下文会讲到)，则a|b。**

**iv) 组合性，若c|a，且c|b，则对于任意整数m、n，有c|(ma+nb)。**

**【例题1】(公元1987年初二数学竞赛题) x，y，z均为整数，若11｜（7x+2y-5z），求证：11｜（3x-7y+12z）。**

**非常典型的一个问题，为了描述方便，令a = （7x+2y-5z），b = （3x-7y+12z），通过构造可以得到一个等式：4a + 3b = 11（3x-2y+3z），则3b = 11（3x-2y+3z） - 4a。**

**任意性+组合性，得出 11 |（11（3x-2y+3z） - 4a） = 11|3b。**

**可消性，由于11和3互质，得出 11 | b，证明完毕。**

### **2、素数**

#### **a.素数与合数**

**素数又称质数，素数首先满足条件是要大于等于2，并且除了1和它本身外，不能被其它任何自然数整除；其它的数称为合数；而1既非素数也非合数。**

#### **b.素数判定**

**如何判定一个数是否为素数？**

**i) 对n做[2, n)范围内的余数判定，如果有至少一个数用n取余后为0，则表明n为合数；如果所有数都不能整除n，则n为素数，算法复杂度O(n)。**

**ii) 假设一个数能整除n，即a|n，那么n/a也必定能整除n，不妨设a <= n/a，则有a^2 <= n，即a <= sqrt(n)（sqrt表示对n开根号），所以在用i)的方法进行取余的时候，范围可以缩小到sqrt(n)，所以算法复杂度降为O( sqrt(n) )。**

**iii) 如果n是合数，那么它必然有一个小于等于sqrt(n)的素因子，只需要对sqrt(n)内的素数进行测试即可，需要预处理求出sqrt(n)中的素数，假设该范围内素数的个数为s，那么复杂度降为O(s)。**

#### **c.素数定理**

**当x很大时，小于x的素数的个数近似等于x/ln(x)，其中ln(x)表示x的自然对数**

**从这个定理可以发现，程序中进行素数判定的时候，用ii)方法和iii)方法差了至少一个数量级。**

#### **d.素数筛选法**

**【例题2】给定n(n < 10000)个数，范围为[1, 2^32)，判定它是素数还是合数。**

**首先1不是素数，如果n>1，则枚举[1，sqrt(n)]范围内的素数进行试除，如果至少有一个素数能够整除n，则表明n是合数，否则n是素数。**

**[1，sqrt(n)]范围内的素数可以通过筛选法预先筛出来，用一个数组notprime[i]标记i是素数与否，筛选法有很多，这里介绍一种最常用的筛选法——Eratosthenes筛选法。**

**直接给出伪代码：**

**#define MAXP 65536**

**#define LL \_\_int64**

**void Eratosthenes() {**

**notprime[1] = true;**

**primes[0] = 0;**

**for(int i = 2; i < MAXP; i++) {**

**if( !notprime[i] ) {**

**primes[ ++primes[0] ] = i;**

**//需要注意i\*i超出整型后变成负数的问题，所以转化成 \_\_int64**

**for(LL j = (LL)i\*i; j < MAXP; j += i) {**

**notprime[j] = true;**

**}**

**}**

**}**

**}**

**notprime[i]为真表明i为合数，否则i为素数（因为全局变量初始值为false，筛选法预处理只做一次，所以不需要初始化）。算法的核心就是不断将notprime[i]标记为true的过程，首先从小到大进行枚举，遇到notprime[i]为假的，表明i是素数，将i保存到数组primes中，然后将i的倍数都标记为合数，由于i\*2、i\*3、i\*(i-1)在[1, i)的筛选过程中必定已经被标记为合数了，所以i的倍数只需要从i\*i开始即可，避免不必要的时间开销。**

**虽然这个算法有两个嵌套的轮询，但是第二个轮询只有在i是素数的时候才会执行，而且随着i的增大，它的倍数会越来越少，所以整个算法的时间复杂度并不是O(n^2)，而且远远小于O(n^2)，在notprime进行赋值的时候加入一个计数器count，计数器的值就是该程序的总执行次数，对MAXP进行不同的值测试发现 int(count / MAXP) 的值随着MAXP的增长变化非常小，总是维持在2左右，所以这个算法的复杂度可以近似看成是O(n)，更加确切的可以说是O(nC)，其中C为常数，C一般取2。**

**事实上，实际应用中由于空间的限制（空间复杂度为O(n)），MAXP的值并不会取的很大，10^7基本已经算是极限了，再大的素数测试就需要用到Rabin-Miller**

### **3、因数分解**

#### **a、算术基本定理**

**算术基本定理可以描述为：对于每个整数n，都可以唯一分解成素数的乘积、。**

**这里的素数并不要求是不一样的，所以可以将相同的素数进行合并。**

**证明方法采用数学归纳法**

#### **b、素数拆分**

**给定一个数n，如何将它拆分成素数的乘积呢？**

**还是用到上面讲到的试除法，假设 n = pm 并且 m>1，其中p为素数，如果p > sqrt(n)，那么根据算数基本定理，m中必定存在一个小于等于sqrt(n)的素数，所以我们不妨设p <= sqrt(n)。**

**然后通过枚举[2, sqrt(n)]的素数，如果能够找到一个素数p，使得n mod p == 0（mod 表示取余数、也称为模）。于是m = n/p，这时还需要注意一点，因为m中可能也有p这个素因子，所以如果p|m，需要继续试除，令m' = m/p，直到将所有的素因子p除尽，统计除的次数e，于是我们得到了 n = (p^e) \* n'，然后继续枚举素数对n'做同样的试除。**

**这时有两种情况：**

**i) S == 1，则素数分解完毕；**

**ii) S > 1, 根据算术基本定理，S 必定为素数，而且是大于sqrt(n)的素数，并且最多只有1个，这种情况同样适用于n本身就是素数的情况，这时n = S。**

**这样的分解方式称为因数分解，各个素因子可以用一个二元的结构体来存储。算法时间复杂度为O( s )，s为sqrt(n)内素数的个数。**

#### **c、因子个数**

**朴素的求因子个数的方法为枚举[1, n]的数进行余数判定，复杂度为O(n)，这里加入一个小优化，如果m为n的因子，那么必然n/m也为n的因子，不妨设m <= n/m，则有m <= sqrt(n)，所以只要枚举从[1, sqrt(n)]的因子然后计数即可，复杂度变为O(sqrt(n))。**

**【例题3】给定X,Y(X, Y < 2^31)，求X^Y的因子数 mod 10007。**

**由于这里的X^Y已经是天文数字，利用上述的枚举法已经无法满足要求，所以我们需要换个思路。考虑到任何整数都能表示成素数的乘积，那么X^Y也不例外，我们首先将X进行因数分解容易发现X^Y的因子一定是p1、p2、...、pk的组合，并且p1可以取的个数为[0, Ye1]，p2可以取的个数为[0, Ye2]，pk可以取的个数为[0, Yek]，所以根据乘法原理，总的因子个数就是这些指数+1的连乘，即(1 + Ye1) \* (1 + Ye2) \* ... \* (1 + Yek)。**

**通过这个问题，可以得到更加一般的求因子个数的公式，如果用ei表示X分解素因子之后的指数，那么X的因子个数就是(1 + e1) \* (1 + e2) \* ... \* (1 + ek)。**

#### **d、因子和**

**【例题4】给定X,Y(X, Y < 2^31)，求X^Y的所有因子之和 mod 10007。**

**同样还是将X^Y表示成图一-3-4的形式，然后就变成了标准素数分解后的数的因子和问题了。考虑数n，令n的因子和为s(n)，对n进行素数分解后的，假设最小素数为p，素因子p的个数为e，那么n = (p^e)n'。**

**容易得知当n的因子中p的个数为0时，因子之和为s(n')。更加一般地，当n的因子中p的个数为k的时候，因子之和为(p^k)\*s(n')，所以n的所有因子之和就可以表示成：**

**s(n) = (1 + p^1 + p^2 + ... p^e) \* s(n') = (p^(e+1) - 1) / (p-1) \* s(n')**

**s(n')可以通过相同方法递归计算。最后可以表示成一系列等比数列和的乘积。**

**令g(p, e) = (p^(e+1) - 1) / (p-1)，则s(n) = g(p1, e1) \* g(p2, e2) \* ... \* g(pk, ek)。**

### **4、最大公约数(GCD)和最小公倍数(LCM)**

**两个数a和b的最大公约数(Greatest Common Divisor)是指同时整除a和b的最大因数，记为gcd(a, b)。特殊的，当gcd(a, b) = 1，我们称a和b互质（上文谈到整除的时候略有提及）。**

**两个数a和b的最小公倍数(Leatest Common Multiple)是指同时被a和b整除的最小倍数，记为lcm(a, b)。特殊的，当a和b互质时，lcm(a, b) = ab。**

**gcd是基础数论中非常重要的概念，求解gcd一般采用辗转相除法（这个方法会在第二章开头着重介绍，这里先引出概念），而求lcm需要先求gcd，然后通过lcm(a, b) = ab / gcd(a, b)求解。**

**这里无意中引出了一个恒等式：lcm(a, b) \* gcd(a, b) = ab。可以通过算术基本定理进行证明。**

**需要说明的是这里的a和b的分解式中的指数是可以为0的，也就是说p1是a和b中某一个数的最小素因子，p2是次小的素因子。lcm(a, b)和gcd(a, b)相乘，相当于等式右边的每个素因子的指数相加，即min{xi, yi} + max{xi, yi} = xi + yi，正好对应了a和b的第i个素数分量的指数之和，得证。**

**给这样的gcd和lcm表示法冠个名以便后续使用——指数最值表示法。**

**【例题5】三个未知数x, y, z，它们的gcd为G，lcm为L，G和L已知，求(x, y, z)三元组的个数。**

**三个数的gcd可以参照两个数gcd的指数最值表示法，只不过每个素因子的指数上是三个数的最值（即min{x1, y1, z1}），那么这个问题首先要做的就是将G和L分别进行素因子分解，然后轮询L的每个素因子，对于每个素因子单独处理。**

**假设素因子为p，L分解式中p的指数为l，G分解式中p的指数为g，那么显然l < g时不可能存在满足条件的三元组，所以只需要讨论l >= g的情况，对于单个p因子，问题转化成了求三个数x1, y1, z1，满足min{x1, y1, z1} = g且max{x1, y1, z1} = l，更加通俗的意思就是三个数中最小的数是g，最大的数是l，另一个数在[g, l]范围内，这是一个排列组合问题，三元组{x1, y1, z1}的种类数当l == g时只有1中，否则答案就是 6(l - g)。**

**最后根据乘法原理将每个素因子对应的种类数相乘就是最后的答案了。**

### **5、同余**

#### **a、模运算**

**给定一个正整数p，任意一个整数n，一定存在等式n = kp + r； 其中k、r是整数，且满足0 <= r < p，称k为n除以p的商， r为n除以p的余数，表示成n % p = r (这里采用C++语法，%表示取模运算)。**

**对于正整数和整数a, b, 定义如下运算：**

**取模运算：a % p（a mod p），表示a除以p的余数。**

**模p加法：(a + b) % p = (a%p + b%p) % p**

**模p减法：(a - b) % p = (a%p - b%p) % p**

**模p乘法：(a \* b) % p = ((a % p)\*(b % p)) % p**

**幂模p ： (a^b) % p = ((a % p)^b) % p**

**模运算满足结合律、交换律和分配律。**

**a≡b (mod n) 表示a和b模n同余，即a和b除以n的余数相等。**

**【例题6】一个n位十进制数(n <= 1000000)必定包含1、2、3、4四个数字，现在将它顺序重排，求给出一种方案，使得重排后的数是7的倍数。**

**取出1、2、3、4后，将剩下的数字随便排列得到一个数a，令剩下的四个数字排列出来的数为b，那么就是要找到一种方案使得(a\*10000 + b) % 7等于0。**

**但是a真的可以随便排吗？也就是说如果无论a等于多少，都能找到这样的b满足等式成立，那么a就可以随便排。**

**我们将等式简化：**

**(a\*10000 + b) % 7 = (a\*10000%7 + b%7) % 7**

**令 k = a\*10000%7 = a\*4%7，容易发现k的取值为[0, 7)，如果b%7的取值也是[0, 7)，那这个问题就可以完美解决了，很幸运的是，的确可以构造出7个这样的b。具体参见下图：**

**图一-5-1**

#### **b、快速幂取模**

**幂取模常常用在RSA加密算法的加密和解密过程中，是指给定整数a，正整数n，以及非零整数p，求a^n % p。利用模p乘法，这个问题可以递归求解，即令f(n) = a^n%p，那么f(n-1) = a^(n-1)%p，f(n) = a\*f(n-1) % p，这样就转化成了递归式。但是递归求解的时间复杂度为O(n)，往往当n很大的时候就很难在规定时间内出解了。**

**当n为偶数时，我们可以将a^n%p拆成两部分，令b = a^(n/2)%p，则a^n%p = b\*b%p；**

**当n为奇数时，可以拆成三部分，令b = a^(n/2)%p，则a^n%p = a\*b\*b%p；**

**上述两个等式中的b可以通过递归计算，由于每次都是除2，所以时间复杂度是O(logn)。**

#### **c、循环节**

**【例题7】f[1] = a, f[2] = b, f[3] = c, 当n>3时 f[n] = (A\*f[n-1] + B\*f[n-2] + C\*f[n-3]) % 53，给定a, b, c, A, B, C，求f[n] (n < 2^31)。**

**由于n非常大，循环模拟求解肯定是不现实的，仔细观察可以发现当n>3时，f[n]的值域为[0, 53)，并且连续三个数f[n-1]、f[n-2]、f[n-3]一旦确定，那么f[n]也就确定了，而f[n-1]、f[n-2]、f[n-3]这三个数的组合数为53\*53\*53种情况，那么对于一个下标k<n，假设f[k]已经求出，并且满足f[k-1] == f[n-1]且f[k-2] == f[n-2]且f[k-3] == f[n-3], 则f[n]必定等于f[k]，这里的f[k...n-1]就被称为这个数列的循环节。**

**并且在53\*53\*53次计算之内必定能够找到循环节，这个是显而易见的。**

## **数论基础知识**

### **1、欧几里德定理（辗转相除法）**

**定理：gcd(a, b) = gcd(b, a % b)。**

**证明：a = kb + r = kb + a%b，则a % b = a - kb。令d为a和b的公约数，则d|a且d|b 根据整除的组合性原则，有d|(a-kb)，即d|(a%b)。**

**这就说明如果d是a和b的公约数，那么d也一定是b和a%b的公约数，即两者的公约数是一样的，所以最大公约数也必定相等。**

**这个定理可以直接用递归实现，代码如下：**

**int gcd(int a, int b) {**

**return b ? gcd(b, a%b) : a;**

**}**

**这个函数揭示了一个约定俗成的概念，即任何非零整数和零的最大公约数为它本身。**

**【例题8】f[0] = 0, 当n>1时，f[n] = (f[n-1]+a) % b，给定a和b，问是否存在一个自然数k (0 <= k< b)，是f[n]永远都取不到的。**

**永远有多远？并不是本题的范畴。**

**但是可以发现的是这里的f[...]一定是有循环节的，如果在某个循环节内都无法找到那个自然数k，那么必定是永远都找不到了。**

**求出f[n]的通项公式，为f[n] = an % b，令an = kb + r，那么这里的r = f[n]，如果t = gcd(a, b)，r = an-kb = t ( (a/t)n - (b/t)k )，则有t|r，要满足所有的r使得t|r,只有当t = 1的时候，于是这个问题的解也就出来了，只要求a和b的gcd，如果gcd(a, b) > 1，则存在一个k使得f[n]永远都取不到，直观的理解是当gcd(a, b) > 1，那么f[n]不可能是素数。**

### **2、扩展欧几里德定理**

#### **a、线性同余**

**线性同余方程（也可以叫模线性方程）是最基本的同余方程，即ax≡b (mod n)，其中a、b、n都为常量，x是未知数，这个方程可以进行一定的转化，得到：ax = kn + b,这里的k为任意整数，于是我们可以得到更加一般的形式即：ax + by + c = 0，这个方程就是二维空间中的直线方程，但是x和y的取值为整数，所以这个方程的解是一些排列成直线的点集。**

#### **b、同余方程求解**

**求解同余方程第一步是转化成一般式：ax + by = c，这个方程的求解步骤如下：**

**i) 首先求出a和b的最大公约数d = gcd(a, b)，那么原方程可以转化成d(ax/d + by/d) = c，容易知道(ax/d + by/d)为整数，如若d不能整除b，方程必然无解，算法结束；否则进入ii)。**

**ii) 由i)可以得知，方程有解则一定可以表示成 ax + by = c = gcd(a, b)\*c'，那么我们先来看如何求解d = gcd(a, b) = ax + by，根据欧几里德定理，有：**

**d = gcd(a, b) = gcd(b, a%b) = bx' + (a%b)y' = bx' + [a-b\*(a/b)]y' = ay' + b[x' - (a/b)y']**

**于是有x = y', y = x' - (a/b)y'。**

**由于gcd(a, b)是一个递归的计算，所以在求解(x, y)时，(x', y')其实已经利用递归计算出来了，递归出口为b == 0的时候（对比辗转相除，也是b == 0的时候递归结束），那么这时方程的解x0 = 1, y0 = 0。**

**【例题9】有两只青蛙，青蛙A和青蛙B，它们在一个首尾相接的数轴上。设青蛙A的出发点坐标是x，青蛙B的出发点坐标是y。青蛙A一次能跳m米，青蛙B一次能跳n米，两只青蛙跳一次所花费的时间相同。数轴总长L米。要求它们至少跳了几次以后才会碰面。**

**假设跳了t次后相遇，则可以列出方程：(x + mt) % L = (y + nt) % L**

**将未知数t移到等式左边，常数移到等式右边，得到模线性方程：(m-n)t%L = (y-x)%L （即 ax≡b (mod n) 的形式）**

**利用扩展欧几里德定理可以求得t的通解{ t0 + kd | k为任意整数 }，由于这里需要求t的最小正整数，而t0不一定是最小的正整数，甚至有可能是负数，我们发现t的通解是关于d同余的，所以最后的解可以做如下处理：ans = (t0 % d + d) % d。**

#### **c、逆元**

**模逆元的最通俗含义可以效仿乘法，a\*x = 1，则称x为a在乘法域上的逆（倒数）；同样，如果ax≡1 (mod n)，则称b为a模n的逆，简称逆元。求a模n的逆元，就是模线性方程ax≡b (mod n)中b等于1的特殊形式，可以用扩展欧几里德求解。并且在gcd(a, n) > 1时逆不存在。**

### **3、中国剩余定理**

**上文提到了模线性方程的求解，再来介绍一种模线性方程组的求解，模线性方程组如图二-3-1所示，其中(ai, mi)都是已知量，求最小的x满足以下n个等式：**
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**将模数保存在mod数组中，余数保存在rem数组中，则上面的问题可以表示成以下几个式子，我们的目的是要求出一个最小的正整数K满足所有等式：**

**K = mod[0] \* x[0] + rem[0] (0)**

**K = mod[1] \* x[1] + rem[1] (1)**

**K = mod[2] \* x[2] + rem[2] (2)**

**K = mod[3] \* x[3] + rem[3] (3)**

**... ...**

**这里给出我的算法，大体的思想就是每次合并两个方程，经过n-1次合并后剩下一个方程，方程的自变量取0时得到最小正整数解。算法描述如下：**

**i) 迭代器i = 0**

**ii) x[i] = (newMod[i]\*k + newRem[i])(k为任意整数)**

**iii) 合并(i)和(i+1)，得 mod[i] \* x[i] - mod[i+1] \* x[i+1] = rem[i+1] - rem[i]**

**将x[i]代入上式，有 newMod[i]\*mod[i]\*k - mod[i+1] \* x[i+1] = rem[i+1] - rem[i] - newRem[i]\*mod[i]**

**iv) 那么产生了一个形如 a\*k + b\*x[i+1] = c的同余方程，**

**其中a = newMod[i]\*mod[i], b = - mod[i+1], c = rem[i+1] - rem[i] - newRem[i]\*mod[i]**

**求解同余方程，如果a和b的gcd不能整除c，则整个同余方程组无解，算法结束；**

**否则，利用扩展欧几里德求解x[i+1]的通解，通解可以表示成 x[i+1] = (newMod[i+1]\*k + newRem[i+1])(k为任意整数)**

**v) 迭代器i++,如果i == n算法结束，最后答案为 newRem[n-1] \* mod[n-1] + rem[n-1]；否则跳转到ii)继续迭代计算。**

### **4、欧拉函数**

**a、互质**

**两个数a和b互质的定义为：gcd(a, b) = 1，那么如何求不大于n且与n互质的数的个数呢？**

**朴素算法，枚举i从1到n，当gcd(i, n)=1时计数器++，算法时间复杂度O(n)。**

**这里引入一个新的概念：用φ(n)表示不大于n且与n互质的数的个数，该函数以欧拉的名字命名，称为欧拉函数。**

**如果n是一个素数，即n = p，那么φ(n) = p-1（所有小于n的都互质）；**

**如果n是素数的k次幂，即n = p^k，那么φ(n) = p^k - p^(k-1) （除了p的倍数其它都互质）；**

**如果m和n互质，那么φ(mn) = φ(m)φ(n)（可以利用上面两个性质进行推导）。**

**前面已经讲到n的因子分解复杂度为O(k)，所以欧拉函数的求解就是O(k)。**

**b、筛选法求解欧拉函数**

**由于欧拉函数的表示法和整数的素数拆分表示法很类似，都可以表示成一些素数的函数的乘积，所以同样可以利用筛选法进行求解。**

**c、欧拉定理和费马小定理**

**欧拉定理：若n,a为正整数，且n,a互质，则:** ![http://www.cppblog.com/images/cppblog_com/menjitianya/ysrj_sl_11.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIEAAAAZCAYAAAAWlU1+AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAOjSURBVGhD7dbdUeNQDIZhLrjkmgKogBIogRqogSoogjKogjpoIzsPE+1qNOfHJE6yGfzOeOzj86cjfZJ9s9v49Wwi2Di/CL6+vvZPbWb9G+tzVhG8vr7un8YsHbexDmcTgQx/fn7et8YQwfv7+761cWrOJgICWBpYgnl4eNi3Nk7NaiKQvW9vb98BdNe+v7/ffXx8fPff3d3tPj8/v59hjH4Qh+fcf3t7u3+6PNmuS8A//HUIS2xfRQSyPL7jT09PfwP/8vLy3cbNzb+tCMXBZLvDGU8E+aewiuYU2Pfx8XHfauMM2a5zw68SIhLmp5g/8+PRIuCgCLBnwQs4MMRRM7tmf54HAgkxrY09CdceWZwV+y/9jzklEulQEWD2aT1aBBwVARbYnFk2jyBXZ3NuOLiVkfXzcArYOxLBKYX4E/jpWBE4a4+jRRCVwF3muxD/BQGh5LKaHRzzctDr+FMwEoG9a/W6FMeKQBzis9ziRyIQqChNyncE0Z2hAmsMAVTlyfScVflQ1oyqENTPQ4VgZteMkQg4znky7GcrcVhfv/nuRKOf3d71/jX4x1n1m9fKUGvbR7/1XD0RWC/bqR32BewaCXqxCBgVf6g2aDmPMT3nO2yuDCMY7TAjwomja8ZIBM7rygi0d+a4O2s4WJAE17tYt56BzVns/GlcFoLnGnBnaYnA+uEHtmnHmjkO+rxzb7FIBA6anWqjlpNn5bNme4+l445lJALna9kRTs4IRK1c2t4HfNgKhODmuXyYRQF29CoBMeoPW3tZb299LRaJwGGiCqDnoJ5DA+rsVYqAk3rGZtjAMaNrxkgE5reqUUsEfFFFwL4sAmu19jI33veEYkzvPPWsrc8YrFvFFYyjticbZpPWgkuDtyb2HF0zZpVgTRHkYGeyOGLtmigjERifE9SeLbuNO7gScGaUF4uECJY4+X9nJILWPwEOFUHMq8ljj8hcwTemBtE6LRFE5ciIVSvYxvWq8FQEsZFDEEA4TrunrHPAKRw/umZEYFqCFohWWY0kyBBB/Q6bW+fX0h0JloNjTvhXv/2Mqeuj2mi8uRGnoCWWzFQE4NBQp8Ud5JICWAPncQ7OkWkclxGY6vg4e8zJQfKOGBDBddWslvnWMNZzKzu9j/meo9J4zmhnu8XEuFptjMlVqbJIBL8VDu2V0GuCAFSWHpsIBnBczeRrJH+CWmwimFBL8LVByPXzUNlEMMH3/Zr/f2YCwCaCjU0EG7vdH/4ojpXE1WipAAAAAElFTkSuQmCC)**。**

**费马小定理：若p为素数，a为正整数且和p互质，则：** ![http://www.cppblog.com/images/cppblog_com/menjitianya/ysrj_sl_12.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAH8AAAAXCAYAAAAiGpAkAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAM8SURBVGhD7ZfdrcIwDEZ54JFnBmACRmAEZmAGpmAIxmAK5mCNXh3U78qykjhtoT+iR6po2jR2/NlJ2DQrP8sq/g8zG/Hv93t7tzIWk4v/er2a0+nU7Ha79snKWMyi8h+PxyzFfz6f7d0y6OrvYPFvt1tzOBzev8fjsdnv9+2beuYo/uVyea9KU8E2SFy6cL1eOyXAIPEJDqJvt9t/o/a+ljHFxxZJWoI+5/O5bY0LMcX2ZrN5i9kVCrGWwZWPg+zZAvGFAp26LGOIT0ISVIJDYEvQB5+mBB/7+IDvtYfnweIjvDKUAM992ScwJfGpPJvAU0A8ogTN4YuxxGDxEVvLPBXd5y/bnMQneF2Wzm/AVto3HsSyNnmrxecAREYhNo5pScKQlvI+exTjMC6CRN+TZNEVEYmPL7nKIQZKDO3NdqXDfxsbodjxjvsUOjjTB/9SPjC+io1408+fTfCL5/xGVImPIzgHGFbwMNBnme8LEyZApSsiEp8xUoc9RJN9YkCbfqpQ2ojD2FZ8vlFbtr0wxNbaxIYvBNo8x57eyZ4fz/uQIxSfQWxQlaHAZJjckojEJ5lz1alVQe8JPvNXm1jZsYmVjY+q0grDMyWQyImHb7bYVIgp8ZlnRCg+zqvqAeGVpbyzifFtsKUA5K6ImsrPiY9IVijmz7an4POdjQf+2AqW+FYsm0ygak7Bc6tFbi48+0jlW2flWE1WfQt8KV0Rkfiq7hR8Z4NPIljh7CoAXgS+9VVO8qgP/pMwvg+oyvkVFGGq+Hy/HEXxcUYnRxzM7TFLIhLfV69g/vYUTQx8LKyQEsuKT3KkVgIJpcSjn8f7LW18IWKvND9LsZcGImNxWg7QtpMaC1VF6YrAd+aQS2CEsCILnxS+iiW24gS0tRLw3ieV/QbR1cevIEDb2qNPKkkYK/U8RZgiGJQjTAoBphD+EzAP/CfgBMhWoYU5I4QFcRBcMJYViJjwna1E+pNI2Er9gwC+QXAlI/epvtinry7aKbBl/SxRtz78GATPCjsH/OExB/1qWcXPkKusqWC1ilZcktafAUqs4mdgGZ7L9qazQe6cIroID6v4C4B9XAfDT7KKvwCiiu9H0/wBdXQ6e1gCeW0AAAAASUVORK5CYII=)**。**

**由于当n为素数时φ(n) = p-1，可见费马小定理是欧拉定理的特殊形式。**

**【例题10】整数a和n互质，求a的k次幂模n，其中k = X^Y, 正整数a,n,X,Y（X,Y<=10^9）为给定值。**

**问题要求的是a^(X^Y) % n，指数上还是存在指数，需要将指数化简，注意到a和n互质，所以可以利用欧拉定理，令X^Y = kφ(n) + r，那么kφ(n)部分并不需要考虑，问题转化成求r = X^Y % φ(n)，可以采用快速幂取模，二分求解，得到r后再采用快速幂取模求解a^r % n。**

### **5、容斥原理**

**容斥原理是应用在集合上的，来看图二-5-1，要求图中两个圆的并面积，我们的做法是先将两个圆的面积相加，然后发现相交的部分多加了一次，予以减去；对于图二-5-2的三个圆的并面积，则是先将三个圆的面积相加，然后减去两两相交的部分，而三个圆相交的部分被多减了一次，予以加回。**

**【例题11】求小于等于m(m < 2^31)并且与n(n < 2^31)互质的数的个数。**

**当m等于n，就是一个简单的欧拉函数求解。**

**但是一般情况m都是不等于n的，所以可以直接摈弃欧拉函数的思路了。**

**考虑将n分解成素数幂的乘积，来看一种最简单的情况，当n为素数的幂即n = p^k时，显然答案等于m - m/p（m/p表示的是p的倍数，去掉p的倍数，则都是和n互质的数了）；然后再来讨论n是两个素数的幂的乘积的情况，即n = p1^k1 \* p2^k2，那么我们需要做的就是找到p1的倍数和p2的倍数，并且要减去p1和p2的公公倍数，这个思想其实已经是容斥了，所以这种情况下答案为：m - ( m/p1 + m/p2 - m/(p1\*p2) )。**

**类比两个素因子，如果n分解成s个素因子，也同样可以用容斥原理求解。**

**容斥原理其实是枚举子集的过程，常见的枚举方法为dfs，也可以采用二进制法（0表示取，1表示不取）。**

## **数论常用算法**

### **1、Rabin-Miller 大素数判定**

**对于一个很大的数n（例如十进制表示有100位），如果还是采用试除法进行判定，时间复杂度必定难以承受，目前比较稳定的大素数判定法是拉宾-米勒（Rabin-Miller）素数判定。**

**拉宾-米勒判定是基于费马小定理的，即如果一个数p为素数的条件是对于所有和p互质的正整数a满足以下等式：**![http://www.cppblog.com/images/cppblog_com/menjitianya/ysrj_sl_12.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAH8AAAAXCAYAAAAiGpAkAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAM8SURBVGhD7ZfdrcIwDEZ54JFnBmACRmAEZmAGpmAIxmAK5mCNXh3U78qykjhtoT+iR6po2jR2/NlJ2DQrP8sq/g8zG/Hv93t7tzIWk4v/er2a0+nU7Ha79snKWMyi8h+PxyzFfz6f7d0y6OrvYPFvt1tzOBzev8fjsdnv9+2beuYo/uVyea9KU8E2SFy6cL1eOyXAIPEJDqJvt9t/o/a+ljHFxxZJWoI+5/O5bY0LMcX2ZrN5i9kVCrGWwZWPg+zZAvGFAp26LGOIT0ISVIJDYEvQB5+mBB/7+IDvtYfnweIjvDKUAM992ScwJfGpPJvAU0A8ogTN4YuxxGDxEVvLPBXd5y/bnMQneF2Wzm/AVto3HsSyNnmrxecAREYhNo5pScKQlvI+exTjMC6CRN+TZNEVEYmPL7nKIQZKDO3NdqXDfxsbodjxjvsUOjjTB/9SPjC+io1408+fTfCL5/xGVImPIzgHGFbwMNBnme8LEyZApSsiEp8xUoc9RJN9YkCbfqpQ2ojD2FZ8vlFbtr0wxNbaxIYvBNo8x57eyZ4fz/uQIxSfQWxQlaHAZJjckojEJ5lz1alVQe8JPvNXm1jZsYmVjY+q0grDMyWQyImHb7bYVIgp8ZlnRCg+zqvqAeGVpbyzifFtsKUA5K6ImsrPiY9IVijmz7an4POdjQf+2AqW+FYsm0ygak7Bc6tFbi48+0jlW2flWE1WfQt8KV0Rkfiq7hR8Z4NPIljh7CoAXgS+9VVO8qgP/pMwvg+oyvkVFGGq+Hy/HEXxcUYnRxzM7TFLIhLfV69g/vYUTQx8LKyQEsuKT3KkVgIJpcSjn8f7LW18IWKvND9LsZcGImNxWg7QtpMaC1VF6YrAd+aQS2CEsCILnxS+iiW24gS0tRLw3ieV/QbR1cevIEDb2qNPKkkYK/U8RZgiGJQjTAoBphD+EzAP/CfgBMhWoYU5I4QFcRBcMJYViJjwna1E+pNI2Er9gwC+QXAlI/epvtinry7aKbBl/SxRtz78GATPCjsH/OExB/1qWcXPkKusqWC1ilZcktafAUqs4mdgGZ7L9qazQe6cIroID6v4C4B9XAfDT7KKvwCiiu9H0/wBdXQ6e1gCeW0AAAAASUVORK5CYII=)

**然而我们不可能试遍所有和p互质的正整数，这样的话和试除比算法的复杂度反而更高，事实上我们只需要取比p小的几个素数进行测试就行了。**

**具体判断n是否为素数的算法如下：**

**i) 如果n==2，返回true；如果 n<2|| !(n&1), 返回false；否则跳到ii)。**

**ii) 令n = m\*（2^k） + 1，其中m为奇数，则n-1 = m\*（2^k）。**

**iii) 枚举小于n的素数p（至多枚举10个），对每个素数执行费马测试，费马测试如下：计算pre = p^m % n，如果pre等于1，则该测试失效，继续回到iii)测试下一个素数；否则进行k次计算next = pre^2 % n，如果next == 1 && pre ！= 1 && pre != n-1则n必定是合数，直接返回；k次计算结束判断pre的值，如果不等于1，必定是合数。**

**iv) 10次判定完毕，如果n都没有检测出是合数，那么n为素数。**

**伪代码如下：**

**bool Rabin\_Miller(LL n) {**

**LL k = 0, m = n-1;**

**if(n == 2) return true;**

**if(n < 2 || !(n & 1)) return false;**

**// 将n-1表示成m\*2^k**

**while( !(m & 1) ) k++, m >>= 1;**

**for(int i = 0; i < 10; i++) {**

**if(p[i] == n)**

**return true;**

**if( isRealComposite(p[i], n, m, k) ) {**

**return false;**

**}**

**}**

**return true;**

**}**

**这里的函数isRealComposite(p, n, m, k)就是费马测试，p^(m\*2^k) % n不等于1则n必定为合数，这是根据费马小定理得出的（注意）。n-1 = m\*（2^k）**

**isRealComposite实现如下：**

**bool isRealComposite(LL p, LL n, LL m, LL k) {**

**LL pre = Power\_Mod(p, m, n);**

**if(pre == 1) {**

**return false;**

**}**

**while(k--) {**

**LL next = Product\_Mod(pre, pre, n);**

**if(next == 1 && pre != 1 && pre != n-1)**

**return true;**

**pre = next;**

**}**

**return ( pre != 1 );**

**}**

**这里Power\_Mod(a, b, n)即a^b%n，Product\_Mod(a, b, n)即a\*b%n，而k次测试的基于费马小定理的一个推论：x^2 % n = 1当n为素数时x的解只有两个，即1和n-1。**

### **2、Pollard-rho 大数因式分解**

**有了大数判素，就会伴随着大数的因式分解，Pollard-rho是一个大数分解的随机算法，能够在O(n ^(1/4) )的时间内找到n的一个素因子p，然后再递归计算n' = n/p，直到n为素数为止，通过这样的方法将n进行素因子分解。**

**Pollard-rho的策略为：从[2, n)中随机选取k个数x1、x2、x3、...、xk，求任意两个数xi、xj的差和n的最大公约数，即d = gcd(xi - xj, n)，如果1 < d < n，则d为n的一个因子，直接返回d即可。**

**然后来看如何选取这k个数，我们采用生成函数法，令x1 = rand()%(n-1) + 1，xi = （xi-1 ^ 2 + 1 ) mod n，很明显，这个序列是有循环节的。**

**我们需要做的就是在它进入循环的时候及时跳出循环，因为x1是随机选的，x1选的不好可能使得这个算法永远都找不到n的一个范围在(1, n)的因子，这里采用歩进法，保证在进入环的时候直接跳出循环，具体算法伪代码如下：**

**LL Pollard\_rho(LL n) {**

**LL x = rand() % (n - 1) + 1;**

**LL y = x;**

**LL i = 1, k = 2;**

**do {**

**i++;**

**LL p = gcd(n + y - x, n); // 这里传入的gcd需要是正数**

**if(1 < p && p < n) {**

**return p;**

**}**

**if(i == k) {**

**k <<= 1;**

**y = x;**

**}**

**x = Func(x, n);**

**}while(x != y);**

**return n;**

**}**

### **3、RSA原理**

**RSA算法有三个参数，n、pub、pri，其中n等于两个大素数p和q的乘积(n = p\*q)，pub可以任意取，但是要求与(p-1)\*(q-1)互质，pub\*pri % () = 1 (可以理解为pri是pub的逆元)，那么这里的(n, pub)称为公钥，(n, pri)称为私钥。(p-1)\*(q-1)**

**RSA算法的加密和解密是一致的，令x为明文，y为密文，则：**

**加密：y = x ^ pub % n (利用公钥加密，y = encode(x) )**

**解密：x = y ^ pri % n(利用私钥解密，x = decode(y) )**

**那么我们来看看这个算法是如何运作的。**

**假设你得到了一个密文y，并且手上只有公钥，如何得到明文x，从decode的情况来看，只要知道私钥貌似就可以了，而私钥的获取方式只有一个，就是求公钥对(p-1)\*(q-1)的逆元，如果(p-1)\*(q-1)已知，那么可以利用扩展欧几里德定理进行求解，问题是(p-1)\*(q-1)是未知的，但是我们有n = p\*q，于是问题归根结底其实是难在了对n进行素因子分解上了，Pollard-rho的分解算法时间 复杂度只能达到O(n ^(1/4) )，对int64范围内的整数可以在几十毫秒内出解，而当n是几百位的大数的时候计算时间就只能用天来衡量了。**

# 最近公共祖先

## 一、引例

1、树-结点间最短距离【例题1】给定一棵n(n <= 100000)个结点的树，以及m(m <= 100000)条询问(u, v),对于每条询问，求u和v的最短距离？

我们知道，一个普通的无向图求两点间最短距离可以采用单源最短路，将时间复杂度大致控制在O(nlogn)，但是当询问足够多的时候，这并不是一个高效的算法。从树的性质可知，树上任意两点间有且仅有一条简单路径（路径上没有重点和重边），所以树上任意两点间的最短距离其实就是这条简单路径的长度。如图一-1-1所示，要求u到v的距离，我们需要知道红色路径A(u->r），蓝色路径B(v->r)，红蓝公共路径C(a->r)，那么u->v的路径显然就可以通过A、B、C三者的长度计算出来，令dist[x]表示从x到树根r的简单路径的长度，则u到v的距离可以表示成如下：dist[u] + dist[v] - 2\*dist[a]。

那么问题来了，a是什么，我们来看a->r路径上的所有结点既是u的祖先，也是v的祖先，所以我们给它们一个定义称为公共祖先（Common Ancestors），而a作为深度最深的祖先，或者说离u和v最近的，我们称它为最近公共祖先（Lowest Common Ancestors），简称LCA。

## 二、LCA（最近公共祖先）

### 1、朴素算法

于是求树上两点间的距离转化成了求两个结点的最近公共祖先问题上来了，最容易想到的办法是将u->r和v->r的两条路径通过递归生成出来，并且逆序保存，然后比较两条路径的公共前缀路径，显然公共前缀路径的尾结点就是u和v的最近公共祖先，但是这个算法在树退化成链的时候达到最坏复杂度O(n)，并不可行。

### 2、步进法

对于两个结点u和v，假设它们的最近公共祖先为lca(u, v)，用depth[x]表示x这个结点的深度，pre[x]表示x的父结点。那么很显然，有depth[ lca(u, v) ] <= min{depth[u], depth[v]}，通过这样一个性质，我们可以很容易得出一个算法：

1) 当depth[u] < depth[v]时，lca(u, v) = lca(u, pre[v]);

2) 当depth[u] > depth[v]时，lca(u, v) = lca(pre[u], v);

利用以上两个条件，可以将u和v不断向根进行步进，递归求解，直到u == v时，这里的u或v就是原先要求的(u, v)的最近公共祖先。
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### 3、记忆化步进法

【例题2】如图二-3-1的网络拓扑树，给定两个客户端(x, y)，需要找到一个离他们最近的服务器来处理两个客户端的交互，客户端和服务端数量小于等于1000，但是询问数Q <= 10^8。

这是一个典型的LCA问题，并且询问很多，还有一个特点是总的树结点树并不是很多，所以在步进法计算LCA的时候，可能会遇到很多重复的计算，具体是指计算lca(u, v)的时候可能在某次查询的时候已经被计算过了，那么我们可以把这个二元组预先存在数组中，即lca[u][v]，这样做可以避免多次查询中遇到的冗余计算。但同时也带来一个问题，就是空间复杂度是O(n^2)，对于n = 100000的情况下内存已经吃不消了，记忆化步进法只适用于n在千量级的情况。

### 4、tarjan算法

tarjan算法采用深度优先搜索递归计算结点(u, v)的LCA。具体的思想是在搜索过程中将一棵树进行分类，分类如下：

a.以结点x为根的子树作为a类结点；

b.以pre[x]为根的子树去掉a类结点，为b类结点；

c.以pre[ pre[x] ]为根的子树并且去掉a、b两类，为c类结点；依此类推...
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可能有人对这里集合的概念表示不理解，举个例子就能明白了，我们还是沿用上图，将图上的结点进行编号，如图二-4-2所示，可以得到其中三个集合为：

B = {8,13} C = {4,7,11,12,16}D = {1,2,3,5,6,9,10,14,15}

每个集合对应一棵子树，按照tarjan算法的思路，当给定任意一个结点，我们需要得到这个结点所在集合对应的子树的根结点，这里分两步走：

1) 找到结点对应的集合；

2）找到集合的根；

第2)步可以预先将值保存在数组中，但是集合不像数字，不能作为数组的下标。而我们注意到这里的集合都是互不相交的，这一点是非常关键的，这就意味着我们可以用一个集合中的元素来作为这个集合的“代表元”。假设B的代表元为13，C的代表元为7，D的代表元为5，用ancestor数组来存储集合的根结点，则有ancestor[13] = 8, ancestor[7] = 4, ancestor[5] = 1，于是第2)步就能在O(1)的时间内完成了。

第1)步其实可以描述成给定一个结点，求该结点所在集合的代表元。这里先不讨论实现，因为这个操作会在第三节并查集中花很长的篇幅来讲。

图二-4-2

对集合有一定了解后，让我们最后总结下这个算法究竟是如何实现的。

1) 初始化所有结点颜色colors[i] = 0，对树T进行深度优先搜索；

2) 访问到结点u时，将u单独作为一个集合，并且令ancestor[u] = u，即这个集合的根结点为u，然后跳转到3)；

3) 访问u的所有子结点v，递归执行2)，当v所在子树结点全部访问完毕后，将v所在集合和u所在集合合并（执行merge(u, v)），并且令新的集合的祖先为u（执行ancestor[find(u)] = u）；

4) 当u所在子树结点全部访问完毕后，置colors[u] = 1，枚举所有和u有关的询问：(u, v)，如果colors[v]等于1，那么记录u和v的最近公共祖先为ancestor[ find(v) ]；

这里有两个神奇的函数，merge(u, v)和find(u)，其中merge(u, v)表示合并u和v所在的两个集合，find(u)则表示找到u所在集合的代表元。如果对这个算法已经有一定的认知，那么趁热打铁，来看下伪代码是如何实现的。

void LCA\_Tarjan(int u) {

make\_set(u); // 注释1

ancestor[ find(u) ] = u; // 注释2

for(int i = 0; i < edge[u].size(); i++) { // 注释3

int v = edge[u][i].v;

LCA\_Tarjan(v); // 注释4

merge(u, v); // 注释5

ancestor[ find(u) ] = u; // 注释6

}

colors[u] = 1; // 注释7

for(int i = 0; i < lcaInfo[u].size(); i++) {

int v = lcaInfo[u][i].v;

if(colors[v]) {// 注释8

lcaDataAns[ lcaInfo[u][i].idx ].lca = ancestor[ find(v) ];

}

}

}

注释1:创建一个集合，集合中只有一个元素u，即{ u }

注释2:因为u所在集合只有一个元素，所以也可以写成ancestor[u] = u

注释3:edge[u][0...size-1]存储的是u的直接子结点

注释4:递归计算u的所有直接子结点v

注释5:回溯的时候进行集合合并，将以v为根的子树和u所在集合进行合并

注释6:对合并完的集合设置集合对应子树的根结点，find(u)为该集合的代表元

注释7:u为根的子树访问完毕，设置结点颜色

注释8:枚举所有和u相关的询问(u, v)，如果以v为根的子树已经访问过，那么ancestor[find(v)]肯定已经计算出来，并且必定是u和v的LCA

tarjan算法的时间复杂度为O(n+q)，其中n为结点个数，q为询问对(u, v)的个数。但是在进行深搜之前首先需要知道所有的询问对，所以是一个离线算法，不能实时进行计算，局限性较大。

【例题3】在一个可视化的界面上的一棵树，选中某些结点，然后要求在文件中保存一棵最小的子树，使得这棵子树包含所有这些选中的结点。

doubly算这个是实际文件保存中比较经典的问题，我们可以选择两个结点求出LCA，然后用这个LCA再和两一个点求LCA，以此类推...n个结点经过n-1次迭代就能求出n个结点的LCA，这个LCA就是要保存的子树的根结点了。

### 5、doubly算法

doubly算法（倍增法）是在线算法，可以实时计算任意两点间的LCA，并且每次计算时间复杂度是O(1)的。

该算法同样也是基于深度优先搜索的，遍历的时候从根结点开始遍历，将遍历的边保存下来，对于一棵n个结点的树来说总共有n-1条边，那么遍历的时候需要保存2\*(n-1)条边（自顶向下的边，以及回溯时的边，所以总共两倍的边），这些边顺序存储后相邻两条边的首尾结点必定是一致的，所以可以压缩到一个一维数组E中，数组的长度为2\*(n-1)+1，然后建立一个辅助数组D，长度和E一致，记录的是E数组中对应结点的深度，这个在遍历的时候可以一并保存，然后再用一个辅助数组I[i]来保存i这个结点在E数组中第一次出现的下标。至此，初始化工作就算完毕了。

那么当询问两个结点u和v的LCA时，我们首先通过辅助数组I获取两个结点在D数组中的位置，即I[u]和I[v]，不妨设I[u] <= I[v],那么在D数组中的某个深度序列D[ I[u], I[u]+1, ... I[v]-1, I[v] ]，其实表示的是从u到v的路径上每个结点的深度，而之前我们已经知道树上任意两个结点的简单路径有且仅有一条，并且路径上深度最小的点就是u和v的LCA，所以问题转化成了求D[ I[u], I[u]+1, ... I[v]-1, I[v] ]的最小值，找到最小值所在下标后再到E数组索引得到结点的值就是u和v的LCA了。

如图二-5-1为n = 7个结点的一棵树，其中0为根结点，6条边分别为(0,5)(5,2)(2,4)(0,3)(3,1)(3,6)。注意这里的边是有向边，即一定是父结点指向子结点，如果给定的是无向边，需要预先进行处理。如右图，从根结点进行遍历，其中红色的边为自顶向下的边，绿色的边为回溯边，回溯边一定是子结点指向父结点的，蓝色的小数字代表边的遍历顺序，即第几条边，将所有的边串起来就变成这样了：

(0,5) -> (5,2) -> (2,4) -> (4,2) -> (2,5) -> (5,0) -> (0,3) -> (3,1) -> (1,3) -> (3,6) -> (6,3) -> (3,0)

然后我们将这些边压缩到数组E中，得到：

E[1 ... 2n-1] = 0 5 2 4 2 5 0 3 1 3 6 3 0

对数组E中对应的结点在树上的深度记录在数组D中，得到：

D[1 ... 2n-1] = 0 1 2 3 2 1 0 1 2 1 2 1 0

再将每个结点在数组E中第一次出现的位置记录在数组I中，得到：

I[0 ... n-1] = 1 9 3 8 4 2 11

注意：这里的数组E和D都是1-based，而I数组是0-based，这个是个人习惯，可自行约定，不必纠结。

根据LCA的性质，有LCA(x, y) = E[ Min\_Index( D, I[x], I[y] ) ]，其中Min\_Index(Array, i, j)表示Array数组中[i, j]区间内的最小值对应的下标，那么问题的难点其实就是在于求Min\_Index(Array, i, j)了，这个问题就是经典的区间最值问题，最常见的可以采用线段树求解，建好树后单次查询的时间复杂度为O(logn)，当然还有一种更加高效的算法，查询复杂度可以达到严格的O(1)，这就是第四节要讨论的RMQ问题。

由于tarjan算法中还有一个有关集合操作的遗留问题尚未介绍，这里先来看史上最轻量级的数据结构——并查集。

## 三、并查集

### 1、"并"和"查"

并查集是一种处理不相交集合的数据结构，它支持两种操作：

1）合并操作merge(x, y)。即合并两个原本不相交的集合，此所谓“并”。

2）查找操作find(x)。即检索某一个元素属于哪个集合，此所谓“查”。

### 2、朴素算法

接下来来讨论下并查集的朴素实现，既然是朴素实现，当然是越朴素越好。朴素的只需要一个数组就能表示集合，我们用set[i]表示i所在的集合，这样查找操作的时间复杂度就能通过下标索引达到O(1)（可以把set数组理解成哈希表）；合并x和y的操作需要判断set[x]和set[y]是否相等，如果不相等，需要将所有满足set[i]等于set[x]的set[i]变成set[y]，由于这里需要遍历set[i]。

初始化set[i] = i,每次得到一组数据(x, y),就执行merge(x, y)，统计完所有数据后，对set数组进行一次线扫，就能统计出总共有多少个门派。

### 3、森林实现

由于朴素实现合并操作的时间复杂度太高，在人数很多的情况下，效率上非常吃亏，如果有n次合并操作，那么总的时间复杂度就是O(n^2)。所以我们将集合的表示进行一定的优化，将一个个集合用树的形式来组织，多个集合就组成了一个森林。用pre[i]表示i在集合树上的父结点，当pre[i]等于i时，则表示i为这棵集合树的根结点。那么显而易见的，对于合并操作(x, y)，只需要查找x和y在各自集合树的根结点rx和ry，如果rx和ry不相等，则将rx设为ry的父结点，即令pre[ry] = rx。查找操作更加简单，只要顺着父结点一直找到根结点，就找到了该结点所在的集合。初始化pre[i] = i，即表示森林中有n棵一个结点的树。

int find (int x) {

return x == pre[x] ? x : find(pre[x]);

}

void merge(int x, int y) {

int rx = find(x), ry = find(y);

pre[ry] = rx;

}

代码量较朴素算法减少了不少，那时间复杂度呢？仔细观察，不难发现两个操作的时间复杂度其实是一样的，瓶颈都在查找操作上，来看一个简单的例子。

【例题3】因为天下武功出少林，所以很多人都想加入少林习武，令少林寺的编号为1。然后给定m(m <= 100000)组数据(x, y)，表示x和y结成朋友，当x或y等于1时，表示另一个不等于1的人带领他的朋友一起加入少林，已知总人数n，求最后少林寺来了多少人。

一个最基础的并查集操作，对于每条数据执行merge(x, y)即可，最后一次线性扫描统计1所在集合的人数的个数，但是对于极限情况，还是会退化成O(n)的查找，如图三-3-2所示，每次合并都是一条链合并到一个结点上，使得原本的树退化成了链，合并本身是O(1)的，但是在合并前的查找根结点的过程中已经是O(n)的了，为了避免集合成链的情况，需要进行启发式合并。

### 4、启发式合并

启发式合并是为了解决合并过程中树退化成链的情况，用depth[i]表示根为i的树的最大深度，合并ra和rb时，采用最大深度小的向最大深度大的进行合并，如果两棵树的最大深度一样，则随便选择一个作为根，并且将根的最大深度depth自增1，这样做的好处是在n次操作后，任何一棵集合树的最大深度都不会超过log(n)，所以使得查找的复杂度降为O( log(n) ）。

给出启发式合并的伪代码如下：

int find (int x) {

return x == pre[x] ? x : find(pre[x]);

}

int merge(int x, int y) {

int rx = find(x), ry = find(y);

if(rx != ry) {

if( depth[rx] == depth[ry] ) {

pre[ry] = rx;

depth[rx]++;

}else if( depth[rx] < depth[ry] ) {

pre[rx] = ry;

}else {

pre[ry] = rx;

}

}

}

启发式合并的查找操作不变，合并操作引入了depth数组，并且在合并过程中即时更新。

### 5、路径压缩

小的集合归并到大的集合

【例题4】n(n <= 100000)个门派编号为1-n，经过m(m <= 100000)次江湖上的血雨腥风，不断产生门派吞并，每次吞并可以表示成(x, y)，即x吞并了y，最后问从前往后数还存在的编号第k大的那个门派的编号。

启发式合并通过改善合并操作提高了效率，但是这个问题的合并是有向的，即一定是y向x合并，所以无法采用按深度的启发式合并，那么是否有办法优化查找操作来改善效率呢？答案是一定的，我们可以在结点x找到树根rx的时候，将x到rx路径上的点的父结点都设置为rx，这样做并不会改变原有的集合关系，如图三-5-1所示。

由于每次查找过程中都对路径进行了压缩，使得任何时候树的深度都是小于4的，从而查找操作可以认为是常数时间。

当然，如果合并是无向的同样可以采用路径压缩，这样做会导致树的深度可能时刻在变化，所以启发式合并的启发值不能采用树的深度，可以通过一个rank值来进行合并，rank值初始为0，当两棵树进行合并时，如果rank值相同，随便选一棵树的根作为新根进行合并，rank值+1；否则rank小的向大的合并，rank值保持不变。

给出路径压缩的伪代码如下：

int find(int x) {

return x == pre[x] ? x : pre[x] = find(pre[x]);

}

int merge(int x, int y) {

int rx = find(x), ry = find(y);

if(rx != ry) {

if( rank[rx] == rank[ry] ) {

pre[ry] = rx;

rank[rx]++;

}else if( rank[rx] < rank[ry] ) {

pre[rx] = ry;

}else {

pre[ry] = rx;

}

}

}

仔细观察不难发现，路径压缩版本的find和merge操作与启发式合并的版本除了红色标注部分，其它完全相同（只是merge函数中depth变量名换成了rank），find函数中的赋值操作（红色部分代码）很好地诠释了深度优先搜索在回溯时的完美表现，find函数的返回值一定是这棵集合树的根结点root，回溯的时候会经过从x到root的路径，通过这一步赋值可以很轻松的将该路径上所有结点的父结点都设为根结点root。

### 6、元素删除

【例题5】话说有人加入少林，当然也有人还俗，虚竹就是个很好的例子，还俗后加入了逍遥派，这就是所谓的集合元素的删除。

并查集的删除操作可以描述成：在某个集合中，将某个元素孤立出来成为一个只有它本身的新的集合。这步操作不能破坏原有的树结构，单纯“拆”树是不现实的，如图三-6-1所示,是我们的美好预期，但是事实上并做不到，因为在并查集的数据结构中只记录了x的父亲，而未记录x的子结点，没办法改变x子结点的父结点。

而且就算是记录了子结点，每次删除操作最坏情况会更新n个子结点的父结点，使得删除操作的复杂度退化成O(n)，还有一个问题就是x本身如果就是根结点，那么一旦x删除，它的子结点就会妻离子散，家破人亡，需要重新建立关系，越想越复杂。

所以，及时制止记录子结点的想法，采用一种新的思维——二次哈希法（ReHash），对于每个结点都有一个哈希值，在进行查找之前需要将x转化成它的哈希值HASH[x]，那么在进行删除的时候，只要将x的哈希值进行改变，变成一个从来没有出现过的值（可以采用一个计数器来实现这一步），然后对新的值建立集合，因为只有它一个元素，所以必定是一个新的集合。这样做可以保证每次删除操作的时间复杂度都是O(1)的，而且不会破坏原有树结构，唯一的一个缺点就是每删除一个结点其实是多申请了一块内存，如果删除操作无限制，那么内存会无限增长。

## 四、RMQ

### 1、朴素算法

RMQ (Range Minimum/Maximum Query)问题是指：对于长度为n的数列Array，回答若干询问RMQ(Array,i,j)(i,j<=n)，返回数列Array中下标在i,j里的最小(大）值（或者最小（大）值所在的下标），也就是说，RMQ问题是指求区间最值的问题。

朴素算法就是枚举区间的值进行大小判定，如果长度为n的数组，询问个数为q，那么算法的时间复杂度为O(qn)。

### 2、线段树（简介）

线段树是一种二叉搜索树，它的每个结点都保存一个区间[l, r]，如果当l等r时，表示该结点是一个叶子结点；否则它必定有两个子结点，两个子结点保存的区间分别为[l, mid]和[mid+1, r],其中mid = (l+r)/2的下整，利用二分（分治）的思想将一个长度为n的区间分割成一系列单位区间（叶子区间）。

线段树的每个结点都可以保存一些信息，最经典的应用就是区间最值，可以在结点上保存该结点对应区间[l, r]上的最值，每次询问[A, B]区间最值时将区间[A, B]进行划分，划分成一些区间的并集，并且集合中的区间必定都能在线段树结点上一一对应，可以证明一定存在这样一个划分，并且划分的集合个数不会超过logn，从而使得每次查询的时间复杂度能够保证在O(logn)。

### 3、ST算法

ST（Sparse Table）算法是基于动态规划的，用f[i][j]表示区间起点为j长度为2^i的区间内的最小值所在下标，通俗的说，就是区间[j, j + 2^i)的区间内的最小值的下标。

从定义可知，这种表示法的区间长度一定是2的幂，所以除了单位区间(长度为1的区间)以外，任意一个区间都能够分成两份，并且同样可以用这种表示法进行表示，[j, j + 2^i)的区间可以分成[j, j+2^(i-1))和[j + 2^i)，于是可以列出状态转移方程为： f[i][j] = RMQ( f[i-1][j], f[i-1][j+2^(i-1)] )。f[m][n]的状态数目为n\*m = nlogn，每次状态转移耗时O(1)，所以预处理总时间为O(nlogn)。

原数组长度为n，当[j, j + 2^i)区间右端点 j + 2^i - 1 > n时如何处理？在状态转移方程中只有一个地方会下标越界，所以当越界的时候状态转移只有一个方向，即当j + 2^(i-1) > n 时，f[i][j] = f[i-1][j]。

求解f[i][j]的代码就不给出了，只需要两层循环的状态转移就搞定了。

f[i][j]的计算只是做了一步预处理，但是我们在询问的时候，不能保证每个询问区间长度都是2的幂，如何利用预处理出来的值计算任何长度区间的值就是我们接下来要解决的问题。

首先只考虑区间长度大于1的情况（区间长度为1的情况最小值就等于它本身），给定任意区间[a, b] (1 <= a < b <= n)，必定可以找到两个区间X和Y，它们的并是[a, b]，并且区间X的左端点是a，区间Y的右端点是b，而且两个区间长度相当，且都是2的幂，如图所示：

设区间长度为2^k，则X表示的区间为[a, a + 2^k)，Y表示的区间为(b - 2^k, b]，则需要满足一个条件就是X的右端点必须大于等于Y的左端点减一，即 a+2^k-1 >= b-2^k，则2^(k+1) >= (b-a+1), 两边取对数（以2为底），得 k+1 >= lg(b-a+1)，则k >= lg(b-a+1) - 1，k只要需要取最小的满足条件的整数即可( lg(x)代表以2为底x的对数 )。

仔细观察发现b-a+1正好为区间[a, b]的长度len，所以只要区间长度一定，k就能在常数时间内求出来。而区间长度只有n种情况，所以k可以通过预处理进行预存。

当lg(len)为整数时，k 取 lg(len)-1，否则k为 lg(len)-1 的上整（并且只有当len为2的幂时，lg(len)才为整数）。

代码如下：

for(i = 1, k = 0; i <= n; i++) {

lg2K[i] = k - 1;

if((1<<k) == i) k++;

}

int RMQ\_Query(ValueType val[], int (\*f)[MAXN], int a, int b) {

if(a == b) return a;

int k = lg2K[ abs(b-a) + 1 ];

int x = f[k][a], y = f[k][b-(1<<k)+1];

return val[x] < val[y] ? x : y;

}

val数组代表原数组，f是个二维数组，即上文提到的动态规划数组，x和y分别对应了图四-3-1中X区间和Y区间的最小值所在的下标。将这两部分在原数组中的数值进行比较就能得到整个[a, b]区间内的最小值所在下标了。

ST算法可以扩展到二维，用四维的数组来保存状态，每个状态表示的是一个矩形区域中的最值，可以用来求解矩形区域内的最值问题。

# 线段树

## 一、引例

### 1、区间最值

【例题1】给定一个n（n <= 100000）个元素的数组A，有m(m <= 100000)个操作，共两种操作：

1、Q a b 询问：表示询问区间[a, b]的最大值；

2、C a c 更新：表示将第a个元素变成c；

静态的区间最值可以利用RMQ来解决，但是RMQ的ST算法是在元素值给定的情况下进行的预处理，然后在O(1)时间内进行询问，这里第二种操作需要实时修改某个元素的值，所以无法进行预处理。

由于每次操作都是独立事件，所以m次操作都无法互相影响，于是时间复杂度的改善只能在单次操作上进行优化了，我们可以试想能否将任何的区间[a, b]（a < b）都拆成log(b-a+1)个小区间，然后只对这些拆散的区间进行询问，这样每次操作的最坏时间复杂度就变成log(n)了。

### 2、区间求和

【例题2】给定一个n(n <= 100000)个元素的数组A，有m(m <= 100000)个操作，共两种操作：

1、Q a b 询问：表示询问区间[a, b]的元素和；

2、A a b c 更新：表示将区间[a, b]的每个元素加上一个值c；

先来看朴素算法，两个操作都用遍历来完成，单次时间复杂度在最坏情况下都是O(n)的，所以m次操作下来总的时间复杂度就是O(nm)了，复杂度太高。

再来看看树状数组，对于第一类操作，树状数组可以在log(n)的时间内出解；然而第二类操作，还是需要遍历每个元素执行add操作，复杂度为nlog(n)，所以也不可行。这个问题同样也需要利用区间拆分的思想。

线段树就是利用了区间拆分的思想，完美解决了上述问题。

## 二、线段树的基本概念

### 1、二叉搜索树

线段树是一种二叉搜索树，即每个结点最多有两棵子树的树结构。通常子树被称作“左子树”（left subtree）和“右子树”（right subtree）。线段树的每个结点存储了一个区间（线段），故而得名。基于线段树的二分性质，所以它是一棵平衡树，树的高度为log(n)。

### 2、数据域

首先，既然线段树的每个结点表示的是一个区间，那么必须知道这个结点管辖的是哪个区间，所以其中最重要的数据域就是区间左右端点[l, r]。然而有时候为了节省全局空间，往往不会将区间端点存储在结点中，而是通过递归的传参进行传递，实时获取。再者，以区间最大值为例，每个结点除了需要知道所管辖的区间范围[l, r]以外，还需要存储一个当前区间内的最大值max。

以数组A[1:6] = [1 7 2 5 6 3]为例，建立如图二-2-1的线段树，叶子结点的max域为数组对应下标的元素值，非叶子结点的max域则通过自底向上的计算由两个儿子结点的max域比较得出。这是一棵初始的线段树，接下来讨论下线段树的询问和更新操作。

在询问某个区间的最大值时，我们一定可以将这个区间拆分成log(n)个子区间，并且这些子区间一定都能在线段树的结点上找到（这一点下文会着重讲解），然后只要比较这些结点的max域，就能得出原区间的最大值了，因为子区间数量为log(n)，所以时间复杂度是O( log(n) )。

更新数组某个元素的值时我们首先修改对应的叶子结点的max域，然后修改它的父结点的max域，以及祖先结点的max域，换言之，修改的只是线段树的叶子结点到根结点的某一条路径上的max域，又因为树高是log(n)，所以这一步操作的时间复杂度也是log(n)的。

### 3、指针表示

接下来讨论一下结点的表示法，每个结点可以看成是一个结构体指针，由数据域和指针域组成，其中指针域有两个，分别为左儿子指针和右儿子指针，分别指向左右子树；数据域存储对应数据，根据情况而定(如果是求区间最值，就存最值max；求区间和就存和sum)，这样就可以利用指针从根结点进行深度优先遍历了。

以下是简单的线段树结点的C++结构体：

struct treeNode {

Data data; // 数据域

treeNode \*lson, \*rson; // 指针域

}\*root;

### 4、数组表示

实际计算过程中，还有一种更加方便的表示方法，就是基于数组的静态表示法，需要一个全局的结构体数组，每个结点对应数组中的一个元素，利用下标索引。

例如，假设某个结点在数组中下标为p，那么它的左儿子结点的下标就是2\*p，右儿子结点的下标就是2\*p+1(类似于一般数据结构书上说的堆在数组中的编号方式)，这样可以将所有的线段树结点存储在相对连续的空间内。之所以说是相对连续的空间，是因为有些下标可能永远用不到。

还是以长度为6的数组为例，如图二-4-1所示，红色数字表示结点对应的数组下标，由于树的结构和编号方式，导致数组的第10、11位置空缺。

图二-4-1

这种存储方式可以不用存子结点指针，取而代之的是当前结点的数组下标索引，以下是数组存储方式的线段树结点的C++结构体：

struct treeNode {

Data data; // 数据域

int pid; // 数组下标索引

int lson() { return pid << 1; }

int rson() { return pid<<1|1; }// 利用位运算加速获取子结点编号

}nodes[ MAXNODES ];

接下来我们关心的就是MAXNODES的取值了，由于线段树是一种二叉树，所以当区间长度为2的幂时，它正好是一棵满二叉树，数组存储的利用率达到最高（即100%），根据等比数列求和可以得出，满二叉树的结点个数为2\*n-1，其中n为区间长度（由于C++中数组长度从0计数，编号从1开始，所以MAXNODES要取2\*n）。那么是否对于所有的区间长度n都满足这个公式呢？答案是否定的，当区间长度为6时，最大的结点编号为13，而公式算出来的是12（2\*6）。

那么 MAXNODES 取多少合适呢？

为了保险起见，我们可以先找到比n大的最小的二次幂，然后再套用等比数列求和公式，这样就万无一失了。举个例子，当区间长度为6时，MAXNODES = 2 \* 8；当区间长度为1000，则MAXNODES = 2 \* 1024；当区间长度为10000，MAXNODES = 2 \* 16384。至于为什么可以这样，明眼人一看便知。

## 三、线段树的基本操作

线段树的基本操作包括构造、更新、询问，都是深度优先搜索的过程。

### 1、构造

线段树的构造是一个二分递归的过程，封装好了之后代码非常简洁，总体思路就是从区间[1, n]开始拆分，拆分方式为二分的形式，将左半区间分配给左子树，右半区间分配给右子树，继续递归构造左右子树。

当区间拆分到单位区间时（即遍历到了线段树的叶子结点），则执行回溯。回溯时对于任何一个非叶子结点需要根据两棵子树的情况进行统计，计算当前结点的数据域，详见注释4。

void segtree\_build(int p, int l, int r) {

nodes[p].reset(p, l, r);// 注释1

if (l < r) {

int mid = (l + r) >> 1;

segtree\_build(p<<1, l, mid);// 注释2

segtree\_build(p<<1|1, mid+1, r);// 注释3

nodes[p].updateFromSon(); // 注释4

}

}

注释1：初始化第p个结点的数据域，根据实际情况实现reset函数

注释2：递归构造左子树

注释3：递归构造右子树

注释4：回溯，利用左右子树的信息来更新当前结点，updateFromSon这个函数的实现需要根据实际情况进行求解，在第四节会详细讨论

构造线段树的调用如下：segtree\_build(1, 1, n);

### 2、更新

线段树的更新是指更新数组在[x, y]区间的值，具体更新这件事情是做了什么要根据具体情况而定，可以是将[x, y]区间的值都变成val（覆盖），也可以是将[x, y]区间的值都加上val（累加）。

更新过程采用二分，将[1, n]区间不断拆分成一个个子区间[l, r]，当更新区间[x, y]完全覆盖被拆分的区间[l, r]时，则更新管辖[l, r]区间的结点的数据域，详见注释2和注释3。

void segtree\_insert(int p, int l, int r, int x, int y, ValueType val) {

if( !is\_intersect(l, r, x, y) ) { // 注释1

return ;

}

if( is\_contain(l, r, x, y) ) { // 注释2

nodes[p].updateByValue(val); // 注释3

return ;

}

nodes[p].giveLazyToSon();// 注释4

int mid = (l + r) >> 1;

segtree\_insert(p<<1, l, mid, x, y, val); // 注释5

segtree\_insert(p<<1|1, mid+1, r, x, y, val); // 注释6

nodes[p].updateFromSon();// 注释7

}

注释1：区间[l, r]和区间[x, y]无交集，直接返回

注释2：区间[x, y]完全覆盖[l, r]

注释3：更新第p个结点的数据域，updateByValue这个函数的实现需要根据具体情况而定，会在第四节进行详细讨论

注释4：这里先卖个关子，参见第五节的lazy-tag

注释5：递归更新左子树

注释6：递归更新右子树

注释7：回溯，利用左右子树的信息来更新当前结点

更新区间[x, y]的值为val的调用如下：segtree\_insert(1, 1, n, x, y, val);

### 3、询问

线段树的询问和更新类似，大部分代码都是一样的，只有红色部分是不同的，同样是将大区间[1, n]拆分成一个个小区间[l, r]，这里需要存储一个询问得到的结果ans，当询问区间[x, y]完全覆盖被拆分的区间[l, r]时，则用管辖[l, r]区间的结点的数据域来更新ans，详见注释1的mergeQuery接口。

void segtree\_query (int p, int l, int r, int x, int y, treeNode& ans) {

if( !is\_intersect(l, r, x, y) ) {

return ;

}

if( is\_contain(l, r, x, y) ) {

ans.mergeQuery(p); // 注释1

return;

}

nodes[p].giveLazyToSon();

int mid = (l + r) >> 1;

segtree\_query(p<<1, l, mid, x, y, ans);

segtree\_query(p<<1|1, mid+1, r, x, y, ans);

nodes[p].updateFromSon(); // 注释2

}

注释1：更新当前解ans，会在第四节进行详细讨论

注释2：和更新一样的代码，不再累述

## 四、线段树的经典案例

线段树的用法千奇百怪，接下来介绍几个线段树的经典案例，加深对线段树的理解。

### 1、区间最值

区间最值是最常见的线段树问题，引例中已经提到。接下来从几个方面来讨论下区间最值是如何运作的。

数据域：

int pid; // 数组索引

int l, r; // 结点区间(一般不需要存储)

ValyeType max; // 区间最大值

初始化：

void treeNode::reset(int p, int l, int r) {

pid = p;

max = srcArray[l]; // 初始化只对叶子结点有效

}

单点更新：

void treeNode::updateByValue(ValyeType val) {

max = val;

}

合并结点：

void treeNode::mergeQuery(int p) {

max = getmax( max, nodes[p].max );

}

回溯统计：

void treeNode::updateFromSon() {

max = nodes[ lson() ].max;

mergeQuery( rson() );

}

结合上一节线段树的基本操作，在构造线段树的时候，对每个结点执行了一次初始化，初始化同时也是单点更新的过程，然后在回溯的时候统计，统计实质上是合并左右结点的过程，合并结点做的事情就是更新最大值；询问就是将给定区间拆成一个个能够在线段树结点上找到的区间，然后合并这些结点的过程，合并的结果ans一般通过引用进行传参，或者作为全局变量，不过尽量避免使用全局变量。

### 2、区间求和

区间求和问题一般比区间最值稍稍复杂一点，因为涉及到区间更新和区间询问，如果更新和询问都只遍历到询问（更新）区间完全覆盖结点区间的话，会导致计算遗留，举个例子来说明。

用一个数据域sum来记录线段树结点区间上所有元素的和，初始化所有结点的sum值都为0，然后在区间[1, 4]上给每个元素加上4，如图四-2-1所示：

图四-2-1

图中[1, 4]区间完全覆盖[1, 3]和[4, 4]两个子区间，然后分别将值累加到对应结点的数据域sum上，再通过回溯统计sum和，最后得到[1, 6]区间的sum和为16，看上去貌似天衣无缝，但是实际上操作一多就能看出这样做是有缺陷的。例如当我们要询问[3, 4]区间的元素和时，在线段树结点上得到被完全覆盖的两个子区间[3, 3]和[4, 4]，累加区间和为0 + 4 = 4，如图四-2-2所示。

图四-2-2

这是因为在进行区间更新的时候，由于[1, 4]区间完全覆盖[1, 3]区间，所以我们并没有继续往下遍历，而是直接在[1, 3]这个结点进行sum值的计算，计算完直接回溯。等到下一次访问[3, 3]的时候，它并不知道之前在3号位置上其实是有一个累加值4的，但是如果每次更新都更新到叶子结点，就会使得更新的复杂度变成O(n)，违背了使用线段树的初衷，所以这里需要引入一个lazy-tag的概念。

所谓lazy-tag，就是在某个结点打上一个“懒惰标记”，每次更新的时候只要更新区间完全覆盖结点区间，就在这个结点打上一个lazy标记，这个标记的值就是更新的值，表示这个区间上每个元素都有一个待累加值lazy，然后计算这个结点的sum，回溯统计sum。

当下次访问到有lazy标记的结点时，如果还需要往下访问它的子结点，则将它的lazy标记传递给两个子结点，自己的lazy标记置空。

这就是为什么在之前在讲线段树的更新和询问的时候有一个函数叫giveLazyToSon了。接下来看看一些函数的实现。

数据域：

int pid; // 数组索引

int len; // 结点区间长度

ValyeType sum; // 区间元素和

ValyeType lazy; // lazy tag

初始化：

void treeNode::reset(int p, int l, int r) {

pid = p;

len = r - l + 1;

sum = lazy = 0;

}

单点更新：

void treeNode::updateByValue(ValyeType val) {

lazy += val;

sum += val \* len;

}

lazy标记继承：

void treeNode::giveLazyToSon() {

if( lazy ) {

nodes[ lson() ].updateByValue(lazy);

nodes[ rson() ].updateByValue(lazy);

lazy = 0;

}

}

合并结点：

void treeNode::mergeQuery(int p) {

sum += nodes[p].sum;

}

回溯统计：

void treeNode::updateFromSon() {

sum = nodes[ lson() ].sum;

mergeQuery( rson() );

}

对比区间最值，区间求和的几个函数的实现主旨是一致的，因为引入了lazy-tag，所以需要多实现一个函数用于lazy标记的继承，在进行区间求和的时候还需要记录一个区间的长度len，用于更新的时候计算累加的sum值。

### 3、区间染色

【例题3】给定一个长度为n(n <= 100000)的木板，支持两种操作：

1、P a b c 将[a, b]区间段染色成c；

2、Q a b 询问[a, b]区间内有多少种颜色；

保证染色的颜色数少于30种。

对比区间求和，不同点在于区间求和的更新是对区间和进行累加；而这类染色问题则是对区间的值进行替换（或者叫覆盖），有一个比较特殊的条件是颜色数目小于30。

我们是不是要将30种颜色的有无与否都存在线段树的结点上呢？答案是肯定的，但是这样一来每个结点都要存储30个bool值，空间太浪费，而且在计算合并操作的时候有一步30个元素的遍历，大大降低效率。然而30个bool值正好可以压缩在一个int32中，利用二进制压缩可以用一个32位的整型完美的存储30种颜色的有无情况。

因为任何一个整数都可以分解成二进制整数，二进制整数的每一位要么是0，要么是1。二进制整数的第i位是1表示存在第i种颜色；反之不存在。

数据域需要存一个颜色种类的位或和colorBit，一个颜色的lazy标记表示这个结点被完全染成了lazy，基本操作的几个函数和区间求和非常像，这里就不出示代码了。

和区间求和不同的是回溯统计的时候，对于两个子结点的数据域不再是加和，而是位或和。

### 4、矩形面积并

【例题4】给定n(n <= 100000)个平行于XY轴的矩形，求它们的面积并。如图四-4-1所示。

图四-4-1

这类二维的问题同样也可以用线段树求解，核心思想是降维，将某一维套用线段树，另外一维则用来枚举。具体过程如下：

第一步：将所有矩形拆成两条垂直于x轴的线段，平行x轴的边可以舍去，如图四-4-2所示。

图四-4-2

第二步：定义矩形的两条垂直于x轴的边中x坐标较小的为入边，x坐标较大的为出边，入边权值为+1，出边权值为-1，并将所有的线段按照x坐标递增排序，第i条线段的x坐标记为X[i]，如图四-4-3所示。

图四-4-3

第三步：将所有矩形端点的y坐标进行重映射(也可以叫离散化)，原因是坐标有可能很大而且不一定是整数，将原坐标映射成小范围的整数可以作为数组下标，更方便计算，映射可以将所有y坐标进行排序去重，然后二分查找确定映射后的值，离散化的具体步骤下文会详细讲解。如图四-4-4所示，蓝色数字表示的是离散后的坐标，即1、2、3、4分别对应原先的5、10、23、25（需支持正查和反查）。假设离散后的y方向的坐标个数为m，则y方向被分割成m-1个独立单元，下文称这些独立单元为“单位线段”，分别记为<1-2>、<2-3>、<3-4>。

图四-4-4

第四步：以x坐标递增的方式枚举每条垂直线段，y方向用一个长度为m-1的数组来维护“单位线段”的权值，如图四-4-5所示，展示了每条线段按x递增方式插入之后每个“单位线段”的权值。

当枚举到第i条线段时，检查所有“单位线段”的权值，所有权值大于零的“单位线段”的实际长度之和(离散化前的长度)被称为“合法长度”，记为L，那么(X[i] - X[i-1]) \* L，就是第i条线段和第i-1条线段之间的矩形面积和，计算完第i条垂直线段后将它插入，所谓"插入"就是利用该线段的权值更新该线段对应的“单位线段”的权值和（这里的更新就是累加）。

图四-4-5

如图四-4-6所示：红色、黄色、蓝色三个矩形分别是3对相邻线段间的矩形面积和，其中红色部分的y方向由<1-2>、<2-3>两个“单位线段”组成，黄色部分的y方向由<1-2>、<2-3>、<3-4>三个“单位线段”组成，蓝色部分的y方向由<2-3>、<3-4>两个“单位线段”组成。特殊的，在计算蓝色部分的时候，<1-2>部分的权值由于第3条线段的插入(第3条线段权值为-1)而变为零，所以不能计入“合法长度”。

以上所有相邻线段之间的面积和就是最后要求的矩形面积并。

图四-4-6

那么这里带来几个问题：

1、是否任意相邻两条垂直x轴的线段之间组成的封闭图形都是矩形呢？答案是否定的，如图四-4-7所示，其中绿色部分为四个矩形的面积并中的某块有效部分，它们同处于两条相邻线段之间，但是中间有空隙，所以它并不是一个完整的矩形。

2、每次枚举一条垂直线段的时候，需要检查所有“单位线段”的权值，如果用数组维护权值，那么这一步检查操作是O(m)的，所以总的时间复杂度为O(nm)，其中n表示垂直线段的个数，复杂度太大需要优化。

图四-4-7

优化自然就是用线段树了，之前提到了降维的思想，x方向我们继续采用枚举，而y方向的“单位线段”则可以采用线段树来维护，和一般问题一样，首先讨论数据域。

数据域：

int pid; // 数组索引

int l, r; // 结点代表的“单位线段”区间[l, r] (注意，l和r均为离散后的下标)

int cover;// [l, r]区间被完全覆盖的次数

int len; // 该结点表示的区间内的合法长度

注意，这次的线段树和之前的线段树稍微有点区别，就是叶子结点的区间端点不再相等，而是相差1，即l+1 == r。因为一个点对于计算面积来说是没有意义的。

算法采用深度优先搜索的后序遍历，记插入线段为[a, b, v]，其中[a, b]为线段的两个端点，是离散化后的坐标；v是+1或-1，代表是入边还是出边，每次插入操作二分枚举区间，当线段树的结点代表的区间被插入区间完全覆盖时，将权值v累加到结点的cover域上。由于是后续遍历，在子树全部遍历完毕后需要进行统计。插入过程修改cover，同时更新len。

回溯统计过程对cover域分情况讨论：

当cover > 0时，表示该结点代表的区间至少有一条入边没有被出边抵消，换言之，这块区间都应该在“合法长度”之内，则 len = Y[r] - Y[l]（Y[i]代表离散前第i大的点的y坐标）；更加通俗的理解是至少存在一个矩形的入边被扫描到了，而出边还未被扫描到，所以这块面积需要被计算进来。

当cover等于0时，如果该区间是一个单位区间（即上文所说的“单位线段”，l+1 == r，也是线段树的叶子结点），则 len = 0；否则，len需要由左子树和右子树的计算结果得出，又因为是后序遍历，所以左右子树的len都已经计算完毕，从而不需要再进行递归求解，直接将左右儿子的len加和就是答案，即len = lson.len + rson.len。

图四-4-8

图四-4-8所示为上述例子的初始线段树，其中根结点管辖的区间为[1, 4]，代表"单位线段”的两个端点。对于线段树上任何一棵子树而言，根结点管辖区间为[l, r]，并且mid = (l + r) / 2，那么如果它不是叶子结点，则它的左子树管辖的区间就是[l, mid]，右子树管辖的区间就是[mid, r]。叶子结点管辖区间的左右端点之差为1（和之前的线段树的区间分配方式稍有不同）。

这样就可以利用二分，在O(n)的时间内递归构造初始的线段树。

所示为插入第一条垂直线段[1, 3, 1]（插入区间[1, 3]，权值为1）后的情况，插入过程类似建树过程，二分递归执行插入操作，当插入区间完全覆盖线段树结点区间时，将权值累加到对应结点（图中绿色箭头指向的结点）的cover域上；否则，继续递归左右子树。然后进行自底向上的统计，统计的是len的值。

[2, 4]这个结点的cover域为0，所以它的len等于两棵子树的len之和，[1, 4]亦然。

所示为插入第二条垂直线段[2, 4, 1]（插入区间[2, 4]，权值为1）后的情况，只需要修改一个结点（图中绿色箭头指向的结点）的cover域，该结点的两棵子树不需要再进行递归计算，回溯的时候，计算根结点len值时，由于根结点的cover域为0，所以它的len等于左右子树的len之和。

所示为插入第三条垂直线段[1, 3, -1]（插入区间[1, 3]，权值为-1）后的情况，直观的看，现在Y方向只有[2, 4]一条线段了，所以根结点的len就是Y[4] - Y[2] = 15。

讲完插入，就要谈谈询问。在每次插入之前，需要询问之前插入的线段中，在y方向的“合法长度”L，根据线段树结点的定义，y方向“合法长度”总和其实就是根结点的len，所以这一步询问操作其实是O(1)的，在插入过程中已经实时计算出来，再加上插入的O(log n)的时间复杂度，已经完美解决了上述复杂度太大的问题了。

### 5、区间K大数

【例题5】给定n(n <= 100000)个数的数组，然后m(m <= 100000)条询问，询问格式如下：

1、l r k 询问[l, r]的第K大的数的值

这是一个经典的面试题，利用了线段树划分区间的思想，线段树的每个结点存的不只是区间端点，而是这个区间内所有的数，并且是按照递增顺序有序排列的，建树过程是一个归并排序的过程，从叶子结点自底向上进行归并，对于一个长度为6的数组[4, 3, 2, 1, 5, 6]，建立线段树如图四-5-1所示。

从图中可以看出，线段树的任何一个结点存储了对应区间的数，并且进行有序排列，所以根结点存储的一定是一个长度为数组总长的有序数组，叶子结点存储的递增序列为原数组元素。

每次询问，我们将给定区间拆分成一个个线段树上的子区间，然后二分枚举答案T，再利用二分查找统计这些子区间中大于等于T的数的个数，从而确定T是否是第K大的。

对于区间K大数的问题，还有很多数据结构都能解决，这里仅作简单介绍。

## 五、线段树的常用技巧

### 1、离散化

在讲解矩形面积并的时候曾经提了一下离散化，现在再详细的说明一下，所谓离散化就是将无限的个体映射到有限的个体中，从而提高算法效率。

举个简单的例子，一个实数数组，我想很快的得到某个数在整个数组里是第几大的，并且询问数很多，不允许每次都遍历数组进行比较。

那么，最直观的想法就是对原数组先进行一个排序，询问的时候只需要通过二分查找就能在O( log(n) )的时间内得出这个数是第几大的了，离散化就是做了这一步映射。

对于一个数组[1.6, 7.8, 5.5, 11.1111, 99999, 5.5]，离散化就是将原来的实数映射成整数(下标)。

这样就可以将原来的实数保存在一个有序数组中，询问第K大的是什么称为正查，可以利用下标索引在O(1)的时间内得到答案；询问某个数是第几大的称为反查，可以利用二分查找或者Hash得到答案，复杂度取决于具体算法，一般为O(log(n))。

### 2、lazy-tag

这个标记一般用于处理线段树的区间更新。

线段树在进行区间更新的时候，为了提高更新的效率，所以每次更新只更新到更新区间完全覆盖线段树结点区间为止，这样就会导致被更新结点的子孙结点的区间得不到需要更新的信息，所以在被更新结点上打上一个标记，称为lazy-tag，等到下次访问这个结点的子结点时再将这个标记传递给子结点，所以也可以叫延迟标记。

### 3、子树收缩

子树收缩是子树继承的逆过程，子树继承是为了两棵子树获得父结点的信息；而子树收缩则是在回溯的时候，如果两棵子树拥有相同数据的时候在将数据传递给父结点，子树的数据清空，这样下次在访问的时候就可以减少访问的结点数。

## 六、线段树的多维推广

### 1、二维线段树 - 矩形树

线段树是处理区间问题的，二维线段树就是处理平面问题的了，曾经写过一篇二维线段树的文章，就不贴过来了，直接给出传送门：二维线段树。

### 2、三维线段树 - 空间树

线段树-二叉树，二维线段树-四叉树，三维线段树自然就是八叉树了，分割的是空间，一般用于三维计算几何，当然也不一定用在实质的空间内的问题。

比如需要找出身高、体重、年龄在一定范围内并且颜值最高的女子，就可以用三维线段树（三维空间最值问题），嘿嘿嘿！！！

# 计算几何

Pick定理和叉积求多边形的面积。

Pick定理：一个计算点阵中顶点在格点上的多边形面积公式：S=a+b/2-1，其中a表示多边形内部的点数，b表示多边形边界上的点数，s表示多边形的面积。

多边形面积：

1) △ABC的面积为向量AB与向量AC的叉乘的一半。

2)对于一个多边形，选定一个顶点P1，与其他顶点连线，可将多边形分为若干个三角形。

3)多边形面积为 abs(Sum{CrossMul(A,B,P1)|A,B为相邻的两个顶点}) (先求和再取abs，否则对于凹多边形会出错）

求在边上的顶点数：

对于Pa(x1,y1),Pb(x2,y2)所连成的选段，经过的格点的个数为Gcd(abs(x1-x2),abs(y1-y2))+1.

# 数据结构汇总

ACAutoman AC自动机

Avltree 平衡树

Bellmanford 最短路

BM字符串模式匹配

BinarySearch 二叉搜索树

Dijkstra 最短路

FFT 傅里叶快速闭环

Floyed 最短路

HashTable 哈希

KMP 字符串模式匹配

Linklist 链表

LIS 最长非降子序列

MergeArray 归并

Mentecarlo 蒙特卡洛

Krusakal 最小生成树

Prim 最小生成树

NTT 快速数论变换

Radixsort 基数排序

RMQ 区间最值查询

RulerExtraction 尺取法

Segtree 线段树

SPFA 最短路

ThreeDevide 三分法

# 标准模板

#include<cstdio>

#include<queue>

#include<cmath>

#include<cstring>

#include<algorithm>

#include<iostream>

#define LL long long

#define clr(a, b) memset(a, b, sizeof(a)

#define height(p) ( (p==NULL) ? -1 : (((Node \*)(p))->height) )

#define max(a, b) ( (a) > (b) ? (a) : (b) )

const int MAXN = 100050;

const int HALF = 0x3f3f3f3f;

const int INF = (~(0x1<<31));

using namespace std;
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