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# 概述

本文档定义了Jascal编程语言的词法、文法及语义。任何声明能够编译Jascal语言程序的编译器应当完全实现本文档中指定的内容，任何以Jascal语言书写的程序的最终运行效果应以本文档为准。使用在本文档中未指定的语义将导致与具体编译器实现有关的不确定行为。

## 语言特性

### 运行时模型

Jascal是编译式语言，以llvm为中间代码生成native code。

Jascal为强类型、安全类型语言，没有专门的指针类型，不允许其他类型与指针间的类型转换。Jascal运行时不包含垃圾回收器，程序员应自己负责使用删除对象运算符销毁不再使用的对象。

Jascal不负责数组边界检查和空指针、悬空指针检查，做出如上的无效访问可能导致与具体编译器实现和具体运行平台相关的不确定行为。

Jascal的函数调用规范由目标运行平台的调用约定决定，函数调用传参中基本类型使用传值方式，对象类型使用传引用方式。

Jascal不负责运行时类型检查，但是支持RTTI

### 面向对象

Jascal是面向对象的编程语言，支持类、接口、继承、实现。

Jascal中一个类最多只能有一个父类

Jascal是严格面向对象的编程语言，所有函数必须为类的静态成员函数或成员函数。

Jascal类支持静态初始化。

Jascal中所有成员函数都是虚函数。

### RTTI

Jascal支持RTTI，支持动态确定一个对象的实际类型，支持以某对象的实际类型动态创建新的对象。

Jascal的RTTI通过.class运算符实现，该运算符的返回值为一Class对象，实现了.getName()，.new()成员函数。但是没有Class类型，所以Class对象不能保存到变量或者以函数参数方式传递。

### 元组与多返回值

Jascal以内置元组类型的方式支持多返回值，元组必须是确定项数与每一项的类型的，元组支持赋值与自动解包，但不支持以下标方式索引。

### 占位符

为了方便元组解包，引入\_作为占位符，所有向\_的赋值都会被忽略，所以可以书写如下形式的元组赋值：

[[x,\_,y]]=[[3,4,5]] // x=3, y=5

### 数组模型

Jascal的数组支持自定义下界。

Jascal支持动态数组。

Jascal的动态数组作为单独的类型，静态数组与动态数组之间不能相互转换。但静态数组可以与准静态数组间相互转换，静态数组间也可以相互转换，前提是除动态维度外其他各维度的长度对应相等。

Jascal区分多维数组与嵌套数组。

Jascal的多维静态数组会按照最后一维优先的顺序展开，即

a[0..3,0..4]在内存中的布局为a[0,0]，a[0,1]，a[0,2]，……

Jascal的数组不支持初始化。

### 程序启动

当Jascal语言的代码最终链接的可执行文件被执行时，运行时将负责调用所有被编译到可执行文件中的类的静态构造函数，然后以给定的命令行参数调用Main类的main函数，该函数必须为静态函数且符合以下函数原型

static function main(string[0..] argv) : int;

# 定义

## 字符

字符是指输入流中的单个字符，包括英文字符、数字、符号、空白字符、其他字符。

英文字符包括从a到z及从A到Z的英文字母，区分大小写。

letter::="a..z,A..Z"

数字包括从0到9的阿拉伯数字。

digit::="0..9"

空白字符包括制表符、空格、回车、换行。

white::="\t" | "\n" | "\r" | " "

符号包括在关键字中出现的除了英文字符与数字之外的字符。

其他字符包括Unicode规范中的可见字符除去英文字符、数字和符号的部分。

## 记号

记号是指按指定词法分割后的输入流的单元，每个记号由一个或多个空白字符组成。

## 关键字

关键字（或称保留字）是指具有特殊意义的、用于描述程序语义结构的记号

Jascal语言使用如下关键字：

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| using | module | begin | end | class |
| interface | extends | implements | static | private |
| public | protected | const | int | short |
| byte | unsigned | char | if | then |
| else | while | do | for | repeat |
| until | case | of | break | continue |
| return | float | double | true | false |
| nil | new | delete | var |  |
| ( | ) | + | - | \* |
| / | \*\* | [ | ] | [[ |
| ]] | . | : | :: | % |
| < | <= | > | >= | == |
| != | <> | | | & | ^ |
| || | && | ^^ | << | >> |
| += | -= | \*= | /= | \*\*= |
| %= | |= | &= | ^= | <<= |
| >>= | = | ||= | &&= | ^^= |
| ~ | \_ |  |  |  |

## 标识符

标识符是指满足如下条件的记号：

1. 以英文字母或下划线开头
2. 剩余部分由英文字符、数字或下划线组成
3. 不与任何一个关键字完全相同

identifier ::= ( letter | "\_" ) { letter | digit | "\_" }

## 字面量

字面量是指直接书写在程序里的、用于表示一个固定值或字符串的记号。

## 准静态数组

准静态数组是指一维动态数组或只有第一维为动态的多维数组

# 源文件

Jascal的源文件由两部分组成，第一部分通过using语句引用其他文件内的类或接口，第二部分定义新的模块、类或接口。

compile\_unit

::=

{ using\_statement }

{ module\_def | class\_declaration | interface\_declaration }

using\_statement

::= "using" ( class\_name | interface\_name ) ";"

# 模块与名字空间

Jascal中模块的概念对应于C++中的名字空间或Java中的包。

Jascal的模块可以嵌套，类似于Java中的包与子包。

module\_def

::= "module" module\_name "begin" { class\_declaration | interface\_declaration } "end" ";"

module\_name

::=

identifier

| module\_name "::" identifier

# 类型系统

## 基本类型

Jascal内置的基本类型包括byte、short、int、char、float、double、string

其中byte、short、int为整型，分为有符号（signed，省略不写）和无符号（unsigned），长度分别为1B、2B、4B。char为字符类型，长度2B。float和double为浮点数，格式符合IEEE 754，长度分别为4B、8B。string为内置的字符串类，长度不定。

type\_name

::= base\_type

base\_type

::= ( [ "unsigned" ] ( "byte" | "short" | "int" ) ) | "char" | "float" | "double" | "string"

## 类和接口

Jascal支持用户自定义的类，支持继承，支持从子类到父类的类型转换。Jascal支持从父类到子类的强制类型转换，但不保证类型安全。

Jascal支持用户自定义的接口，接口中只能声明不指定可见性的函数原型。

Jascal的类可以继承最多一个类，子类可以访问父类的public和protected成员，子类中不能有与父类重名的成员，也不能通过这种方式覆盖父类成员的可见性。但子类可以向父类的同名函数添加更多的重载。

Jascal的类可以实现多个接口，对于接口中定义的函数，实现了该接口的类必须提供一个函数原型完全相同的、可见性为public的成员函数。

Jascal的类可以包含零个或多个成员变量，零个或多个静态成员变量。

Jascal的类可以包含零个或多个成员函数，零个或多个静态成员函数。

静态成员只能访问静态成员。

所有成员必须显式指定可见性。

class\_declaration

::= "class" identifier

[ "extends" class\_name ]

{ "implements" interface\_name }

"begin" { member\_defination | function\_defination } "end" ";"

class\_name

::=

identifier

| module\_name "::" identifier

member\_defination

::= [ "static" ]

( "private" | "public" | "protected" )

[ "const" ]

variable\_defination ";"

function\_defination

::=

[ "static" ] ( "private" | "public" | "protected" ) "function" identifier "(" [ type\_name identifier { "," type\_name identifier } ] ")" ":" type\_name "begin" statement\_list "end"

| [ "static" ] ( "private" | "public" | "protected" ) "procedure" identifier "(" [ type\_name identifier { "," type\_name identifier } ] ")" "begin" statement\_list "end"

interface\_declaration

::= "interface" identifier "begin" { function\_declaration } "end" ";"

interface\_name

::=

identifier

| module\_name "::" identifier

function\_declaration

::=

"function" identifier "(" [ type\_name identifier { "," type\_name identifier } ] ")" ":" type\_name ";"

| "procedure" identifier "(" [ type\_name identifier { "," type\_name identifier} ] ")" ";"

type\_name

::=

class\_name

| interface\_name

## 数组

Jascal支持多维数组、嵌套数组与动态数组。

Jascal的多维数组在除第一维外其他维为静态时会被压缩为一维。

Jascal的嵌套数组在内层数组为动态数组时、外层数组的各项的上下限可以不同，即允许int[..][..] a; a[0]为int[1..2]且a[1]为int[3..5]

type\_name

::= type\_name array\_definator

array\_definator

::= "[" ( ( expression ".." ) | ( expression ".." expression ) ) { "," ( ( expression ".." ) | ( expression ".." expression ) ) } "]"

## 元组

Jascal支持元组类型。

Jascal的元组类型将以结构体的形式在内存中存储。

type\_name

::= "[[" type\_name { "," type\_name } "]]"

expression

::= "[[" expression { "," expression } "]]"

## 类型转换

Jascal的低级类型可以向高级类型自动类型转换，如byte->short->int->float->double，子类->父类。

Jascal的高级类型向低级类型转换时必须加强制类型转换。

Jascal的静态数组与动态数组不能相互转换，但静态数组可以与准静态数组相互转换，静态数组间也可以相互转换。数组转换的另一前提是数组除动态维度外其他维度的长度都对应相等。

expression

::= type\_name "(" expression ")"

# 运算与运算符

Jascal支持多种数学上定义的算术运算、位运算、比较运算与逻辑运算，以及程序语义上的运算等。

所有二元运算符a?b都有与赋值运算相结合的版本a?=b，语义上等同于a=a?b。

## 算术运算

Jascal中算术运算与运算符的对应关系如下表

|  |  |  |  |
| --- | --- | --- | --- |
| 算术运算 | Jascal运算符 | 样例 | 样例结果 |
| 加法 | + | 1+2 | 3 |
| 减法 | - | 3-2 | 1 |
| 乘法 | \* | 2\*3 | 6 |
| 除法 | / | 3/2 | 1 |
| 乘方 | \*\* | 2\*\*3 | 8 |
| 取模 | % | 15%4 | 3 |
| 自增 | ++ | a++ |  |
| 自减 | -- | a-- |  |

注： 1、两个操作数都是整数时除法为整除

2、取模运算只能用于两个整数之间

3、自增自减运算只能用于整数，返回改变前的变量值

## 位运算

Jascal中位运算与运算符的对应关系如下表

|  |  |  |  |
| --- | --- | --- | --- |
| 位运算 | Jascal运算符 | 样例 | 样例结果 |
| 二进制或 | | | 3|10 | 11 |
| 二进制且 | & | 3&5 | 1 |
| 二进制异或 | ^ | 3^5 | 6 |
| 二进制取反 | ~ | ~3 | -4 |
| 二进制左移 | << | 3<<2 | 12 |
| 二进制右移 | >> | 15>>2 | 3 |

## 比较运算

Jascal中比较运算与运算符的对应关系如下表

|  |  |  |  |
| --- | --- | --- | --- |
| 比较运算 | Jascal运算符 | 样例 | 样例结果 |
| 小于 | < | 1<2 | true |
| 小于等于 | <= | 1<=2 | true |
| 大于 | > | 1>2 | false |
| 大于等于 | >= | 1>=2 | false |
| 等于 | == | 1==2 | false |
| 不等于 | !=（或<>） | 1!=2 | true |

## 逻辑运算

Jascal中逻辑运算与运算符的对应关系如下表

|  |  |  |  |
| --- | --- | --- | --- |
| 逻辑运算 | Jascal运算符 | 样例 | 样例结果 |
| 逻辑或 | || | true||false | true |
| 逻辑且 | && | true&&false | false |
| 逻辑非 | ! | !true | false |
| 逻辑异或 | ^^ | true^^true | false |

## 程序语义运算

Jascal中包括如下用于程序语义的运算

|  |  |
| --- | --- |
| 运算 | Jascal运算符 |
| 赋值 | = |
| 访问成员 | . |
| 访问数组 | [] |
| 括号 | () |
| 新建对象 | new |
| 删除对象 | delete |

## 优先级与结合性

Jascal中的运算遵从如下优先级与结合性

|  |  |
| --- | --- |
| 优先级 | Jascal运算符 |
| （高） | () |
|  | . |
|  | [] |
|  | new、delete |
|  | ++、-- |
|  | ^= |
|  | &= |
|  | |= |
|  | ~ |
|  | ^ |
|  | & |
|  | | |
|  | <<、<<=、>>、>>= |
|  | \*\*= |
|  | \*=、/=、%= |
|  | +=、-= |
|  | \*\* |
|  | \*、/、% |
|  | +、- |
|  | <、>、<=、>=、!=、<> |
|  | ! |
|  | ^^= |
|  | &&= |
|  | ||= |
|  | ^^ |
|  | && |
|  | || |
| （低） | = |

除了=、^=、&=、|=等具有赋值效果的运算符为右结合外其他运算符均为左结合。

# 字面量

字面量包括字面数字、字面字符串与字面布尔值

字面数字包括字面整数与字面浮点数。

字面整数包括字面二进制整数、字面八进制整数、字面十进制整数、字面十六进制整数。

字面二进制整数为前部由0和1组成、最后一个字符为b的记号。

字面八进制整数为由0开始，剩余部分由0到7组成的记号。

字面十进制整数为+0、-0、由+或-开始的剩余部分由0到9组成的记号、由1到9开始的剩余部分由0到9组成的记号。

字面十六进制整数为由0x或0X开始的剩余部分由0到9和a到f和A到F组成的记号。

literal

::= literal\_int | literal\_float | literal\_double | literal\_string | literal\_bool

literal\_int

::=

( "+" | "-" ) ( "0-9" ) { "0-9" }

| "0"

| "1-9" { "0-9" }

| ( "0x" | "0X" ) "0-9a-fA-F" { "0-9a-fA-F" }

| "0,1" { "0,1" } "b"

literal\_float

::=

[ "+" | "-" ] "0" "." "0-9" { "0-9" } "f"

| [ "+" | "-" ] "." "0-9" { "0-9" } "f"

| [ "+" | "-" ] "1-9" { "0-9" } "." "0-9" { "0-9" } "f"

literal\_double

::=

[ "+" | "-" ] "0" "." "0-9" { "0-9" }

| [ "+" | "-" ] "." "0-9" { "0-9" }

| [ "+" | "-" ] "1-9" { "0-9" } "." "0-9" { "0-9" }literal\_string ::= "\"" { character } "\""

literal\_bool

::= "true" | "false"

# 表达式

表达式由字面量、标识符与运算符组成，以上述规定的优先级与结合性进行运算，运算过程中出现错误则运算不会继续下去，但是已经执行了一半的中间计算的副作用不会消除。

所有的逻辑运算具有短路作用。

expression

::=

( expression

( "+" | "-" | "\*" | "/" | "\*\*" | "%"

| "<" | "<=" | ">" | ">=" | "==" | "!=" | "<>"

| "|" | "&" | "^"

| "||" | "&&" | "^^"

| "<<" | ">>"

| "+=" | "-=" | "\*=" | "/=" | "\*\*=" | "%="

| "|=" | "&=" | "^="

| "||=" | "&&=" | "^^="

| "<<=" | ">>="

| "=" )

expression )

| "(" expression ")"

| ( "!" | "~" | "++" | "--" | "-" ) expression

| expression ( "++" | "--" )

| identifier

| class\_name "::" identifier

| expression "." identifier

| function\_call

| literal

| expression array\_accessor

| "[[" expression { "," expression } "]]"

| type\_name "(" expression ")"

array\_accessor

::= "[" expression { "," expression } "]"

## 函数调用

函数调用表达式用来表示函数调用及其返回值。

函数调用必须指明被调用的对象、否则默认以this为对象进行函数调用。

或者可以指定一个类的静态成员函数为调用目标。

function\_call

::=

identifier "(" [ expression { "," expression } ] ")"

| expression "." identifier "(" [ expression { "," expression } ] ")"

| class\_name "::" identifier "(" [ expression { "," expression } ] ")"

## 新建对象与删除对象

新建对象表达式用于新建对象或数组，表达式的值为新建出来的对象或数组。

删除对象表达式用于删除对象或数组，表达式的值为空。

expression

::=

"new" class\_name "(" [ expression { "," expression } ] ")"

| "new" type\_name "[" expression { "," expression } "]"

| "delete" expression

## 赋值

赋值表达式将=关键字右边的值赋给左边的变量或元组，赋值前会静态检查赋值的类型是否兼容。

向元组的赋值支持自动解包，即[[x,y]] = [[1,2]];等价于x=1;y=2;

赋值表达式的值即=关键字右边的表达式的值

# 语句

Jascal中的语句分为表达式语句、控制流语句和块语句。

## 表达式语句

表达式可以单独构成一个语句，整个表达式的最终结果将被直接丢弃。

statement

::= expression

## 控制流语句

控制流语句用于实现分支、循环、函数调用与返回

statement

::=

if\_statement

| while\_statement

| for\_statement

| repeat\_statement

| case\_statement

| break\_statement

| continue\_statement

| return\_statement

| function\_call

### if语句

if语句用于实现分支，由if关键字，分支条件表达式，then关键字，条件成立时执行的语句及可选的else关键字和条件不成立时执行的语句组成。

if语句要求分支条件必须为类型为bool的表达式。

if语句首先将分支条件表达式求值，依据条件成立与否跳转到条件成立语句或条件不成立语句，如果条件不成立且未指定条件不成立语句，则直接跳转到if语句的下一条语句。条件成立语句或条件不成立语句执行结束后总会跳到if语句的下一条语句。

if\_statement

::= "if" expression "then" statement [ "else" statement ]

### while语句

while语句用于实现循环，由while关键字，(关键字，循环条件表达式，)关键字，do关键字和循环体语句组成。

while语句要求循环条件表达式必须为类型为bool的表达式。

while语句首先将循环条件表达式求值，如果条件成立则跳转到循环体语句，循环体执行结束后跳回while语句重新求值；如果条件不成立则跳转到while语句的下一条语句。

while\_statement

::= "while" expression "do" statement

### for语句

for语句用于实现循环，由for关键字，(关键字，初始化表达式或初始化变量声明，;关键字，循环条件表达式，;关键字，循环更新表达式，)关键字，do关键字和循环体语句组成。

for语句要求循环条件表达式必须为类型为bool的表达式。

for语句的执行流程如下：

1. 执行初始化表达式，或按照初始化变量声明的语义定义新变量，新的变量的作用域仅限于for语句中
2. 将循环条件表达式求值，如果条件不成立则跳转到for语句的下一条语句
3. 执行循环体语句
4. 将循环更新表达式求值，表达式的最终结果被丢弃
5. 跳转到2)

在循环体语句中可以使用break语句终止循环或使用continue语句直接跳转到4)

for\_statement

::= "for" "(" [ "var" variable\_defination | expression ] ";" [ expression ] ";" [ expression ] ")" "do" statement

### repeat语句

repeat语句用于实现循环，由repeat关键字，循环体语句列表，until关键字，(关键字，循环终止条件表达式，)关键字组成。

repeat语句首先执行循环体，然后将循环终止条件表达式求值，如果条件成立则跳转到repeat语句的下一句，否则再次执行循环体并检查循环终止条件。

repeat\_statement

::= "repeat" statement\_list "until" expression

### case语句

case语句用于实现多种分支，由case关键字，表达式，of关键字，值标签与语句块列表，end关键字组成。

case语句会先执行表达式，得到值之后，会依次和所有值标签进行比较，遇到相等的标签则开始执行后面的代码段直到end关键字。

case语句的值标签必须为常整型、常浮点数、常量字符串。

case\_statement

::= "case" expression "of" { expression ":" statement\_list } [ "else " statement\_list ] "end"

### break语句

break语句用来改变程序执行流，使用break语句会跳出for循环，while循环，repeat循环，case语句段。

break\_statement

::= "break"

### continue语句

continue语句用来改变程序执行流，使用continue语句会放弃执行循环体内continue语句之后的语句，并开始下一次循环。

continue\_statement

::= "continue"

### return语句

return语句用来终止函数运行，使用return语句会跳出正在执行的函数并且将之后的表达式作为函数的返回值（如果没有则没有返回值）

return\_statement

::= "return" [ expression ]

## 变量定义语句

变量定义语句用于在作用域中定义新的变量。

内层作用域的变量可以屏蔽外层作用域中同名的变量和函数。

statement

::= "var" variable\_defination

## 语句块语句

语句块语句用于定义新的语句块，新的语句块将具有新的内层的作用域。

statement

::= "begin" statement\_list "end"