说到多线程编程，那么就不得不提**并行**和**并发**，多线程是实现并发（并行）的一种手段。**并行**是指两个或多个独立的操作**同时进行**。注意这里是*同时进行*，区别于**并发**，在一个时间段内执行多个操作。在单核时代，多个线程是**并发**的，在一个时间段内轮流执行；在多核时代，多个线程可以实现真正的**并行**，在多核上真正独立的并行执行。例如现在常见的**4核4线程**可以并行4个线程；**4核8线程**则使用了超线程技术，把一个物理核模拟为2个逻辑核心，可以并行8个线程。

**并发编程的方法**

通常，要实现并发有两种方法：多进程和多线程。

**多进程并发**

使用多进程并发是将一个应用程序划分为多个独立的进程（每个进程只有一个线程），这些独立的进程间可以互相通信，共同完成任务。由于操作系统对进程提供了大量的保护机制，以避免一个进程修改了另一个进程的数据，使用多进程比多线程更容易写出**安全**的代码。但这也造就了多进程并发的两个缺点：

* 在进程件的通信，无论是使用信号、套接字，还是文件、管道等方式，其使用要么比较复杂，要么就是速度较慢或者两者兼而有之。
* 运行多个线程的开销很大，操作系统要分配很多的资源来对这些进程进行管理。

由于多个进程并发完成同一个任务时，不可避免的是：操作同一个数据和进程间的相互通信，上述的两个缺点也就决定了多进程的并发不是一个好的选择。

**多线程并发**

多线程并发指的是在同一个进程中执行多个线程。有操作系统相关知识的应该知道，线程是轻量级的进程，每个线程可以独立的运行不同的指令序列，但是线程不独立的拥有资源，依赖于创建它的进程而存在。也就是说，**同一进程中的多个线程共享相同的地址空间，可以访问进程中的大部分数据，指针和引用可以在线程间进行传递**。这样，同一进程内的多个线程能够很方便的进行数据共享以及通信，也就比进程更适用于并发操作。由于缺少操作系统提供的保护机制，在多线程共享数据及通信时，就需要程序员做更多的工作以保证对共享数据段的操作是以预想的操作顺序进行的，并且要极力的避免**死锁(deadlock)**。

**C++ 11的多线程初体验**

C++11的标准库中提供了多线程库，使用时需要#include <thread>头文件，该头文件主要包含了对线程的管理类std::thread以及其他管理线程相关的类。下面是使用C++多线程库的一个简单示例：

#include <iostream>

#include <thread>

using namespace std;

void output(int i)

{

cout << i << endl;

}

int main()

{

for (uint8\_t i = 0; i < 4; i++)

{

thread t(output, i);

t.detach();

}

getchar();

return 0;

}

在一个for循环内，创建4个线程分别输出数字0、1、2、3，并且在每个数字的末尾输出换行符。语句thread t(output, i)创建一个线程t，该线程运行output，第二个参数i是传递给output的参数。t在创建完成后自动启动，t.detach表示该线程在后台允许，无需等待该线程完成，继续执行后面的语句。这段代码的功能是很简单的，如果是顺序执行的话，其结果很容易预测得到

0 \n 1 \n 2 \n 3 \n

但是在并行多线程下，其执行的结果就多种多样了，下图是代码一次运行的结果：  
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可以看出，首先输出了01，并没有输出换行符；紧接着却连续输出了2个换行符。不是说好的并行么，同时执行，怎么还有先后的顺序？这就涉及到多线程编程最核心的问题了**资源竞争**。CPU有4核，可以同时执行4个线程这是没有问题了，但是**控制台却只有一个，同时只能有一个线程拥有这个唯一的控制台**，将数字输出。将上面代码创建的四个线程进行编号：t0,t1,t2,t3，分别输出的数字：0,1,2,3。参照上图的执行结果，控制台的拥有权的转移如下：

* t0拥有控制台，输出了数字0，但是其没有来的及输出换行符，控制的拥有权却转移到了t1；（0）
* t1完成自己的输出，t1线程完成 （1\n）
* 控制台拥有权转移给t0，输出换行符 （\n）
* t2拥有控制台，完成输出 （2\n）
* t3拥有控制台，完成输出 （3\n)

由于控制台是系统资源，这里控制台拥有权的管理是操作系统完成的。但是，假如是多个线程共享进程空间的数据，这就需要自己写代码控制，每个线程何时能够拥有共享数据进行操作。**共享数据的管理**以及**线程间的通信**，是多线程编程的两大核心。

**线程管理**

每个应用程序至少有一个进程，而每个进程至少有一个主线程，除了主线程外，在一个进程中还可以创建多个线程。每个线程都需要一个入口函数，入口函数返回退出，该线程也会退出，主线程就是以main函数作为入口函数的线程。在C++ 11的线程库中，将线程的管理在了类std::thread中，使用std::thread可以创建、启动一个线程，并可以将线程挂起、结束等操作。

**启动一个线程**

C++ 11的线程库启动一个线程是非常简单的，只需要创建一个std::thread对象，就会启动一个线程，并使用该std::thread对象来管理该线程。

do\_task();

std::thread(do\_task);

这里创建std::thread传入的函数，实际上其构造函数需要的是可调用（callable）类型，只要是有函数调用类型的实例都是可以的。所有除了传递函数外，还可以使用：

* lambda表达式

使用lambda表达式启动线程输出数字

for (int i = 0; i < 4; i++)

{

thread t([i]{

cout << i << endl;

});

t.detach();

}

* 重载了()运算符的类的实例

使用重载了()运算符的类实现多线程数字输出

class Task

{

public:

void operator()(int i)

{

cout << i << endl;

}

};

int main()

{

for (uint8\_t i = 0; i < 4; i++)

{

Task task;

thread t(task, i);

t.detach();

}

}

把函数对象传入std::thread的构造函数时，要注意一个C++的语法解析错误（C++'s most vexing parse）。向std::thread的构造函数中传入的是一个临时变量，而不是命名变量就会出现语法解析错误。如下代码：

std::thread t(Task());

这里相当于声明了一个函数t，其返回类型为thread，而不是启动了一个新的线程。可以使用新的初始化语法避免这种情况

std::thread t{Task()};

当线程启动后，**一定要在和线程相关联的thread销毁前，确定以何种方式等待线程执行结束**。C++11有两种方式来等待线程结束

* detach方式，启动的线程自主在后台运行，当前的代码继续往下执行，不等待新线程结束。前面代码所使用的就是这种方式。
* join方式，等待启动的线程完成，才会继续往下执行。假如前面的代码使用这种方式，其输出就会0,1,2,3，因为每次都是前一个线程输出完成了才会进行下一个循环，启动下一个新线程。

无论在何种情形，一定要在thread销毁前，调用t.join或者t.detach，来决定线程以何种方式运行。当使用join方式时，会阻塞当前代码，等待线程完成退出后，才会继续向下执行；而使用detach方式则不会对当前代码造成影响，当前代码继续向下执行，创建的新线程同时并发执行，这时候需要特别注意：**创建的新线程对当前作用域的变量的使用**，创建新线程的作用域结束后，有可能线程仍然在执行，这时局部变量随着作用域的完成都已销毁，如果线程继续使用局部变量的**引用或者指针**，会出现意想不到的错误，并且这种错误很难排查。例如：

auto fn = [](int \*a){

for (int i = 0; i < 10; i++)

cout << \*a << endl;

};

[]{

int a = 100;

thread t(fn, &a);

t.detach();

}();

在lambda表达式中，使用fn启动了一个新的线程，在装个新的线程中使用了局部变量a的指针，并且将该线程的运行方式设置为detach。这样，在lamb表达式执行结束后，变量a被销毁，但是在后台运行的线程仍然在使用已销毁变量a的指针，其输出结果如下：  
![https://images2015.cnblogs.com/blog/439761/201612/439761-20161205170939663-1871705465.jpg](data:image/jpeg;base64,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)

只有第一个输出是正确的值，后面输出的值是a已被销毁后输出的结果。所以在以detach的方式执行线程时，要将线程访问的局部数据复制到线程的空间（使用值传递），一定要确保线程没有使用局部变量的引用或者指针，除非你能肯定该线程会在局部作用域结束前执行结束。当然，使用join方式的话就不会出现这种问题，它会在作用域结束前完成退出。

**异常情况下等待线程完成**

当决定以detach方式让线程在后台运行时，可以在创建thread的实例后立即调用detach，这样线程就会后thread的实例分离，即使出现了异常thread的实例被销毁，仍然能保证线程在后台运行。但线程以join方式运行时，需要在主线程的合适位置调用join方法，如果调用join前出现了异常，thread被销毁，线程就会被异常所终结。为了避免异常将线程终结，或者由于某些原因，例如线程访问了局部变量，就要保证线程一定要在函数退出前完成，就要保证要在函数退出前调用join

void func() {

thread t([]{

cout << "hello C++ 11" << endl;

});

try

{

do\_something\_else();

}

catch (...)

{

t.join();

throw;

}

t.join();

}

上面代码能够保证在正常或者异常的情况下，都会调用join方法，这样线程一定会在函数func退出前完成。但是使用这种方法，不但代码冗长，而且会出现一些作用域的问题，并不是一个很好的解决方法。

一种比较好的方法是资源获取即初始化（RAII,Resource Acquisition Is Initialization)，该方法提供一个类，在析构函数中调用join。

class thread\_guard

{

thread &t;

public :

explicit thread\_guard(thread& \_t) :

t(\_t){}

~thread\_guard()

{

if (t.joinable())

t.join();

}

thread\_guard(const thread\_guard&) = delete;

thread\_guard& operator=(const thread\_guard&) = delete;

};

void func(){

thread t([]{

cout << "Hello thread" <<endl ;

});

thread\_guard g(t);

}

无论是何种情况，当函数退出时，局部变量g调用其析构函数销毁，从而能够保证join一定会被调用。

**向线程传递参数**

向线程调用的函数传递参数也是很简单的，只需要在构造thread的实例时，依次传入即可。例如：

void func(int \*a,int n){}

int buffer[10];

thread t(func,buffer,10);

t.join();

需要注意的是，**默认的会将传递的参数以拷贝的方式复制到线程空间，即使参数的类型是引用。**例如：

void func(int a,const string& str);

thread t(func,3,"hello");

func的第二个参数是string &，而传入的是一个字符串字面量。该字面量以const char\*类型传入线程空间后，在**线程的空间内转换为string**。

如果在线程中使用引用来更新对象时，就需要注意了。默认的是将对象拷贝到线程空间，其引用的是拷贝的线程空间的对象，而不是初始希望改变的对象。如下：

class \_tagNode

{

public:

int a;

int b;

};

void func(\_tagNode &node)

{

node.a = 10;

node.b = 20;

}

void f()

{

\_tagNode node;

thread t(func, node);

t.join();

cout << node.a << endl ;

cout << node.b << endl ;

}

在线程内，将对象的字段a和b设置为新的值，但是在线程调用结束后，这两个字段的值并不会改变。这样由于引用的实际上是局部变量node的一个拷贝，而不是node本身。在将对象传入线程的时候，调用std::ref，将node的引用传入线程，而不是一个拷贝。thread t(func,std::ref(node));

也可以使用类的成员函数作为线程函数，示例如下

class \_tagNode{

public:

void do\_some\_work(int a);

};

\_tagNode node;

thread t(&\_tagNode::do\_some\_work, &node,20);

上面创建的线程会调用node.do\_some\_work(20)，第三个参数为成员函数的第一个参数，以此类推。

**转移线程的所有权**

thread是可移动的(movable)的，但不可复制(copyable)。可以通过move来改变线程的所有权，灵活的决定线程在什么时候join或者detach。

thread t1(f1);

thread t3(move(t1));

将线程从t1转移给t3,这时候t1就不再拥有线程的所有权，调用t1.join或t1.detach会出现异常，要使用t3来管理线程。这也就意味着thread可以作为函数的返回类型，或者作为参数传递给函数，能够更为方便的管理线程。

线程的标识类型为std::thread::id，有两种方式获得到线程的id。

* 通过thread的实例调用get\_id()直接获取
* 在当前线程上调用this\_thread::get\_id()获取

**总结**

本文主要介绍了C++11引入的标准多线程库的一些基本操作。有以下内容：

* 线程的创建
* 线程的执行方式,join或者detach
* 向线程函数传递参数，需要注意的是线程默认是以拷贝的方式传递参数的，当期望传入一个引用时，要使用std::ref进行转换
* 线程是movable的，可以在函数内部或者外部进行传递
* 每个线程都一个标识，可以调用get\_id获取。