**Yelp Reviews: Sentiment Analysis**

In [1]:

**import** **pandas** **as** **pd**  
**import** **numpy** **as** **np**  
**import** **matplotlib.pyplot** **as** **plt**  
%**matplotlib** inline  
**import** **seaborn** **as** **sns**  
**import** **nltk**  
**from** **nltk.corpus** **import** stopwords

**Loading Dataset into Pandas DataFrame**[**¶**](#gjdgxs)

In [2]:

dataset=pd.read\_csv("yelp\_reviews.csv")

In [3]:

dataset.head(2)

Out[3]:

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | **address** | **alias** | **avg\_rating** | **city** | **country** | **physician** | **rating** | **state** | **text** | **time\_created** | **title** | **url** | **user** | **zip\_code** |
| **0** | 35 E 21st St, Fl 7, New York, NY 10010 | internalmed | 4.5 | New York | US | Laura Guderian, MD | 5 | NY | I've been delighted with Dr. Guderian as my pr... | 2017-09-06 13:21:59 | Internal Medicine | https://www.yelp.com/biz/laura-guderian-md-new... | Bonnie E. | 10010 |
| **1** | 35 E 21st St, Fl 7, New York, NY 10010 | internalmed | 4.5 | New York | US | Laura Guderian, MD | 1 | NY | I really wanted to like One Medical Group. I a... | 2016-09-25 16:00:50 | Internal Medicine | https://www.yelp.com/biz/laura-guderian-md-new... | Yelpish N. | 10010 |

In [6]:

dataset.info()

<class 'pandas.core.frame.DataFrame'>  
RangeIndex: 145 entries, 0 to 144  
Data columns (total 14 columns):  
address 145 non-null object  
alias 145 non-null object  
avg\_rating 145 non-null float64  
city 145 non-null object  
country 145 non-null object  
physician 145 non-null object  
rating 145 non-null int64  
state 145 non-null object  
text 145 non-null object  
time\_created 145 non-null object  
title 145 non-null object  
url 145 non-null object  
user 145 non-null object  
zip\_code 145 non-null int64  
dtypes: float64(1), int64(2), object(11)  
memory usage: 15.9+ KB

In [7]:

dataset.describe()

Out[7]:

|  |  |  |  |
| --- | --- | --- | --- |
|  | **avg\_rating** | **rating** | **zip\_code** |
| **count** | 145.000000 | 145.000000 | 145.000000 |
| **mean** | 4.375862 | 4.062069 | 10393.296552 |
| **std** | 0.708409 | 1.560007 | 757.288558 |
| **min** | 2.000000 | 1.000000 | 7030.000000 |
| **25%** | 4.000000 | 3.000000 | 10016.000000 |
| **50%** | 4.500000 | 5.000000 | 10028.000000 |
| **75%** | 5.000000 | 5.000000 | 11201.000000 |
| **max** | 5.000000 | 5.000000 | 11416.000000 |

**Text Length to represent How skewed the data is!**[**¶**](#30j0zll)

Reviews with maximum rating have longer length in comparison to reviews with less ratings

In [8]:

*#To get an insight on the length of each review, we can create a new column in yelp called text length*  
dataset['text length'] = dataset['text'].apply(len)

In [10]:

*#Exploring the dataset*  
g = sns.FacetGrid(data=dataset, col='rating')  
g.map(plt.hist, 'text length', bins=50)  
*#We can see thet there are high number of 5-star reviews*

Out[10]:

<seaborn.axisgrid.FacetGrid at 0x1ef21ab79b0>
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**Outlier Detection**[**¶**](#1fob9te)

In [11]:

*#As we can say that rating 1 ,2,3,4,5 are skewed towards right now we will se about outliers using box plots*  
sns.boxplot(x='rating', y='text length', data=dataset)  
*#as we can say there are outliers so text length as may not be as a best feature for predicting*

Out[11]:

<matplotlib.axes.\_subplots.AxesSubplot at 0x1ef21ed6710>
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In [12]:

*#Finding the correlation*  
stars = dataset.groupby('rating').mean()  
stars.corr()

Out[12]:

|  |  |  |  |
| --- | --- | --- | --- |
|  | **avg\_rating** | **zip\_code** | **text length** |
| **avg\_rating** | 1.000000 | 0.467536 | -0.459738 |
| **zip\_code** | 0.467536 | 1.000000 | -0.356836 |
| **text length** | -0.459738 | -0.356836 | 1.000000 |

**Correlation between Average Rating, ZIP Code and Length of Reviews**[**¶**](#3znysh7)

In [13]:

sns.heatmap(data=stars.corr(), annot=**True**)

Out[13]:

<matplotlib.axes.\_subplots.AxesSubplot at 0x1ef225fe198>

![](data:image/png;base64,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)

**Creating Classes as Positive for 5 rating and Negative for 1 rating**[**¶**](#2et92p0)

In [14]:

*#Our task is to predict either the review is good or bad so just grab reviews that are either 1 or 5*   
yelp\_class = dataset[(dataset['rating'] == 1) | (dataset['rating'] == 5)]

In [15]:

yelp\_class.shape

Out[15]:

(125, 15)

In [16]:

*# as we can see there are 125 rows, this is because*   
*# we are not taking 2,3,4 rating into account becuase much data for these ratings are not available*  
*#Let create x and y column for classification on the basis of text*  
X = yelp\_class['text']  
y = yelp\_class['rating']

In [17]:

*#Text Preprocessing*  
**import** **string**  
  
**def** text\_process(text):  
  
 *'''*  
 *Takes in a string of text, then performs the following:*  
 *1. Remove all punctuation*  
 *2. Remove all stopwords*  
 *3. Return the cleaned text as a list of words*  
 *'''*  
  
 nopunc = [char **for** char **in** text **if** char **not** **in** string.punctuation]  
  
 nopunc = ''.join(nopunc)  
   
 **return** [word **for** word **in** nopunc.split() **if** word.lower() **not** **in** stopwords.words('english')]

In [18]:

*#Testing on a sample text*  
sample\_text = "Hey there! This is a sample review, which happens to contain punctuations."  
  
print(text\_process(sample\_text))

['Hey', 'sample', 'review', 'happens', 'contain', 'punctuations']

**Creating Bag of Words Transformer using Count Vectorizer**[**¶**](#tyjcwt)

In [19]:

**from** **sklearn.feature\_extraction.text** **import** CountVectorizer  
count\_vect = CountVectorizer(analyzer=text\_process)  
bow\_transformer = count\_vect.fit(X) *# Bag of Words Transformer*

In [20]:

len(bow\_transformer.vocabulary\_)

Out[20]:

887

**A sample Review**[**¶**](#3dy6vkm)

In [21]:

review\_2 = X[1]

In [22]:

review\_2

Out[22]:

"I really wanted to like One Medical Group. I am a terrible patient (I don't like being poisoned or abused.) and have had major problems in the past with..."

In [23]:

bow\_2 = bow\_transformer.transform([review\_2])  
bow\_2

Out[23]:

<1x887 sparse matrix of type '<class 'numpy.int64'>'  
 with 14 stored elements in Compressed Sparse Row format>

In [24]:

X = bow\_transformer.transform(X)

**Splitting Training and Testing Dataset**[**¶**](#1t3h5sf)

In [25]:

*#Training and testing dataset*  
**from** **sklearn.model\_selection** **import** train\_test\_split  
  
X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size=0.3, random\_state=101)

**Fitting Data into Multinomila Naive Bayes Model for Sentiment Analysis**[**¶**](#4d34og8)

In [26]:

**from** **sklearn.naive\_bayes** **import** MultinomialNB  
  
nb = MultinomialNB()  
nb.fit(X\_train, y\_train)

Out[26]:

MultinomialNB(alpha=1.0, class\_prior=None, fit\_prior=True)

In [27]:

preds = nb.predict(X\_test)

**Classification Report of Sentiment Analysis**[**¶**](#2s8eyo1)

In [28]:

**from** **sklearn.metrics** **import** confusion\_matrix, classification\_report  
  
print(confusion\_matrix(y\_test, preds))  
print('**\n**')  
print(classification\_report(y\_test, preds))

[[ 2 7]  
 [ 6 23]]  
  
  
 precision recall f1-score support  
  
 1 0.25 0.22 0.24 9  
 5 0.77 0.79 0.78 29  
  
avg / total 0.64 0.66 0.65 38

**A positive Review Sample**[**¶**](#17dp8vu)

In [29]:

positive\_review = yelp\_class['text'][0]

In [30]:

positive\_review

Out[30]:

"I've been delighted with Dr. Guderian as my primary care doctor. She is thoughtful, attentive, and kind. She responds to my questions and concerns promptly,..."

**Predicting Rating for the Positive Sample Review**[**¶**](#3rdcrjn)

In [31]:

positive\_review\_transformed = bow\_transformer.transform([positive\_review])  
  
nb.predict(positive\_review\_transformed)[0]

Out[31]:

5