### Module 4 Classification Trees Assignment

## Madison West

Load in libraries

library(tidyverse)

## -- Attaching packages ------------------------------------------------------------------ tidyverse 1.2.1 --

## v ggplot2 3.2.1 v purrr 0.3.3  
## v tibble 2.1.3 v dplyr 0.8.3  
## v tidyr 1.0.0 v stringr 1.4.0  
## v readr 1.3.1 v forcats 0.4.0

## -- Conflicts --------------------------------------------------------------------- tidyverse\_conflicts() --  
## x dplyr::filter() masks stats::filter()  
## x dplyr::lag() masks stats::lag()

library(caret)

## Warning: package 'caret' was built under R version 3.6.2

## Loading required package: lattice

##   
## Attaching package: 'caret'

## The following object is masked from 'package:purrr':  
##   
## lift

library(rpart)  
library(rattle)

## Warning: package 'rattle' was built under R version 3.6.2

## Rattle: A free graphical interface for data science with R.  
## Version 5.3.0 Copyright (c) 2006-2018 Togaware Pty Ltd.  
## Type 'rattle()' to shake, rattle, and roll your data.

library(RColorBrewer)

parole <- read\_csv("parole.csv")

## Parsed with column specification:  
## cols(  
## male = col\_double(),  
## race = col\_double(),  
## age = col\_double(),  
## state = col\_double(),  
## time.served = col\_double(),  
## max.sentence = col\_double(),  
## multiple.offenses = col\_double(),  
## crime = col\_double(),  
## violator = col\_double()  
## )

parole <- parole %>% mutate(male = as\_factor(as.character(male))) %>%  
 mutate(male = fct\_recode(male,  
 "Female" = "0",  
 "Male" = "1")) %>%   
 mutate(race = as\_factor(as.character(race))) %>%  
 mutate(race = fct\_recode(race,  
 "White" = "1",  
 "NotWhite" = "2")) %>%  
 mutate(state = as\_factor(as.character(state))) %>%  
 mutate(state = fct\_recode(state,  
 "Kentucky" = "2",  
 "Louisiana" = "3",  
 "Virginia" = "4",  
 "Anyotherstate" = "1")) %>%  
 mutate(crime = as\_factor(as.character(crime))) %>%  
 mutate(crime = fct\_recode(crime,  
 "larceny" = "2",  
 "drugrelated" = "3",  
 "drivingrelated" = "4",  
 "anyothercrime" = "1")) %>%  
 mutate(multiple.offenses = as\_factor(as.character(multiple.offenses))) %>%  
 mutate(multiple.offenses = fct\_recode(multiple.offenses,  
 "SingleOffense" = "0",  
 "MultipleOffense" = "1")) %>%  
 mutate(violator = as\_factor(as.character(violator))) %>%  
 mutate(violator = fct\_recode(violator,  
 "CompletedParole" = "0",  
 "ViolatedParole" = "1"))

Task 1: Split the data into training and testing sets. Your training set should have 70% of the data. Use a random number (set.seed) of 12345.

set.seed(12345)  
train.rows = createDataPartition(y = parole$violator, p=0.7, list = FALSE) #70% in training  
train = parole[train.rows,]   
test = parole[-train.rows,]

Task 2: Create a classification tree using all of the predictor variables to predict “violator” in the training set. Plot the tree.

tree1 = rpart(violator ~., train, method="class")  
fancyRpartPlot(tree1)
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**If the inmate described is White, then he is expected to complete parole, but if the inmate is non-white he is expected to violate parole. This was determined by the tree by following each node to either the left for yes, and right for no, until reaching the bottom tier which classifies paroles as completers or violators.**

Task 4: Use the printcp function to evaluate tree performance as a function of the complexity parameter (cp). What cp value should be selected? Note that the printcp table tends to be a more reliable tool than the plot of cp.

printcp(tree1)

##   
## Classification tree:  
## rpart(formula = violator ~ ., data = train, method = "class")  
##   
## Variables actually used in tree construction:  
## [1] age multiple.offenses race state   
## [5] time.served   
##   
## Root node error: 55/473 = 0.11628  
##   
## n= 473   
##   
## CP nsplit rel error xerror xstd  
## 1 0.030303 0 1.00000 1.0000 0.12676  
## 2 0.018182 3 0.90909 1.1091 0.13253  
## 3 0.013636 4 0.89091 1.2182 0.13788  
## 4 0.010000 8 0.83636 1.2000 0.13702

**It appears that a value of 0.030303 should be selected for the complexity parameter.**

Task 5: Prune the tree from Task 2 back to the cp value that you selected in Task 4. Do not attempt to plot the tree. You will find that the resulting tree is known as a “root”. A tree that takes the form of a root is essentially a naive model that assumes that the prediction for all observations is the majority class. Which class (category) in the training set is the majority class (i.e., has the most observations)?

tree2 = rpart(violator ~., parole, cp=0.030303, method="class")

printcp(tree2)

##   
## Classification tree:  
## rpart(formula = violator ~ ., data = parole, method = "class",   
## cp = 0.030303)  
##   
## Variables actually used in tree construction:  
## [1] max.sentence multiple.offenses state time.served   
##   
## Root node error: 78/675 = 0.11556  
##   
## n= 675   
##   
## CP nsplit rel error xerror xstd  
## 1 0.032051 0 1.00000 1.00000 0.10648  
## 2 0.030303 4 0.83333 0.98718 0.10589

plotcp(tree2)
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**It appears that the class in the training set that is the majority class is state.**

Task 6: Use the unpruned tree from Task 2 to develop predictions for the training data. Use caret’s confusionMatrix function to calculate the accuracy, specificity, and sensitivty of this tree on the training data. Note that we would not, in practice, use an unpruned tree as such a tree is very likely to overfit on new data.

train\_preds = predict(tree1, train, type="class")  
confusionMatrix(train\_preds,train$violator,positive="ViolatedParole")

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction CompletedParole ViolatedParole  
## CompletedParole 400 28  
## ViolatedParole 18 27  
##   
## Accuracy : 0.9027   
## 95% CI : (0.8724, 0.9279)  
## No Information Rate : 0.8837   
## P-Value [Acc > NIR] : 0.1095   
##   
## Kappa : 0.4862   
##   
## Mcnemar's Test P-Value : 0.1845   
##   
## Sensitivity : 0.49091   
## Specificity : 0.95694   
## Pos Pred Value : 0.60000   
## Neg Pred Value : 0.93458   
## Prevalence : 0.11628   
## Detection Rate : 0.05708   
## Detection Prevalence : 0.09514   
## Balanced Accuracy : 0.72392   
##   
## 'Positive' Class : ViolatedParole   
##

**We see that the accuracy of this model is 0.903, the sensitivity is 0.491, and the specificity is 0.957.**

Task 7: Use the unpruned tree from Task 2 to develop predictions for the testing data. Use caret’s confusionMatrix function to calculate the accuracy, specificity, and sensitivty of this tree on the testing data. Comment on the quality of the model.

test\_preds = predict(tree1, test, type="class")  
confusionMatrix(test\_preds,test$violator,positive="ViolatedParole")

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction CompletedParole ViolatedParole  
## CompletedParole 171 13  
## ViolatedParole 8 10  
##   
## Accuracy : 0.896   
## 95% CI : (0.8455, 0.9345)  
## No Information Rate : 0.8861   
## P-Value [Acc > NIR] : 0.3797   
##   
## Kappa : 0.4309   
##   
## Mcnemar's Test P-Value : 0.3827   
##   
## Sensitivity : 0.43478   
## Specificity : 0.95531   
## Pos Pred Value : 0.55556   
## Neg Pred Value : 0.92935   
## Prevalence : 0.11386   
## Detection Rate : 0.04950   
## Detection Prevalence : 0.08911   
## Balanced Accuracy : 0.69504   
##   
## 'Positive' Class : ViolatedParole   
##

**We see that the accuracy of this model is 0.896, the sensitivity is 0.434, and the specificity is 0.955.**

Task 8: Read in the “Blood.csv” dataset. The dataset contains five variables: Mnths\_Since\_Last: Months since last donation TotalDonations: Total number of donation Total\_Donated: Total amount of blood donated Mnths\_Since\_First: Months since first donation DonatedMarch: Binary variable representing whether he/she donated blood in March (1 = Yes, 0 = No) Convert the DonatedMarch variable to a factor and recode the variable so 0 = “No” and 1 = “Yes”.

blood <- read\_csv("Blood.csv")

## Parsed with column specification:  
## cols(  
## Mnths\_Since\_Last = col\_double(),  
## TotalDonations = col\_double(),  
## Total\_Donated = col\_double(),  
## Mnths\_Since\_First = col\_double(),  
## DonatedMarch = col\_double()  
## )

blood <- blood %>% mutate(DonatedMarch = as\_factor(as.character(DonatedMarch))) %>%  
 mutate(DonatedMarch = fct\_recode(DonatedMarch,  
 "No" = "0",  
 "Yes" = "1"))

Task 9: Split the dataset into training (70%) and testing (30%) sets. You may wish to name your training and testing sets “train2” and “test2” so as to not confuse them with the parole datsets Use set.seed of 1234. Then develop a classification tree on the training set to predict “DonatedMarch”. Evaluate the complexity parameter (cp) selection for this model.

set.seed(1234)  
  
train2.rows = createDataPartition(y = blood$DonatedMarch, p=0.7, list = FALSE) #70% in training  
train2 = blood[train2.rows,]   
test2 = blood[-train2.rows,]  
  
tree3 = rpart(DonatedMarch ~., train2, method="class")  
fancyRpartPlot(tree3)
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train\_preds3 = predict(tree3, train2, type="class")  
confusionMatrix(train\_preds3,train2$DonatedMarch,positive="Yes")

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction Yes No  
## Yes 58 22  
## No 67 377  
##   
## Accuracy : 0.8302   
## 95% CI : (0.7952, 0.8613)  
## No Information Rate : 0.7615   
## P-Value [Acc > NIR] : 8.243e-05   
##   
## Kappa : 0.4665   
##   
## Mcnemar's Test P-Value : 3.101e-06   
##   
## Sensitivity : 0.4640   
## Specificity : 0.9449   
## Pos Pred Value : 0.7250   
## Neg Pred Value : 0.8491   
## Prevalence : 0.2385   
## Detection Rate : 0.1107   
## Detection Prevalence : 0.1527   
## Balanced Accuracy : 0.7044   
##   
## 'Positive' Class : Yes   
##

printcp(tree3)

##   
## Classification tree:  
## rpart(formula = DonatedMarch ~ ., data = train2, method = "class")  
##   
## Variables actually used in tree construction:  
## [1] Mnths\_Since\_First Mnths\_Since\_Last TotalDonations   
##   
## Root node error: 125/524 = 0.23855  
##   
## n= 524   
##   
## CP nsplit rel error xerror xstd  
## 1 0.072 0 1.000 1.000 0.078049  
## 2 0.016 3 0.784 0.880 0.074580  
## 3 0.012 6 0.736 0.912 0.075556  
## 4 0.010 8 0.712 0.928 0.076030

**The CP level that best fits this model is 0.016.**

Task 10: Prune the tree back to the optimal cp value, make predictions, and use the confusionMatrix function on the both training and testing sets. Comment on the quality of the predictions.

tree4 = rpart(DonatedMarch ~., blood, cp=0.016, method="class")

printcp(tree4)

##   
## Classification tree:  
## rpart(formula = DonatedMarch ~ ., data = blood, method = "class",   
## cp = 0.016)  
##   
## Variables actually used in tree construction:  
## [1] Mnths\_Since\_First Mnths\_Since\_Last TotalDonations   
##   
## Root node error: 178/748 = 0.23797  
##   
## n= 748   
##   
## CP nsplit rel error xerror xstd  
## 1 0.046816 0 1.00000 1.00000 0.065430  
## 2 0.019663 3 0.85955 0.96067 0.064523  
## 3 0.016854 5 0.82022 0.91573 0.063431  
## 4 0.016000 7 0.78652 0.91573 0.063431

plotcp(tree4)

![](data:image/png;base64,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)

train\_preds4 = predict(tree4, train2, type="class")  
confusionMatrix(train\_preds4,train2$DonatedMarch,positive="Yes")

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction Yes No  
## Yes 47 13  
## No 78 386  
##   
## Accuracy : 0.8263   
## 95% CI : (0.7911, 0.8578)  
## No Information Rate : 0.7615   
## P-Value [Acc > NIR] : 0.0001954   
##   
## Kappa : 0.4181   
##   
## Mcnemar's Test P-Value : 1.959e-11   
##   
## Sensitivity : 0.37600   
## Specificity : 0.96742   
## Pos Pred Value : 0.78333   
## Neg Pred Value : 0.83190   
## Prevalence : 0.23855   
## Detection Rate : 0.08969   
## Detection Prevalence : 0.11450   
## Balanced Accuracy : 0.67171   
##   
## 'Positive' Class : Yes   
##

**The quality of this model looks foor, with an accuracy of 0.8263 and a sensitivty of 0.376, and specificity level of 0.967.**