作业4

第1题：

代码如下

def movepattern(arr):

def movepattern(arr):

n=len(arr)

m=len(arr[0])

#无论多少种走法，到了终点可以算到走法的总数

map=[[1]] #将初始点的路线矩阵作为1

for i in range(n):

for j in range(m):

map[i].append(0) #当某点还没走，设为0

if arr[i][j]==1: #若遇到阻碍，则该点无法前进，将路线矩阵中该点设为0

map[i][j]=0

continue

if i>=1 and j >=0 and arr[i-1][j]==0: #若该点可以通行

map[i][j]+=map[i-1][j] #向下行走

if j>=1 and i>=0 and arr[i][j-1]==0:

map[i][j]+=map[i][j-1] #向右行走

map.append([])

return map[n-1][m-1] #终点路线矩阵值为实际可行走的路线数

arr=[[0,0,0,0,0],[0,1,0,1,0],[0,0,0,0,0]]

print movepattern(arr)

结果：
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第2题：

代码如下：

def lowestcost(arr):

if arr is False:return 0

n=len(arr)

m=len(arr[0])

#以行为单位循环，计算从起点到地图矩阵该点的最小花费

#初始化pre列表，存储第一行的每点的花费

pre=[arr[0][0]]

for i in range(1,m):

pre.append(pre[i-1]+arr[0][i])

#从第二行开始

for i in range(1,n):

pre[0]=arr[i][0]+pre[0]

for j in range(1,m):

pre[j]=min(pre[j-1],pre[j])+arr[i][j]

#获得到第i行第j点的最低花费

return pre[m-1] #返回终点的最小花费

arr=[[1,1,1,4],[4,3,1,3],[3,1,2,1],[1,1,4,1]]

print lowestcost(arr)

结果：
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第3题：

代码如下：

class Trituple: #define trituple

def \_\_init\_\_(self,a,b,c):

self.A=a

self.B=b

self.C=c

def printtri(self):

print [self.A,self.B,self.C]

def distance(tri): #define distance

return abs(tri.A-tri.B)+abs(tri.A-tri.C)+abs(tri.B-tri.C)

def findmindis(A,B,C):

map=[]

#put every trituple in a list

for i in A:

for j in B:

for x in C:

t=Trituple(i,j,x)

map.append(t)

min=map[0] #initialize the first trituple as the trituple with the shortest distance

for i in map:

if distance(i)<distance(min):

min=i

min.printtri()

print "The minimal distance is ",distance(min)

return

A = [13, 16, 19, 27]

B = [10, 14, 19, 24, 27, 35]

C = [15, 20, 23, 28, 31, 34, 38]

findmindis(A,B,C)

结果：
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第4题：

def roadlength(arr):

n=len(arr)

data=[arr[n-1]] #从树塔底层开始计算

for i in range(n-2,-1,-1):

sum=[] #将第i层的每点最大值存入sum列表

k=len(data[0])

for j in range(0,k-1):

tmp=max(data[0][j],data[0][j+1])

sum.append(tmp+arr[i][j])

data.insert(0,sum)

return data[0][0] #树塔顶层即为所求最大路径长度

#以多维数组存储树塔

arr=[[17],[13,31],[11,20,15],[25,23,35,19],[14,22,37,18,14]]

print roadlength(arr)

结果如下：

![](data:image/png;base64,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)

第5题：

代码如下：

def submat(arr):

n=len(arr)

f=[[]]

#第0行为哨兵行

for i in range(1,n+1):

f.append([])

f[i].append(0)#第0列为哨兵列

f[i].append(arr[i-1][0])#存入第1列

for i in range(1,n+1):

for j in range(2,n+1):

f[i].append(f[i][j-1]+arr[i-1][j-1]) #将第i行第j列元素之前的所有元素（包括第j个元素）加和起来

p=[None] #p[k]为固定第i到j列求得包括从第1到k行范围内的最大子矩阵和

q=[None] #q[k]为固定第i到j列，从第1行道第k行的最大子矩阵

max=None #任何值大于None

#以下算法时间复杂度为O(n^3)

for i in range(1,n+1):

for j in range(i+1,n+1):

p.append(f[1][j]-f[1][i-1]) #p[k]为固定i和j求得包括k行的最大子矩阵和

x,y=1,1 #行的上下界从1开始

q.append(p[1])

for k in range(2,n+1):

if p[k-1]>0:

p.append(p[k-1]+f[k][j]-f[k][i-1])

else:

p.append(f[k][j]-f[k][i-1])

x=k #获得行上界

y+=1 #获得行下界

if q[k-1]>p[k]:

q.append(q[k-1])

else:

q.append(p[k])

if q[n]> max:

max=q[n] #第i到j列范围内最大的和

ii=i-1

ij=j-1

ix=x-1

iy=y-1

answer=[]

for i in range(ix,iy+1):

answer.append(arr[i][ii:ij+1])

return answer,max

arr=[[0,-2,-7,0],[9,2,-6,2],[-4,1,-4,1],[-1,8,0,-2]]

print submat(arr)

结果：
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