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# Introduction

Experienced parallel programmers know what they want from a parallel system. They know how certain operations should perform and how overheads should scale for commonly encountered parallel operations. In many cases, programmers can relate expected performance trends to one or more basic operations; allowing these operations to serve as proxies for full applications.

We have collected a set of common low level operations into a research tool we call the *Parallel Research Kernels* (PRK). The PRK are a test suite to communicate the expectations of parallel application programmers to system designers, which includes hardware, compilers, runtimes, and programming models. They do not define a standard problem set or generate consistent performance numbers to rank different systems. In particular, problem sizes, numbers of iterations, and certain other kernel properties are arbitrary and can be supplied by the user. In addition, a number of the kernel reference implementations contain different algorithms for solving the same problem that may trade memory use for absolute performance, different synchronization methods, etc. Hence, while some of the kernels are based on well-known benchmarks, the test suite itself is not a benchmark.

The PRK suite is defined as a paper-and-pencil set of operations largely independent of implementation. It is supplemented with reference implementations in C (for portability), some C++ where appropriate, and some Fortran, for execution as a serial baseline case, and in parallel for shared memory systems (e.g. multicore processors) and distributed memory systems (e.g. clusters) and combinations thereof. The reference implementations are an expanding set, as new parallel runtimes are being added to the suite.

An important design feature of the PRK is verifiability. All kernels are constructed such that the final answer is known analytically, and also aim to guarantee that any non-trivial error caused by incorrect implementation, faulty runtime, faulty compiler, or faulty hardware will lead to an observable error in the final answer. This requirement is among the most difficult to satisfy in the PRK, because of the fact that they are arbitrarily scalable. It leads to specific choices for initialization and other details of the kernel definition and implementation. For example, since the kernels are arbitrarily scalable, they must always be executable in repeated fashion to make sure the total time spent is not dominated by short-lived system noise. But an error in any of these repetitions must be exposed in the final verification test, which means that the result of one iteration must influence the result of the next.

It might be possible to verify intermediate results instead of only the final results, but that would violate another PRK design goal, namely the fact that the verification should not influence the system property being evaluated. Hence, verification should not happen until all relevant kernel operations have finished, and any accommodations made for verification should be minimally intrusive in terms of *fundamental* overhead, though in certain runtimes the actual overhead may be substantial.

A third PRK design goal is that the verification should not be more costly in terms of memory and execution time than the actual kernel itself, and preferable much less costly. The reason is that the kernels are often scaled up and run in large batches, and hence consume substantial resources on expensive systems. Hence, all non-essential overheads should be minimized.

This also leads to a fourth design goal. Initialization, which is generally not timed[[1]](#footnote-1), should be scalable (parallel formulations). This initialization, in turn, must be completely repeatable. That is, different executions, with potentially different system resources (numbers of cores/nodes) applied, should lead to identical initializations. The reason for this is that different initializations may influence observed performance, and hence add undesirable noise to the computational experiments.

Verifiability in the face of full parameterization also leads to two more requirements. First, the computations should never converge to an unchanging solution (fixed point), because it means that the computation could be stopped prematurely without affecting correctness. Second, only stable workloads should be chosen, i.e. solutions that grow at most polynomially in time, or the program could start experiencing arithmetic overflow.

A less concrete but no less important requirement for the PRK is that they do not require domain knowledge beyond high school physics or math. This is critical for their utility, because their behavior should be translatable to that of constructs in various disciplines far removed from the workloads that inspired them.

Finally, all kernels must be formulated such that they contain arbitrarily scalable amounts of exploitable concurrency—though that actual exploitation may be quite non-trivial, depending on the runtime or programming model used. The reason is that a fundamental load imbalance is not a system property, and hence does not contribute toward the PRK goals.

**Reference implementations**

The coding style we employ for the reference implementations is one of reasonable—and reasonably portable—efficiency, but without system-specific optimizations: no assembly language, no specialized math library functions (with the exception of DGEMM and intrinsic functions like sin, cos, sqrt, exp), no knowledge of the number of levels, sizes, or associativities of caches, no extreme, non-obvious data reorderings (Sparse uses traditional Compressed Row Storage, which is simple but known to be suboptimal), etc. This is sometimes referred to as non-ninja-style coding.

Timing is done by measuring the time it takes to complete all repetitions of the pattern under investigation and then dividing by the number of repetitions to arrive at the average time per execution of the pattern. We exclude the very first iteration to eliminate noise from initial paging, populating caches, training prefetchers, etc. In practical terms, a timer is started after the first iteration, and preceded by a semantic barrier to make sure all cores are synchronized before the measurements start. The timer is stopped after all repetitions have finished completely and the cores have reached a semantic barrier following the repetitions. Performance is computed by dividing work per iteration by the average time per iteration. The implication of this timing method is that barriers are not required between repetitions, but only at the start and end of time measurements. Hence, if the programming model or runtime used makes it difficult or impossible to avoid barriers between iterations, performance will typically suffer due to redundant synchronization.

**PRK summary**

The set of parallel research kernels includes:

1. Dense matrix transpose
2. Vector reduction; regular memory access on read/write.
3. Sparse matrix-vector multiplication; irregular memory access on read only
4. Random access update; irregular memory access on both read and write
5. Synchronization; global and point-to-point
6. Stencil; regular strided memory access
7. Atomic reference counting; shared and private.
8. Scaled vector addition (Stream\* Triad)
9. Dense matrix-matrix multiplication (DGEMM)
10. Branching Bonanza
11. Particle In Cell (PIC)

**Runtimes**

The standard set of operational modes or runtimes used to implement the kernels is Serial, MPI with two-sided communications, and OpenMP. All kernels except atomic reference counting are also implemented in Fine-Grain MPI and Adaptive MPI. Of the most important kernels, Stencil, Synchronization/point-to-point, and Transpose we also provide implementations in MPI with OpenMP, MPI with MPI3 shared memory, MPI with one-sided communications, Grappa, Charm++, OpenSHMEM, UPC, and Coarray Fortran, while new implementations in HPX-3, HPX-5, Chapel, OCR and Legion are forthcoming.

*Branching Bonanza* is formulated only as a local (i.e. non-distributed, serial) or simply replicated task. No additional insight is expected from this kernel when implemented using parallel algorithms, except possibly with regard to shared caches.

**Performance expectations**

We provide high-level cost models for the performance of the PRK on a parallel computer. These models, which we call *performance expectations*, are one of the most important parts of this effort, since without them there is no way of knowing if observed performance reflects hardware issues, compiler or runtime defects, or artifacts of the implementations of the kernels.

A performance expectation codifies what an experienced parallel programmer expects from a good, real parallel system with finite resources. It ignores details of micro-architecture and of the particular software environment. Hence, the performance expectation reflects what performance of a kernel should be in the absence of low-level design errors or imperfections. The performance expectations assume either a single multi-core chip with attached off-chip memory, or a cluster of single-core processors, each with its own (private) memory and memory channel. In either case we leave the topology of the interconnection network unspecified. The algorithms we present are formulated such that they can perform reasonably well, in principle, even on a simple linear array or ring topology. For performance expectations we will not use any topological information, but only point-to-point and bi-section bandwidth.

# Definitions and Assumptions:

We use the symbols  and  for latency and bandwidth, respectively. Aggregate (bi-section) bandwidth is . Subscripts “M” and “$” refer to memory and cache (line), respectively. Subscripts “N” and “C” refer to (cluster) Node(s) and Chip, respectively. “L” stands for Length with a subscript to define the specific context.

|  |  |  |
| --- | --- | --- |
| Symbol | Meaning | units |
| βM | Memory bandwidth (one core or one cpu to memory) | Bytes/sec |
| αM | Memory latency | sec |
| αN | cluster message latency | sec |
| N | cluster point-to-point message bandwidth | Bytes/sec |
| N | cluster aggregate (bi-section) message bandwidth | Bytes/sec |
| CM | on-chip aggregate (bi-section) memory bandwidth | Bytes/sec |
| C$ | on-chip cache-to-cache aggregate (bi-section) bandwidth | Bytes/sec |
| LW | word size | Bytes |
| L$ | cache line length | B Bytes |
| P | number of cores/cluster nodes |  |
| FP | peak scalar/vector floating point performance (floating point multiply adds per sec) per core/node | 1/ sec |
| IP | peak scalar/vector integer performance (instructions/s) per node/core | 1/ sec |

We note that βN may be of the same order as βM, depending on the system configuration and implementation. However, αN will normally be much larger than αM, even in the case of shared memory systems, due to software overheads. We assume that on-chip cache-to-cache transfers are much faster than accesses to off-chip memory.

We assume that the processor cores feature fused multiply-add floating point pipelines, so that maximum floating point speed is only reached for computations that have a balanced mix of multiplications and additions.

We ignore latency and bandwidth between the various levels of cache and registers within a specific node or core; these are considered irrelevant compared to traffic between memory and cache.

![](data:image/png;base64,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)

*Figure 1. Schematic of multi-core chip. We only display one level of on-chip cache ($). It is shown as physically distributed, i.e. a tile architecture. The on-chip interconnect is left unspecified, as is the mechanism to access the off-chip memory, which maybe shared, private, or a mix of the two.*

While the implementations of the parallel research kernels are all completely parameterized and thus allow us to investigate different stress points of the computer system, the performance expectations will only be provided for “extreme” cases, where one extreme is defined as so large that the problem exceeds reasonable on-chip resources (specifically, caches), and the other as sufficiently small that no off-chip resources are required (in that case effects such as latency usually become important). We use subscripts “L” and “S” for large and small cases, respectively. Where applicable, caches will always be assumed to be hot.
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*Figure 2. Schematic of cluster. We only display one level of on-chip cache ($). Each cpu has access to off-chip private memory. The cluster interconnect is unspecified.*

We do not aim to cover parallel programming APIs (e.g. MPI, OpenMP) comprehensively. Instead, we focus on a set of commonly used operations whose efficiency significantly affects application performance. The set is chosen such that its performance depends comprehensively on the performance of the underlying hardware. In other words, if the set performs well, it can be assumed that all other significant operations will perform equally well, provided correct software implementation and correct, efficient compilers. For example, efficient implementations of OpenMP locks rely on the same hardware as do critical sections, so we only include one of the two in our reference implementations.

Whenever we refer to threads in this report, it will be understood that this may also refer to MPI *ranks*, Grappa *cores*, Charm++ *chares*, Legion *localities*, etc. We assume that a single thread will run on a logical core.

Although we attempt to include all first order effects on performance in the expectations, we exclude some that usually have an influence on current systems, but that are not fundamental:

* Memory consistency traffic. A write operation may invoke a prior read of the cache line involved to ensure that the entire cache line will be up to date when the write operation completes, which could potentially double the memory bandwidth requirement for the variables involved. This is not a strict necessity, especially not if the application (almost) always updates entire cache lines before writing them back, so we ignore this effect.
* Network congestion. This is incorporated, in principle, in the bi-section bandwidth, so we do not model it explicitly.

# The Parallel Research Kernels: Specifications + performance expectations

## Transpose

**Name**: TRANSPOSE

**Description**: A square matrix A(nxn), decomposed by columns among the threads, is written to another matrix B, also decomposed by columns among the threads, that is the transpose of the original. The problem size is parameterized, such that the smallest matrix fits entirely in the lowest level caches, up to a size that does not fit inside any reasonably sized last level cache. This scale-up will reveal the transition from performance dominated by the interconnect on a chip to performance dominated by memory bandwidth for the data exchange between threads. The transposition of data within each thread will also reveal the range of local memory bandwidths and latencies.

To satisfy the verifiability requirement we modify the original formulation slightly. The matrix A is changed trivially after each transpose operation, so that never the same matrix is transposed. In addition the transpose is added to matrix B, not stored in its stead. In pseudo-notation: ∀i,j: b(j,i) += a(i,j); a(i,j)++ This can be made to follow the rules of non-intrusiveness of verification support, since adding one to each input matrix element at the time it is referenced does not add noticeable memory system overhead.

**Initialization**: Matrix element A(i,j) is initialized with i+n\*j. B is initialized to all zeroes.

**Verification**: At the end of K iterations matrix element B(i,j) has the value (n\*i+j)\*K + K\*(K-1)/2.

**Usage**: This kernel is used in multi-channel digital signal processing algorithms, single and multi-dimensional FFT algorithms, and other applications that feature strong, directionally biased data dependencies that change in the course of the computation.

**Performance expectation:**

All reasonable implementations of dense matrix transposition will tile the transpose to improve cache usage and limit TLB misses, except if the matrix is so small that it fits in L1.

Assumptions:

* tiling is such that data within each cache line is used completely (memory bus payload fully utilized).
* Cluster: Computation and communication can be overlapped completely (asynchronous version). Tilings for local and remote transposes are independent. Each matrix element consumes inter-process bandwidth once. Messages can be pipelined, so we only experience one message latency. Filling the pipeline involves reading one input tile and storing it in a contiguous buffer, which is thus completely exposed.
* We ignore the fact that one tile does not need to be migrated (local to the calling core or cpu).
* For large matrices memory and message latencies are irrelevant.
* Each matrix element consumes memory bandwidth twice (read + write).
* Multi-core: for small matrices the transfer speed is limited by the on-chip core-to-core bi-section bandwidth. The assumption is that even in the case of logically shared caches, they will be physically distributed (tiled architecture)

Multi-core:

TL = 2\*n2\*LW/CM

TS = 2\*n2\*LW/C$

Cluster:

Large matrices:

Pipeline fill time: 2\*tile\_size/memory\_bandwidth = 2\*(n/P) 2\*LW/βM.

Duration of pipeline stage: max(time to fill new message, time to send all messages across the network) = max(2\*(n/P) 2\*LW/βM, (n/P) 2\*P\*LW/N

Number of pipeline stages: P-1

TL = LW \*(n/P) 2\*[2/βM +(P-1)\*max(2/βM,P/N)]

Small matrices:

Pipeline fill time: message latency + time to issue load and store instructions to fill one message (cached data) = αN + 2\*(n/P) 2/IP

Duration of pipeline stage: max(time to fill new message, time to send all messages across the network) = max(2 \*(n/P) 2/IP, (n/P) 2\*P\*LW/N)

Number of pipeline stages: P-1

TS = αN +(n/P) 2\*[2/IP + (P-1)\*max(2/IPS,P\*LW/N)]

## Vector Reduction

**Name**: REDUCE

**Description**: The goal of this operation is to aggregate data owned by individual threads on a master thread. Each thread initializes a pair of different real-valued vectors, v0, v1, of length n. After the reduction operation, a single vector v0 of length n results that is the element-wise sum of the collection of input vectors. In pseudo-code notation: ∀i,thread: v0,thread (i) += v1,thread (i) ; v0,0(i)= thread v0,thread(i).

The reason we use two vectors per thread is to satisfy the PRK requirement that each kernel does real work, which should be independent of the resources applied to the problem. Single-vector reduction on a single thread would not involve any work.

Depending on the size of the vectors, the number of threads, level of sharing between caches and memories attached to the cores, performance will be governed by memory bandwidth, inter-core bandwidth, and inter-core synchronization.

At the time of development of this kernel, OpenMP/C lacked a vector reduction operation, so we provide it explicitly. Depending on architectural and problem parameters, different reduction algorithms will be optimal. We use three functionally different algorithms.

1. The master thread reads data from other threads and adds these values to its own vector elements. This algorithm leads to an unbalanced load for all non-trivial numbers of threads.
2. The threads employ a binary reduction tree. This algorithm leads to an unbalanced load for all non-trivial numbers of threads, though the unbalance is not as severe as for algorithm 1. We provide two variants of this option, using either pairwise or global synchronization among threads between stages of the binary reduction tree.
3. The threads use a modified scatter/gather algorithm [VANDEGEIJN] that is significantly better balanced for larger numbers of threads.

In MPI we currently use the library function MPI\_Reduce. In a future version of the Parallel Research Kernels, this will be replaced with hand-coded versions that implement the corresponding algorithms in OpenMP.

**Initialization**: ∀i,thread: v0,thread (i) = v1,thread (i) = 1

**Verification**: At the end of K iterations, using P threads, we should have: v0,0(i) = K+1 + K\*(K+3)\*(P-1)/2.

**Usage**: Vector reduction is used in scientific computing, statistics, data mining and other parallel applications. It is sufficiently common that MPI (C/Fortran) includes it.

**Performance expectation**:

Assumptions:

* For large vectors memory and message latency can be ignored, and algorithm 3 is optimal. For short vectors latency dominates, and algorithm 2 is optimal. Expectations are based on these algorithms.
* Because this is a streaming application with negligible reuse, the cost of floating point computations can be ignored for large vectors. For small vectors we can assume the data has been cached so we ignore memory costs, and the limiting factor becomes the floating point speed.
* Multi-core: Algorithm 3: The algorithm has three stages:

1. local reduction; two local loads and one local store per vector element per core.
2. scatter reduction: P-1 phases. In each phase each vector element is subject to one remote and one local load, and one local store.
3. gather reduction: each element vector element is read locally and stored remotely.

All phases are load balanced, meaning all cores execute the same number of loads and stores. Even if loads and stores are purely local, we assume they are limited in the aggregate by the on-chip bi-section memory bandwidth.

* Cluster: Algorithm 3: The algorithm has three stages:

1. local reduction: two loads and one store per vector element per process.
2. scatter reduction: P-1 phases. In each phase each vector element is communicated once. In addition, two local reads and one local store are involved.
3. gather reduction: all processes send their (partial) result data to the master

process, which receives a total of one whole vector length.  
We assume all communications are bound by the bi-section bandwidth.  
Because of dependencies, communication and computation cannot be overlapped.

Multi-core:

Large vectors:

(total # loads + total # stores) / memory bandwidth =   
(3\*P\*n + 3\*(P-1)\*n/P + 2\*n)\*LW/CM

TL = n\*(3\*P2+5\*P-3) LW/(P\*CM)

Short vectors:

1+log(P) stages. During each stage the active threads all busy themselves with doing 1 flop per vector element. The length of the vector does not change.

TS = (1+log(P)) \*n/(½FP)

Cluster:

Large vectors:

memory access time + communication time =   
(3\*n+(P-1)\*3\*n)\*LW/βM + ((P-1)\*n\*LW +n\*LW)/N

TL = P\*n\* LW \*(3/βM +1/N)

Short vectors:

One local reduction stage, and log(P) communication + local reduction stages. At stage k of the reduction, the amount of data communicated is n\*2k-1words. Note that data transfer can never be faster than uncontended point-to-point bandwidth.

TS = n/(½FP)\*(log(P)+1) + log(P)\*αN +

Σk=1log(P)max(n\*2k-1\*LW/N,n\*LW/N)

## Sparse matrix vector multiplication: irregular memory access on read

**Name**: SPARSE

**Description**: Multiply a non-symmetric, matrix square M of a given sparsity (fraction of non-zero matrix elements) and order n, with a dense vector b. The result is vector a. Depending on the size of the vector and the sparsity, performance will be governed by inter-core bandwidth and memory latency.

This process is modified as follows to satisfy the verifiability requirement. After each iteration the input vector is changed slightly, and the result of the matrix-vector multiplication is added to the result vector instead of replacing it. In pseudo-code notation: a += M b; b(j)+=j;

**Initialization**: The sparse matrix is built as follows. The standard star-shaped stencil with a user-specified radius is applied to a structured 2-dimensional square grid. Example of a star stencil operation with radius r=2:

a(p,q) = c1\*b(p-2,q) + c2\*b(p-1,q) + c3\*b(p,q) + c4\*b(p+1,q) + c5\*b(p+2,q) + c6\*b(p,q-2) + c7\*b(p,q-1) + c8\*b(p,q+1) + c9\*b(p,q+2)

Here the coefficients c1 through c9 are constants. Non-overlapping arrays a and b signify field variables defined on the grid, indexed by integral grid point coordinates. If we linearize a and b in the canonical fashion, we can write the stencil operation as: a += M b,. where M is the sparse matrix of interest.

A square grid with linear dimension 2n has 22n = 4n points. Hence, M has 4n rows and 4n columns, for a total of 16n elements, but with only (4r+1)\*4n or nonzeroes. The user specifies n. The stencil is applied in a periodic fashion, i.e. it wraps around the edges of the grid.

The columns of M are permuted in a pseudo-random way (we use bit reversal as the permutation), resulting in a general irregular sparse matrix, but with a known number of 4r+1 nonzeroes per row. We use Compressed Row Storage (CRS) to store only the nonzero matrix elements. Within a single (compressed) row matrix elements are stored in the order of increasing column index.

**Initialization**

∀i,j M(i,j) = 1/j (elements within the sparsity pattern only), a(j) = 0, b(j) = j. M does not correspond to any realistic discretization of a continuum problem, but makes verification easy.

**Verification**: After K iterations: ∀j: a(j) = (4r+1)\*(K+1)\*K/2

**Usage**: This kernel is used extensively in optimization problems, data mining and implicit PDE solvers.

**Performance expectation:**

This kernel is dominated by irregular vector reads and regular matrix reads, plus regular vector writes. There is usually little practical reuse of data.

Assumptions:

* requests for the irregular vector reads can be pipelined, so we can ignore memory latency, but only one word out of each cache line is used
* Long vectors: because there is negligible reuse, performance is dominated by memory traffic, and computational cost can be ignored, as long as the FPU units are properly pipelined. Although in practical situations the performance of this kernel may be dominated by TLB misses, this is an artifact of the software environment (page size), not of the underlying hardware, so we ignore this effect.
* CRS requires the storage and reading of indices to be used for indirect referencing. We take into account the bandwidth requirement of reading these indices, but assume that an index is as long as a floating point word, for convenience.
* Short vectors: All data is assumed to be already present in cache, and we ignore the cost of loading and storing data for both the vector initialization part and the matrix-vector multiplication part.
* Cluster: the method uses static domain decomposition (by rows) of the matrix and replicates the vector, so no communications are involved in doing the actual multiplication, but each process initializes its own chunk of the vector and broadcasts that to the other processes.
* Multi-core: each thread (re-)initializes its own chunk of the vector before each multiplication.

Multi-core:

Long vectors:

For each of the 4n rows of the matrix a multiplication involves reading 4r+1 words randomly from the vector, requiring (4r+1) cache line loads. It also requires reading 4r+1 indices (stride one), 4r+1 matrix elements (stride one), one read of the result vector element (stride one), and one write of the result vector (stride 1). For the vector initialization we incur one write (stride one) per row of the matrix. Since all cores will be loading and storing simultaneously, we use the bi-section memory bandwidth to evaluate the cost of message traffic.

TL = 4n[(4r+1) (L$+2LW)+3LW]/CM

Cluster:

Long vectors:

Each process owns 4n/P rows of the matrix and the same number of vector elements. Hence, we can compute the non-communication part of the execution time based on the multi-core evaluation. The communication involves broadcasting the locally generated vector segments to all processes. For long vectors the optimal algorithm communicates (P-1) complete vectors in the aggregate in a number of stages (see Reduction kernel). We use the cluster bi-section bandwidth to compute the cost of that data traffic.

TL = 4n/P\*[(4r+1) (L$+2LW)+3LW]/ βM + 4n(P-1)\*LW / N

## Stencil: multiple regular strides on memory read access, unit stride on write

**Name:** STENCIL

**Description:** This kernel applies a scalar stencil operation to the interior of a two-dimensional discretization grid of size nxn. The stencil, which reflects a discrete divergence operator, has radius r. It is either star shaped or square, resulting in reuse factors of 4r+1 or (2r+1)2, respectively, provided all the data belonging to a strip of the grid swept out by the stencil fits in cache. The distributed-memory version uses a two-dimensional domain decomposition to minimize the communication demand. The stencil computation is completely data parallel. Message passing is required to obtain boundary values from logically nearest neighbors. To ensure verifiability we write the stencil operation S with input field a and output field b in pseudo-code notations as: a += S b; b++. In this case we cannot update an input field element the moment it is used in a stencil operation, because its “old” value is still required for other stencil evaluations. Hence, incrementing b takes place after the stencil operation is applied to all eligible elements of b. This implies one access to b in addition to any required for the stencil implementation.

**Initialization**

∀i,j b(i,j) = cx\*i+cy\*j; a(i,j) = 0. The weights of the stencil are chosen such that they represent the discrete divergence operator on a grid with unit mesh spacing.

**Verification**

After K iterations we have: ∀i,j a(i,j) = K\*( cx+cy)

**Usage**: Stencil operations form the core of almost all structured-grid computations. They are also used in local image filter operations.

**Performance expectation:** TBD

## Random access update: irregular memory access on both read and write

**Name**: RANDOM

**Description**: This kernel generates within an array of length N a pseudo-random stream of n addresses whose contents need to be modified according to a bit mask. This tests the ability and efficiency of the system to read and write data elements with random stride, and to protect against data races for the same element. It is derived from the HPC Challenge Random Access benchmark. Since data is both read and updated, a major challenge is to pipeline memory accesses in the face of potential conflicts between successive writes to the same memory location by the same thread, as well as by different threads. If such pipelining cannot be done, performance of the kernel is governed by memory latency for large tables, and the sizes of the caches and memory covered by the TLB for small and intermediate size tables.

Threads can either all update elements of the same table of values simultaneously, in which data races can potentially arise, or of private, non-shared tables of values. Updates of the same element by different threads can be interchanged, as long as they happen atomically.

The algorithm to generate the stream of addresses has a look-ahead feature in which it is possible to jump to any sequence number within the stream without generating preceding addresses, which allows parallelization of the process.

The HPC Challenge specification of the algorithm was modified to use an initial seed for the random number generator that is not biased towards certain table elements. The user specifies the average number of times each table element is updated. Due to the nature of Random Access, this does not mean that each table element will be visited exactly that many times, since table indices are generated (pseudo-)randomly. However, we organize the table updates in two equal-size “rounds,” and reinitialize the index computation before each round. This means that even though in each round not each table element is updated the same number of times, in the two rounds combined each individual table element is updated an even number of times. Because the table element update method is an involution, this guarantees that, in the absence of errors, the two rounds should return the table elements to their initialization state.

**Initialization**: ∀i: Table(i) = i.

**Verification**: After an even number of rounds, we must have: ∀i: Table(i) = i. A user-specified percentage of errors is allowed.

**Usage**: This operation is used frequently in transaction processing and national security oriented applications.

**Performance expectation:**

This kernel is dominated by random reads of memory, and by writes to the same location.

Assumptions:

* Although there is a sequential dependency in the generation of addresses at which data needs to be read and updated, that generation itself is much faster than fetching the data from memory and writing it back. Hence, we can ignore the cost of the address generation.
* Because of the possibility of accessing the same table element multiple times in quick succession, we assume that memory accesses are fully serialized (not pipelined), so that for long vectors each access suffers a memory latency. We only suffer that latency upon the reading, writing back data is overlapped with reading new data. Memory bandwidth is immaterial.
* We ignore the effect of TLB misses, although on current systems that is often a dominant part of the cost.
* Multi-core: We ignore effects of false sharing.
* Cluster: We use the binning method for communicating update requests to “remote” processes. Bin size is K words, and we ignore any load imbalance. We choose K sufficiently small that any messages can stay in cache, which means we do not need to pay a memory access cost for those messages. As a first order approximation we will assume all n indices generated by the calling process are scattered to other processes.

Multi-core:

Long vectors:

execution time = number of table accesses per core \* memory latency

TL = (n/P)\* αM

Cluster:

Long vectors:

execution time = local update + message passing cost = number of table accesses per process \* memory latency + network bandwidth cost of sending all generated indices to other processes + number of messages per process \* message latency

TL = (n/P)\* αM + n\*P\* LW /N + (n/K)\* αN

## Synchronization

**Name:** SYNCH

The two most common and most useful synchronization types in parallel programs are point-to-point (peer-to-peer), and global. These do not actually constitute work, but they are necessary to guarantee consistency of results. Synchronization is never a goal in its own right, it only makes sense if some information transfer between threads takes place. Hence, our synchronization tasks involve a certain amount of data transfer, either implicitly through shared memory consistency updates, or explicitly through messages. Synchronization implies *ordered* access to memory/data, as distinguished from *exclusive but unordered* access (see locks, atomicity).

**Global synchronization**: While this is typically fairly expensive and should be avoided if possible, it is a convenient and easy-to-use mechanism to produce correct code, and is sometimes required by a certain algorithms. Hence, it has to be executed with high efficiency on the target platform. The following task stresses that functionality. Each thread out of a total of P receives a (sub)string of a fixed number of n characters. The threads combine these into a single string S by concatenating their substrings in the order of their thread number. Using a deterministic algorithm, they then assemble another substring of the same length out of the concatenated string. Specifically, let substring St be assigned to thread t. The global string is then written as S = t St, where summation is understood to be in-order concatenation. The n characters of the new substring St′ are obtained by: St′(i) = S(t+i\*P). However, the selection process should be agnostic to this particular filter function, meaning that each thread should have read access to the entire concatenated string. This process of concatenation and substring formation is repeated.

**Initialization**

The initial substring S0 used consists of ASCII characters corresponding to digits: "27638472638746283742712311207892." If the user specifies a longer substring than this, it is filled by repeating the same pattern of characters.

**Verification**

This kernel does not currently conform to the PRK design rules, since the checksum we compute by adding all the digits of the concatenated string is an invariant: (int)S(i) = P\* (int)S0(i).

The global synchronizations can be implemented using a barrier in OpenMP and MPI\_Allgather in MPI. There is no work to do that can be overlapped with the data exchange between cores. Depending on the size of the concatenation string and the number of threads, performance of the kernel will be governed by inter-core latency, inter-core bandwidth, or memory bandwidth.

**Performance expectation:**

Assumptions:

* The synchronization string is sufficiently long to avoid false sharing in the multi-core case. Hence, there will be no contention for write ownership of cache lines
* The barrier in the multi-core case is implemented using an O(1) memory latency algorithm [FastBarrier]. It needs to be called twice for each iteration. We use 2 memory latencies per barrier.
* The asymptotically optimal algorithms for long and short vectors for MPI\_Allgather described by Van de Geijn et al. [VANDEGEIJN] are used to implement the synchronization on clusters.

Multi-core:

Long strings:

execution time = (time to read and write all strings ). For reading the stride is P-1, which means each read of a cache line contains max(L$/P,1) characters requested by the calling core. Hence, each core needs to read n\* L$/max(L$/P,1) bytes from memory. It writes n bytes (stride 1) to memory.

TL = n\*( L$/max(L$/P,1)+1)\*P/CM

Short strings:

execution time = (time to read and write all strings + 2 barriers). Reading is (mostly) remote, but writes are local and stride one, so they happen at the peak integer performance.

TS = n\*P/C$ + n/IP + 2\*2\*αM

Cluster:

Long strings:

each node needs to read data from the global string, stored in local memory, write back a substring in local memory, and do an allgather step. See multi-core for the number of bytes read. Writing is local and contiguous. For the allgather we can assume that the global string is copied across the network a total of (P-1)\*2 times, once in each of the (P-1)\*2 phases.

TL = n\*( L$/max(L$/P,1)+1)/βM + n\*(P-1)\*2/N

Short strings:

All reading and writing is between registers and cache, and goes at the peak integer performance. Since communication latencies are important, the optimal algorithm [VANDEGEIJN] tries to reduce the number of message/communication phases.

TS = 2\*n/IP + log(P)\*αN + n\*(P-1)\*2/N

**Point-to-point synchronization**: This is the most efficient way, in principle, of communicating between threads, and the programmer should be allowed to use it without fear of destroying performance of the code. The task in which we embed this operation is the one-dimensional software pipeline. A two-dimensional array A of size n x m is distributed among the threads in vertical strips. We apply the following difference stencil to the array values in such a way that only those elements are used that have been updated previously: A(i,j) = A(i-1,j) + A(i,j-1) – A(i-1,j-1). The pipeline algorithm to be used is as follows. The first thread computes one partial row (fixed j) of updated elements of A. It then synchronizes with its right neighbor thread, which continues within the same row, while the first thread starts the second row. At the next synchronization point the third thread can commence its part of the first row, etc. After a sweep over the entire grid has been completed we copy the value at the top right corner of the grid to the bottom left corner after flipping its sign: A(0,0) = -A(n-1,m-1), in preparation for the next sweep over the grid (next iteration).

**Initialization**

This kernel only requires the values at the bottom and left boundary of the grid to be defined: ∀i: A(i,0)=i; ∀j: A(0,j)=j.

**Verification**

After K iterations we must have: A(n-1,m-1) = K\*(n+m-2).

Peer-to-peer synchronizations can be implemented using shared flags plus the flush directive in OpenMP, and point-to-point messages in MPI, respectively. These techniques incur a forced write to and read from shared memory, and an inter-process communication latency, respectively. The latter may in turn require a forced write and read on a multi-core system with shared memory.

**Performance expectation:**

Assumptions:

* There is negligible data shared or communicated by the threads/processes in the course of the computation, so we can ignore the bandwidth involved in synchronization.
* The stencil is sufficiently compact that all data for it can stay in cache, even for large grids. Hence, each array element needs to be read from memory at most once. We also need to write one array element per stencil computation.
* For large n the synchronization cost (both MPI and OpenMP) can be ignored.
* The stencil operation has no multiplications, so peak floating point speed is limited to ½FP. We assume that memory loads and FPU activity can be overlapped in case of large (both n and m) grids, using prefetching. We ignore the effect of data dependencies that could inhibit pipelining the computations.
* We ignore load imbalance caused by pipeline fill and drain.
* Multi-core: memory bandwidth is shared, but each thread only carries out its own part of the computation.
* Cluster: memory bandwidth is not shared.

Multi-core:

Large grids:

For each grid line segment (n/P points) each core needs to read n/P new words from memory, write back n/P word (both stride one), do 2 flops per point, and one synchronization (ignored).

TL = max(2\*n\*m\* LW /CM,2\*(n/P)\*m/½FP)

Small grids:

All data can now be read from and written to cache so we assume that loads and stores are hidden by computation. We do need to take synchronization costs into account.

TS = 2\*(n/P)\*m/½FP + m\*αM

Cluster:

Large grids:

Similar to the multi-core case, except that memory bandwidth is not shared.

TL = max(2\*(n/P)\*m\*LW/βM,2\*(n/P)\*m/½FP)

Small grids:

Similar to multi-core case.

TS = 2\*(n/P)\*m/½FP + m\*αN

**Usage:** Parallel programs with data dependencies typically require inter-thread coordination and synchronization. In OpenMP a global synchronization is often implied at the end of work sharing constructs.

## Atomic reference counting, shared and private

**Name**: REFCOUNT

Usage of shared variables is specific to the shared-memory programming model. Traditionally, locks and critical sections are used when groups of statements or statements with side effects must be executed atomically, i.e. by one thread at a time, to protect against competing for shared resources. Oftentimes they are used in the process of parallelizing a code to guarantee correctness. Locks may severely degrade performance, since they serialize access among threads that share the lock. Nonetheless, if used judiciously, they can help speed up the programming process without undue application slowdown. In properly constructed applications with significant use of locks, many locks will be uncontended, that is, the thread trying to acquire the lock will not have to wait. Optimizing for this situation, however, may lead to suboptimal treatment of the contended lock, causing potentially disproportionate slowdown of applications in which the locks are active. Hence, both contended and uncontended locks must be evaluated.

An alternative to locks is offered by Transactional Memory, which supports grouped atomic operations with light-weight synchronization.

**Shared reference counters**: All threads update a pair of shared counters, C1, C2, in tandem N times; this prohibits the use of the atomic directive in OpenMP, which only protects updates of a single memory location. The counters may not be stored in adjacent memory locations, which prevents an atomic update of a single large word. Performance of this kernel is governed by the system support for mutual exclusion.

We note that the performance of this kernel in its elementary form is almost certainly optimal if threads would access the counters in batches of maximum size, with minimal interleaving. This is because there is no opportunity for the threads to do work concurrently. Hence, no parallel speedup can be expected, which is obviously not true in actual application. Therefore we allow the user to instruct the threads to do some work on a private data structure after each counter pair update. Forcing threads to wait their turn to do all their counter updates in one large batch completely serializes the process, whereas interleaving would allow concurrency. For this work we select the serial scaled vector addition kernel (NSTREAM), for which we already have a simple verification test. The length of the stream determines how much private work is available to the threads.

We define two variations of this kernel:

1. The updates to C1 and C2 are *independent*, i.e. (C1++,C2++), so could, in principle, be carried out with scalar atomic operations applied to the individual counters without the need to insist on a single transaction. Interleaved access to the counters by different threads within one counter pair update is not captured by this variation.
2. The updates to C1 and C2 are *dependent*, (C1,C2)′ = R() (C1,C2), where the 2x2 matrix R() represents rotation through an angle of  radians. In this case any interleaved thread access within one counter pair update will change the final value of the counter pair. We note that RK() = R(K). For this kernel we set Because a full circle equals  radians, we can be assured that this process will never return the counter pair to its original state.

**Initialization**

(C1,C2) = (1,0).

**Verification**

After K updates we must have:

1. (C1,C2) = (K+1,K)
2. (C1,C2) = (cos(K),sin(K))

**Performance expectation:**

Assumptions:

* If the multi-core system supports atomic read-modify-write semantics, acquiring and releasing a shared lock each requires one memory latency, using, for example MCS-style list-based queueing locks . If not, then Lamport’s Bakery Algorithm [Lamport] shows that 5 memory latencies are sufficient.
* We assume a fair lock, which means that after the threads queue their first request for the lock guarding the counters, they will be served in order, and after each lock acquisition and release the thread will enter the queue at the end. This means that a different thread will update the counters upon each lock acquisition.
* Updating the two reference counters can be overlapped with memory operations, but the counters themselves must be read from memory before we can update them.

Multi-core: TL = 4\*αM\*N\*P

**Private reference counters**: All threads update a pair of private counters, which are stored in a shared array whose rows are indexed by thread number. While any locks can be removed without affecting correctness, the compiler will not do so because the array is shared. Performance of this kernel is governed by the effectiveness with which the system supports non-conflicting atomic transactions.

**Performance expectation:**

Assumptions:

* Reference counters as well as lock variables are kept in registers.
* Acquiring and releasing the private lock variables and updating the reference are integer operations. Each counts as a single, non-vectorizable integer operation.

Multi-core: TL = 4\*N/IP

**Usage**: Atomic constructs are often used to guarantee correctness of parallelized code whose correctness is not easily established by the programmer or parallelization tool.

## Scaled vector addition (Stream triad)

**Name**: NSTREAM

**Description**: This task, derived from McCalpin’s Stream benchmark, also often called DAXPY, entails addition of two vectors of length n, one of which is scaled by a constant, to form a third vector: a(i) += b(i) + q\*c(i). It measures the speed with which the processor can maintain a stream of contiguous memory reads and writes, without any reuse. By varying the size of the loop, the different levels of the memory hierarchy are exercised. Prefetching is crucial to obtaining performance.

**Usage**: This test is a standard measure for the ability of a system to support applications with good spatial locality but limited or no data reuse.

Assumptions:

* Short vectors can be run out of cache.
* The computation fully utilizes the FPUs.
* There is no communication between the threads.

**Performance expectation:**

Multi-core: TL = n\*3 LW/βCM

TS = (n/P)/FP

Cluster: TL = (n/P)\*3\*LW/βM

TS = (n/P)/FP

## Dense Matrix multiplication

**Name**: DGEMM

**Description**: This is the most important of the BLAS3 routines. The full DGEMM is defined as

C = σA\*B + ρC

where A, B and C are double precision n x n matrices, σ and ρ are scalars, and input parameters to the routine control whether the matrices are transposed or not. To simplify our analysis, we restrict ourselves to the case without any transposed matrices, and with =1, =0.

While getting good performance for DGEMM (in excess of 40% of peak execution rate) is fairly straightforward on most systems because of its favorable temporal and spatial locality properties in case the matrices are blocked, obtaining a fraction of peak performance that is close to 100% usually requires substantial and non-obvious platform dependent tuning. Unlike most of the other kernels, performance is not governed by bandwidth between the different levels of the memory hierarchy, but by the proper blocking supporting data movements, and by scheduling work for the execution units.

**Usage**: DGEMM is the standard building block of dense linear algebra. It is used in some optimization problems, scientific computing (quantum chemistry, electrodynamics, etc), and a signal processing, etc. DGEMM is also the heart of the well-known Linpack benchmark.

**Performance expectation:**

Multi-core/Cluster: TL = TS = n3/(P\*FP)

## Branching Bonanza

**Name**: BRANCH

**Description:** While synthetic work-load proxies may feature regular and irregular data access, they often are quite regular and predictable in terms of code paths, especially inside loops or loop nests in which most of the work is carried out. Real applications, however, often feature inner loop data-dependent branches. These can defeat speculative execution, vectorization, and prefetching, which might otherwise return sizeable performance improvements. Branch-intensive loops can be divided into several broad categories: a) executed statements differ depending on the branch(es) taken, but the memory references do not change; b) executed statements differ, depending on the branch taken, as well as the memory locations referenced; c) each branch choice causes a call to a different substantial function, causing potentially large numbers of instructions to be loaded into the instruction cache and discarded from it at high frequency; d) each branch choice corresponds to an alternative, with no or merely inlined calls to short functions. These categories are not all mutually exclusive.

In this kernel we focus on four cases. The first three all concern light-weight loops (length L), i.e. loops that have very few instructions associated with them.

1. branches inside vectorizable loops where the introduction of the branch does not necessarily inhibit vectorization.
2. branches inside vectorizable loops where the introduction of the branch does inhibit vectorization.
3. branches inside non-vectorizable loops.
4. branches inside loops in which each branch corresponds to a sizeable and different set of instructions.

**Approach**: For the light-weight loops we select the loop bodies as follows, where i is the loop index, expr1 is a very simple arithmetic expression, expr2 is an expression containing a single value, and expr3 is functionally the identity. All arrays and constants are of the integer data type.

aux = expr1(i);

if (expr2(i)>0)vector[i] -= 2\*vector[expr3(i)];

else vector[i] -= 2\*aux;

Expr1(i) is the same for all three cases, and numerically equals vector[i] upon entry of the loop. Expr2(i) equals either aux (cases 1 and 3), or vector[index[i]] ≡ vector[i] (case 2). Expr3 in the first assignment of the loop body equals i (cases 1 and 2), or index[i] ≡ i (case 3). Vector has approximately the same number of positive and negative elements. Sign changes occur approximately every 3 to four loop iterations. Each version of the loop with a conditional branch has a counterpart that does not contain the branch, but which does the same amount of computation.. Specifically, the loop body gets replaced with:

aux = expr1(i);

vector[i] -= 2\*(vector[expr3(i)]+aux);

The result of these choices is that the three different tasks all do exactly the same amount of computational work, so that the impact of the different types of branches can be compared. Moreover, the branches are "unpredictable," meaning that if the compiler guesses them to be always taken or to be always not taken, it will be wrong about 50% of the time. This ensures that the cost of branch misprediction will be measurable.

For case 4 we use a somewhat different approach. Expr1(i) is now not a simple expression, but is obtained as follows. A square matrix A of user-defined size is filled element by element, such that the resulting matrix is always the identity, but the actual instructions are different for different values of i modulo another prescribed value. Subsequently, the matrix B is computed as the arithmetic average of A and AT. The returned value of expr1 is i if B equals the identity matrix, and zero otherwise. Finally, we compute the vector element in the same way as the non-branching version of cases 1 and 2.The non-branching version of the loop is essentially the same as the branching version, except that the construction of matrix A is now no longer dependent on the value of i.

The result of these choices is that an amount of program text proportional to N\*N, where N is the matrix order chosen, is generated for each different branch in the loop.

**Performance expectation:**

Assumptions:

* integer operations are not pipelined, they complete in the integer units in 1 cycle.
* A comparison counts for one integer operation.
* Indexing into an array (address computation) counts for one integer operation. That does not include the computation of the index itself.
* Each iteration of 1), 2), 3) does 7.5, 5.5, and 7 integer operations, respectively, on average (depends on outcome of test). 2) vectorizes (with masking), but 1) and 3) do not. Masking means that 2) will execute more instructions (7.5) than are actually used, but they are vectorized.
* The data set size for 1), 2) and 3) is constant and small, and the number of instructions involved is negligible, even for large problems (many iterations). Hence, for these problems instructions and data are all cached, so we do not need to take into account the cost of memory access.
* Each iteration of 4) does (20+4+2\*N\*N) integer operations
* Each function of 4) contains K\*N\*N bytes of instructions (K depends, among others, on the level of optimization), which have to be read from memory for large problems. We assume that the reading of these instructions can be overlapped with computations.

**Performance expectations**:

Multi-core:

1. TS = TL = 7.5\*L/IP
2. TS = TL = 7.5\*L/IP
3. TS = TL = 7\*L/IP
4. TS = L\*(24+2\*N2)/IP  
   TL = L\*max((24+2\*N2)/IP, K\*N2\*P/CM)

Cluster:

Items 1, 2, 3 and the value of TS from item 4 are identical to the multi-core expectations. The only difference is for TL for which the expectation is:

TL = L\*max((24+2\*N2)/IP, K\*N2/βM)

## Particle in Cell

**Name**: PIC

# Description:

# In the 2D PIC simulation we have a simulation domain consisting of a 2D regular square mesh with LxL square cells of size unit size. At the mesh points we have a fixed array of charges. No assumptions can be made regarding the distribution of these charges. The simulation domain has periodic boundaries. In the simulation domain are placed n particles, each with a charge and mass m (each particle has its own charge). No assumptions can be made regarding the distribution of particles among the mesh cells. The simulation consists of T discrete time steps, each having unit duration (dt=1). At each time step t, every particle interacts with the four charges of the cell that contains it. For every particle, given its charge q, its position xt and the four charges at the corner points of the cell, we compute the total Coulomb force Ftotal on the particle exerted by the four charges. The magnitude of the force F of a single grid charge Q on a particle is given by F = \*q\*Q/r2, where  is the Coulomb constant and r is the distance between the charges. The direction of the force is along the vector connecting the charges. We calculate the acceleration at based on Ftotal = m\*at. The particle mass m is chosen such that m=1. Given the velocity vt, the position xt and the acceleration at of the particle, we calculate the position xt+1 and the velocity vt+1 at the next time step t + 1 using the formulas:

# xt+1 = xt + vt\*dt + ½\*at\*dt2 (1)

# vt+1 = vt + at\*dt (2)

The value of PIC lies in the fact that a particle traveling through the grid needs information about different grid charges. Hence, in a parallel implementation if each rank is assigned a fixed set of particles, many communications are required to supply them with the right grid data. If, on the other hand, each rank is made responsible for a fixed part of the grid and supplies grid charge data to any particles crossing into that domain, the load may be very unbalanced if the particle distribution is nonuniform and traveling through the grid.

**Initialization**

Only under very specific conditions does the system above allow an analytical, stable, non-trivial solution. We describe one such set of conditions, although it should be emphasized that he implementation of the particle advancement method may not make use of that.

* L must be even
* On the mesh points we have fixed charges ±Q in the following pattern: Columns of mesh points with even index have positive charge +Q, while those with odd index have negative charge −Q.
* Traveling particles are placed at the center of grid cells, and receive charge q = ±(2k+1)/(2√2Q) with k a user specified integer.
* Horizontal initial velocity of any particle is zero. Vertical initial velocity can be any integral value.
* Particle distribution is arbitrary across the grid.

**Verification**

With the initialization as above, particles will maintain their initial vertical velocity and travel exactly (2k+1) mesh cells in the horizontal direction in each time step. Movement in both dimensions is subject to periodicity, and hence it is trivial to compute a particle’s final location within the grid.
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1. Initialization is not timed if it happens before the actual operations of interest to the specific PRK are executed. If an accelerator device with separate memory is used (e.g. OpenMP, OpenCL, CUDA with offload) that cannot hold the entire data set, initialization (and, more importantly, reloading) of data in multiple accesses, interspersed with actual operations, would be an inevitable part of the application and is thus included in the timing. [↑](#footnote-ref-1)