TMA4268 - Project 1

## Libraries used throughout the exercise

library(ggplot2)  
library(palmerpenguins) # Contains the data set 'penguins'.  
library(ggfortify)  
library(tidyverse)

## -- Attaching packages --------------------------------------- tidyverse 1.3.1 --

## v tibble 3.1.6 v dplyr 1.0.7  
## v tidyr 1.2.0 v stringr 1.4.0  
## v readr 2.1.2 v forcats 0.5.1  
## v purrr 0.3.4

## -- Conflicts ------------------------------------------ tidyverse\_conflicts() --  
## x dplyr::filter() masks stats::filter()  
## x dplyr::lag() masks stats::lag()

library(GGally)

## Registered S3 method overwritten by 'GGally':  
## method from   
## +.gg ggplot2

library(MASS)

##   
## Attaching package: 'MASS'

## The following object is masked from 'package:dplyr':  
##   
## select

library(class)  
library(base)  
library(ROSE)

## Loaded ROSE 0.0-4

## Problem 1

### a)

If we have that , where is a random error independent of with 0 mean. And is a unseen test observation we find,

### b)

The irreducible error is a term that can’t be reduced by fitting the data well. The variance is a term describing how much uncertainty our statistical model , how much changes if we change the training data. The bias is the expected difference between the true model and our statistical model .

### c)

1. True
2. False
3. True
4. False

### d)

1. False
2. False
3. True
4. False

### e)

1. 0.76

## Problem 2

### a)

One error made is excluding sex because of a low p-value, the p-value is the probability to observe a result equal or more extreme than the one we did, given that the null hypothesis , so a lower p-value means the result is more statistically significant.

Another error made is deciding whether to reject the null hypothesis that the species coefficient overall is actually zero based on the p-values of the coefficients. Since the null hypothesis in this case is at the same time. We need to do a F-test.

A third error made is claiming that chinstrap penguins are the largest since they have the largest coefficient. Having a large coefficient only means that for a given set of parameters a chinstrap penguin is going to be heavier than another type of penguin. And when we include interaction terms which changes the the slopes, a large coefficient only guarantees it is larger for a range of parameters near zero. And by looking at body mass of the penguins in the data set we find that in fact gentoo penguins have the highest mean body mass.

### b)

data(penguins)  
  
Penguins <- subset(penguins, select = -c(island, year))  
Penguins <- na.omit(Penguins)  
  
ggplot(data = Penguins) +  
 geom\_histogram(binwidth = 40, mapping = aes(x = body\_mass\_g)) +  
 facet\_wrap(~ sex, nrow = 2)
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ggplot(data = Penguins) +  
 geom\_histogram(binwidth = 40, mapping = aes(x = body\_mass\_g)) +  
 facet\_wrap(~ species, nrow = 3)

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeAAAAGACAMAAABC/kH9AAABL1BMVEUAAAAAADoAAGYAOpAAZrYZGT8ZGWIZP2IZP4EZYp8aGhozMzM6AAA6ADo6AGY6kNs/GRk/GT8/GWI/P2I/P4E/gb1NTU1NTW5NTY5NbqtNjshZWVliGRliGT9iGWJiPxliP4FiYhliYj9iYmJin9lmAABmADpmkJBmtv9uTU1uTW5uTY5ubo5ubqtuq+SBPxmBPz+BP2KBYhmBgT+BvZ+BvdmOTU2OTW6OTY6Obk2ObquOyP+QOgCQkGaQtpCQ27aQ2/+fYhmfvYGf2dmrbk2rbm6rbo6rjk2r5OSr5P+2ZgC2/9u2//+9gT+92dnIjk3I///Zn2LZvYHZ2Z/Z2b3Z2dnbkDrb///kq27k///r6+v/tmb/yI7/25D/29v/5Kv//7b//8j//9v//+T///8v55ngAAAACXBIWXMAAA7DAAAOwwHHb6hkAAASQ0lEQVR4nO2djX/Uth3GAw0pubHCGJSWA7qXsEE7QtcttFtoR5rQLYy85wIkYSHE///fMMuWLMuW/CrJkvw8H4ht2Y9/On3vJ9tnn24ugoLW3NAVgMwKgAMXAAcuAA5cABy4ADhwtQc8g3wQAAcuAA5cABy4ADhwAXDgAuDABcCBC4AD18gBH9xfSWcOny7Rov2b6/G/oSqkXSMHvPfH2+mMAHio2pjQuAEffvv3323HeXxv8ulXS2SysM4yOF3wX+MGvH9rey3O3LXbs73JEplsLTLA6YL/GjfgrZjs4uzgwTrposnxOJ5NAdOFoSvYX6MGfPh0Mok74uSou7YUd8qTyZUVCjhdGLqG/TVqwHEPnZClGZwmLAUcQvYSjRrwFjlzjvtofgzeu7rNj8HxwtA17K8xAz78K8nS+Ggbd9X0LDrulPlZdAg99KgBj0IAHLgAOHABcOAC4MDVHfBxe3XxdHS5Hspa/QB4mFAA3NPleigA7ulyPRQAt3VNY1kKNZgJgO2EGsxkF7BjIoCHroPLQgZ3doWawXbq19gFwAoLAPd1AXCf+jV2AbDCAsB9XQDcp36NXQCssDgLOCMWHZfwSTYDYIWlFvDbz4lW2ewXuwA8lMlcBp9++Y5MdlaRwUOajAE+/36TTC5ebgLwkCZjgN/eTTk/Y331r2JVprwGCZ89qj+IZGvwUWW1qgDTBI7Ovt7MZbHpNyAyWIurCWB6BE6VHYdN1w+AtbiaAN5Zzi8A8GAmQ4CzXplk8sUvNi+TEgFwH1cDwOkh+OybXXIdfCc7kTZdPwDW4mrSRctlun4ArMUFwJ0raN8EwB1D9XMBcLf6AbAWV3fApsUBR/gkq7+QwZ1doWZw//pN1diOqwBLF7LCdAaAmQWA1RV0zQTAfAaAmQWA1RV0zQTAfAaAmaUeMH8S6/zZ5/zOYf/6AbAFVwPA2Q3Ci43ViD7cAcBDmMwA5s9wnP+wm9xUAuCBTGYA8yexzp68o/cO9TyTleKrXMu2ELbMF5a3qNxpwy0ClBowfxKL3PBnz2e5kMHZFvnCBhmsDjvKDE6UHId5BgPwICbTgF07BgNwE0stYP4k1sXGslNn0QDcxFKfwemTWCR1HbsOBuAmlmZdtET96wfAFlwAXFHBZgJgVf0A2ILLMmCBaQlQeSEPuMRSDViNsHotAAPwkCYPHrpLieUXWIF8QblWWRjlCxUVUK4NWMjgtIKdXpUtE7rofKm8CgAMwO1flS0TAOdL5VUAYABu/6psmdwDXGjLRoBLimRrpX5hr8f5UjV+YWGcgM8e0yc62g+EBsBaTYYe2fl+M3mqI+owEBoAazUZuh98l6FtPxAaAGs1mTsGpw/qtB8ILQWkKuAIo8KHVyJg2VqpX9hrlC+VrxXWBK5KwORRjqjLQGhisiCDe5pMZfD5s9xAWa3GyQJgrSZjZ9H5cysALsp3wJxvu4HQpsW2VAOqlhSwdGflMMpQ5WqyUKWd1TZhw6bubzIDmA4I3nogtFJb1re6XADcx9Wgi1aobs+ltqxvdbkAuI8LgIuhSjurbcKGTd3fBMDSvSoLy5sDMABLmrBhU/c3AbB0r8rC8uYA3EK81YoFrLAR3iabsi3KYZT+cjWLVRVnvBcymIUq7aw2RxrmUn+To120tJFLBWrVAxaoSUsbbhrJ6i56tLQ6ABdbvdmW5bjKUPJNARiAtbQ6ABdbvdmW5bjKUPJNARiAtbS6W4D59/pbfcO/upFLBWoBcB9XPWA+vl27ke6qG7lUoBYA93HVA+Zj67QbZae6kUsFagFwH1c9YD46lu6R7iCLqh5GKcWqe6Q7ky7XQzmewQA8iMmtY7Ce+nV1uR7KIcB8fDtxpDvIK9VeB5dGuoO8knu/fAZpFQAHLgAOXAAcuAA4cLUHPIN8EAAHLgAOXAAcuAA4cAFw4ALgwAXAgQuAA9coAe9NJpOr27P9m+tkiU64SgU+a4yAtxZigGtXt1UgAdhvwAf3V+K/h0+X9m/+fjJZIjz3b31H5khqL6wf3Jss/PzbrxbW92+QwoMHf5tcWRm4zt01QsB7ce+caP/GbbJAAKdzBw/WZ1uLCfEbS8kbIZ49uHd1e2/B25weI+BFOkO6YgIz+ZewTHKbliWbxMgP7i3NDr9dGaau/TVCwPu3WAYXAcc5TXrjDPBa0mMT6mtLQ9a4j0YIOHcMLgKezVifHS+Q1KVpjQz2SvmzaAEwOTpzwMn/36wc3Fvkh23/NEbA+etgMYOTPjlO7oWfSTpvTSaffrV0cP8POIsOWfTMy1cBcJ0AGHJZABy4ADhwAXDg6g7Yztdbu7pcD+XQ94MB2BkTAPsTCoB7ulwPBcA9Xa6H8gAw5JWQwXZDeZDBdurX1eV6KADu6XI9FAD3dLkeCoB7ulwPBcA9Xa6HAuCeLtdDOQSY/n4wm/0Cg5EOZjKXwafpEJU7+d96t1O/ri7XQ7kFmA4SffFyM1dop35dXa6HcgswHUP4/BnrqzGkv3eqAsxGeT/7ejOXxXbegF1drodyKoNP84NEZ8dhO/Xr6nI9lFOAd5bzCwA8mMkQ4KxXJpl88QsukwYzGQJMf3Llm11yHXwnO5G2U7+uLtdDuQRYITv16+pyPdSggD88fEQmJ5dfA7BTJgD2J9SAgI/mmObRRbtl0pzBUEjCSZbdUMOeRb+/lnTRrh6DK37LV3cot0y6AH98Pu90BgNwG4sEcLNjsJ36yVwA3MYizWAAdtKk7RhccwUMwAOZ9HXRczjJctFk6LNo/qid8PvBduoncwFwG0s94OwO8MXGavQ2+wVwO/WTuQC4jaW2i+YP6Zz/sJvcNQTggUx6M/jDn15EtF+mj9qdPXlHbw4P+9AdATxcdE8l6aJPPnlDJvxRO/JEB3sADxk8gEnzMTh/sZQch3kGA/AgJs2AX6UZzAHjGDywSfNJ1qX0GMwftbvYWMZZ9JAmc9fBdzaT1MV18LAmQ4AVslM/mQuA21ikgJPHdq4DsGMmbYCPyPnzh4fVhE3WT0AYFdewtdP8QsEbHZfXaKzgMCbN94MHfKoSgLW5ugM2KfVnVYxpfn5a2iJba7ieHglddKsKDmMK5yQLgLW55ICbyGT9AFibC4A7VXAYkzbAH59fr3921mT9AFibSwr41XxU/3S0xvopIBVc07yEAokXgJlFArhwmXT2mN7wNzYQGgCbc9UDJneAyU3/yNxAaABsziXtooXr4NO7DK2xgdAA2JxLCjg6KVwHp89xGBsIjaCoLmCFmYQCqbe8ZtSqvEwid/ojgwOhIYPNuZoAPn+WGyjLxDhZAGzO1QDw2eP8uRUAD2cyA5jzNTYQmgBq2kjClmzhmM9EirWlhUYV7PSq9JvMAKYDgpscCA2AzbkadNEKaawfAJtzAXCTCnZ6VfpNAMxnAJhZALhBBTu9Kv0mAOYzAMwsnQFrFEMhLFRL2JItRPkZ+drSwliEDK6qYKdXpd80eBc9LTZdoUDp0ST5DlmhEFIePyquLVVV1oTyrasFwACsxwXAAAzAMl/1q6oVAAOwHlcDwPxr33VfAAfgxnIIMB/+rHYgNABuLIcA86FXagdhAeDGcggwHzzJlYHQoA5SA+bDn7kyEFoIoRzPYAAexDT4MdhA/bq6XA/lEGA+/Jk4EBrklWqvg0sDoUFeadD7wZB5AXDgAuDABcCBC4ADV3vAM8gHAXDgAuDABcCBC4ADFwAHLgAOXAAcuAA4cI0Z8N5kMlksFu7fXB+iLsY0YsB7C+uzw6e3C6UAHArgw6dL8d/9W9uzg3uTmPX+re8mk6VkPi2g5Z5rvIB5qq7dnm0tzvZv3J7tXd0mxWvJHJv4rREDvkXZHdxfmR08WCdk4//xv3iBFNLJoJXsrxEDJkBvTK6sxD3xJJ5wwGTu8NsVOhm6nj01XsDpMZhm6owCRwaHA3i2d2Ul/bOWHXxp+uIYHARg0kGzs+UYMwV8+BRn0aEAHoUAOHABcOAC4MAFwIELgANXd8B2vt7a1eV6KIe+HwzAzpgA2J9QANzT5XooAO7pcj0UAPd0uR7KA8CQV0IG2w3lQQbbqV9Xl+uhALiny/VQANzT5XooAO7pcj0UAPd0uR7KIcD094PZ7BcYjHQwk7kMPk2HqNzJ/9a7nfp1dbkeyi3AdJDoi5ebuUI79evqcj2UW4DpGMLnz1hfjSH9vVMVYDbK+9nXm7kstvMG7OpyPZRTGXyaHyQ6Ow7bqV9Xl+uhnAK8s5xfAODBTIYAZ70yyeSLX3CZNJjJEGD6kyvf7JLr4DvZibSd+nV1uR7KJcAK2alfV5froQC4p8v1UADc0+V6KADu6XI9lAeAIa+EDLYbyoMMtlO/ri5rodQ/N1wfqbUXgO2HAuB+9evqAmBmAeB+LgDuV7+uLgBmFgDu5woAMH/UTvj94PaxALgQyRHA2R3gi43V6G32C+DtYwFwIZIbgPlDOuc/7CZ3DQE4J/8B80ftzp68ozeHx/DQ3ZQpW1Bu1mKPgkXwtthRF6kB80ftyBMd7AG88DM4A5wtSC0tsjC/s3IGN9mRubPo5DjMMxiAhc0a7t15wOM6Bo8GMH/U7mJjeURn0aMBTB+1I6k7quvg8QBWqH0sAAZgbS4AZpaxAxbatR5wvrDsF7yltQCs0QXAzNIZcCBKWlu1YsrWijPTug+ghM1Lm2aF9TvSJ2Rw0TX6DG4fC4ABWJsLgJkFgAEYgAG4YbAOHn2Ap0oWJdc0L8ErAJ4WdVzpVwIu+cs1U76qOjUAfPaY3vD3fCA0AJaL3AEmN/0j3wdCA2C5Tu8ytJ4PhAbAaqXPcXg+EFrShNJS+aZMgjdfKG6W35Hcn18QYpf86pp1ViVgcqc/8n4gtHKOsNKSS56B+TXlzfI7kvvzC05l8Pmz3EBZ/o6TBcAKnT3On1sBcGiAOV/PB0IDYLnogOD+D4QmNDAvybdtdKygViqUS7qpUMgWIuWmpc2lBc0bor6LVqh1KAAGYH0uAGYNAcAADMAA3DBYBw8ASwuaN0RnwN4paSA2w0uoxM2KaxoCrvcr4wuVqC9oLWQwc5VavbhlhaSbCoVswYMMbh3KEuC0GaJyYTXgKWv2hiylku5UGanBpqX65wtlr7vcegBcaPYGHJWS7lQZCYA7udIXCsCs9QC40OwNOCol3akyEgB3cqUvFIBZ69UD5l/79uIL4OkLBWDWerWA+fBnfgyElr5QAGatVwuYD73ixyAs6QsFYNZ6tYD54EnjGggtMFWPspNiHddAaA6aDD2yI8lgAB7EZOibDZ4dg/0I5RBgPvyZOBBaB1k8biNUQbXXwaWB0DrIj6YIM5SV+8F+NEWYoQA48FAjeKJj3ALgwAXAgQuAAxcABy5TgE/TYVvoFbQ40S5yP9NKKDoajY1QFxvJF/56hzIEOPlO4l12J1mc6Nfbz1fthEq/JG0r1OmX7/qHMthFx5Dpp9jiRH+gv/xjNbIRio5jYSMU2auWUAYBx+81eh9KnOiOc/HyP/E720YoOhqNjVBnT/6d/GJG71DGAJ89jutH7ySLE92R3i6TrstGKDoajZVQj5M3Uv9QBjO49M4z9V5PjlRWOguinVVLr0pPA5q8TNpZtXG0SoeaWLZzuI9svarzfyYsnT0G086E3kkWJ/pFMthGKDoajZVXtbOa9k19Q5nKYDpuS3jXwbZeVbxXLR8k4JOswAXAgQuAAxcABy4ADlwAHLhCBfz+1y/KhSeXX9uvycAC4MAFwIErXMA/zs198iaKPj6fm5uPCz48nLv04+XXr8j80Tzf7Kdrc3PX38d/HsVL8WTuOp0+4lMmso+fPvPrTRIs4GufvPn4fD5i/z88vB7/v/yaJPHH54/ym0VH5J1wdPn1h4dxeTxNsv/9tUdsyjZm+xjmFXVUuIAfJf100iufpGAZxPc8CdPN6Lb/exMlU7b+fSFZ2T6svpC+ChYwgRPTPCHddAztKJnGhXH3zHvo9FDN/5zEXfKlF9GrtFfPplTZPnzS6AC//+y/vIcWAX94GMNNz87io22SqWyaCIAdEoN2cukF76LTA/Cfc4gEwMmbITFEyZtDmEa0i/btTDxYwKWTrHl6gnSU73ZFwCSBr11Kj9vs+J273sJJlkNKLpPmo9JlknBaXDwGx8fcS/+KM5YeirMpU7YPjxQqYLV6HkSTftwjjQ/w0fWuTtKFk+7eK40NcPLJRvoRVaH/rbCwjY/mxOsmHzQ2wKMTAAcuAA5cABy4ADhwAXDgAuDA9X8QrdeJN7GMswAAAABJRU5ErkJggg==)

### c)

Penguins <- subset(penguins, select = -c(island, year))  
  
penguin.model <- lm(body\_mass\_g ~ flipper\_length\_mm + sex + bill\_depth\_mm \* species,  
 data = Penguins)  
summary(penguin.model)

##   
## Call:  
## lm(formula = body\_mass\_g ~ flipper\_length\_mm + sex + bill\_depth\_mm \*   
## species, data = Penguins)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -751.2 -183.8 -9.8 191.1 906.9   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) -1336.58 646.92 -2.066 0.039615 \*   
## flipper\_length\_mm 17.38 2.91 5.971 6.17e-09 \*\*\*  
## sexmale 432.90 44.63 9.699 < 2e-16 \*\*\*  
## bill\_depth\_mm 82.98 22.32 3.717 0.000237 \*\*\*  
## speciesChinstrap 1460.15 680.39 2.146 0.032610 \*   
## speciesGentoo 644.88 542.57 1.189 0.235481   
## bill\_depth\_mm:speciesChinstrap -83.53 37.01 -2.257 0.024666 \*   
## bill\_depth\_mm:speciesGentoo 36.17 34.48 1.049 0.294955   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 286.8 on 325 degrees of freedom  
## (11 observations deleted due to missingness)  
## Multiple R-squared: 0.8758, Adjusted R-squared: 0.8732   
## F-statistic: 327.5 on 7 and 325 DF, p-value: < 2.2e-16

anova(penguin.model)

## Analysis of Variance Table  
##   
## Response: body\_mass\_g  
## Df Sum Sq Mean Sq F value Pr(>F)   
## flipper\_length\_mm 1 164047703 164047703 1994.7424 < 2.2e-16 \*\*\*  
## sex 1 9416589 9416589 114.5013 < 2.2e-16 \*\*\*  
## bill\_depth\_mm 1 3667377 3667377 44.5936 1.051e-10 \*\*\*  
## species 2 10670525 5335262 64.8743 < 2.2e-16 \*\*\*  
## bill\_depth\_mm:species 2 729458 364729 4.4349 0.01258 \*   
## Residuals 325 26728014 82240   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

autoplot(penguin.model, smooth.colour = NA)

## Warning: Removed 333 row(s) containing missing values (geom\_path).  
## Removed 333 row(s) containing missing values (geom\_path).  
## Removed 333 row(s) containing missing values (geom\_path).
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## Problem 3.

Now, the main idea is to classify the species of the penguins for a given body mass and flipper length. The dataset contains 3 type of penguin species, yet, classifying 3 penguin species is not straightforward. So, for simplicity, we define our goal to classify a penguin belonging to the species - Adelie, or not Adelie. This will give us two-class classification problem instead of three.

Since, we will use only three parameters from the dataset, it is wise to create a small dataset, and work with it. First, the variables should be converted to numeric (because knn function cannot handle the int class, and generates errors) and removes any missing observsations.

penguins$adelie <- ifelse(penguins$species == "Adelie", 1, 0)  
  
# Select only relevant variables and remove all rows with missing values in body  
# mass, flipper length, sex or species.  
Penguins\_reduced <- penguins %>% dplyr::select(body\_mass\_g, flipper\_length\_mm,  
 adelie) %>% mutate(body\_mass\_g = as.numeric(body\_mass\_g),  
 flipper\_length\_mm = as.numeric(flipper\_length\_mm)) %>% drop\_na()

Now, we need two datasets: the one to train the model, then to test the model. It is common to divide 70% of dataset as a training dataset, and the rest will be a test dataset.

set.seed(4268)  
  
# 70% of the sample size for training set  
training\_set\_size <- floor(0.7 \* nrow(Penguins\_reduced))  
train\_ind <- sample(seq\_len(nrow(Penguins\_reduced)), size = training\_set\_size)  
train <- Penguins\_reduced[train\_ind, ]  
test <- Penguins\_reduced[-train\_ind, ]

### a)

#### i) Logistic regression

log\_reg = glm(adelie ~ body\_mass\_g + flipper\_length\_mm, data = train, family =   
 "binomial")  
  
summary(log\_reg)$coef

## Estimate Std. Error z value Pr(>|z|)  
## (Intercept) 37.7618776 5.1761640773 7.295340 2.979055e-13  
## body\_mass\_g 0.0007120 0.0004619996 1.541127 1.232859e-01  
## flipper\_length\_mm -0.2055804 0.0324291723 -6.339367 2.307116e-10

Here, we train the model using train dataset, and the result is available above.

prob\_test\_lr <- predict(log\_reg, newdata = test, type = "response")  
  
pred\_test\_lr <- ifelse(prob\_test\_lr > 0.5, 1, 0)

predict() gives the probabilities of the species = Adelie (class = 1). Then, we apply a cutoff value of 0.5 to those probabilities, to get predicted classes.

adelie\_lr\_df = bind\_rows(mutate(test, pred\_test\_lr))  
adelie\_lr\_df$pred\_test\_lr = as.factor(adelie\_lr\_df$pred\_test\_lr)  
  
gg\_p = ggplot(test, aes(x = body\_mass\_g, y=flipper\_length\_mm, color=adelie)) +   
 geom\_point(aes(x = body\_mass\_g, y=flipper\_length\_mm, colour=pred\_test\_lr),   
 data=adelie\_lr\_df, size=2) + xlab("Flipper Length of a penguin (mm)") +   
 labs(color = "Adelie") +  
 ylab("Body Mass of a penguin (g)") +   
 ggtitle("The classification of species using logistic regression") + theme\_bw() + theme(plot.title = element\_text(hjust = 0.5))   
gg\_p
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Then, we use test dataset for testing the model. The plot illustrates the testing result.

#### ii) Quadratic Discriminant Analysis

We do the same for classification using Quadratic Discriminant Analysis

qda\_reg = qda(adelie ~ body\_mass\_g + flipper\_length\_mm, data = train)  
  
prob\_test\_qda <- predict(qda\_reg, newdata = test, type = "response")$posterior  
pred\_test\_qda <- predict(qda\_reg, newdata = test, type = "response")$class

Because QDA identifies the probabilities of having species = Adelie (class = 1), and having species = not Adelie (class = 0), predict() function will give both probabilities and already cut-off value (0.5) applied predictions. So, posteriors will give the probabilities, class will give 0.5 cut-off value applied corresponding classes.

adelie\_qda\_df = bind\_rows(mutate(test, pred\_test\_qda))  
adelie\_qda\_df$pred\_test\_qda = as.factor(adelie\_qda\_df$pred\_test\_qda)  
  
qda\_plot = ggplot(test, aes(x=body\_mass\_g, y=flipper\_length\_mm, color=adelie)) +  
 geom\_point(aes(x = body\_mass\_g, y=flipper\_length\_mm, colour=pred\_test\_qda),   
 data=adelie\_qda\_df, size=2) + xlab("Flipper Length of a penguin (mm)") +   
 ylab("Body Mass of a penguin (g)") +  
 labs(shape = "Adelie", color = "Adelie") +  
 ggtitle("The classification of species using Quadratic Discriminat Analysis") + theme\_bw() + theme(plot.title = element\_text(hjust = 0.5))  
  
qda\_plot
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Again, this plot illustrates the testing result.

#### iii) K-nearest Neighbors

knnMod = knn(train = train, test = test, cl = train$adelie, k = 25, prob = T)  
  
knn\_r <- data.frame(data.matrix(knnMod), attributes(knnMod)$prob)

After having the model, we put the result in matrix form for better usage.

probKNN = ifelse(knnMod == 0, 1 - attributes(knnMod)$prob, attributes(knnMod)$prob)  
predKNN = ifelse(probKNN > 0.5, 1, 0)

This is the way to get the probabilities of species = Adelie (class = 1). Then, again we apply 0.5 cut-off value to get the predictions.

adelie\_knn\_df = bind\_rows(mutate(test, probKNN, predKNN))  
adelie\_knn\_df$predKNN = as.factor(adelie\_knn\_df$predKNN)  
  
gg\_knn = ggplot(test, aes(x=body\_mass\_g, y=flipper\_length\_mm,  
 colour=adelie))+geom\_point(aes(x=body\_mass\_g, y=flipper\_length\_mm,  
 colour=predKNN), data=adelie\_knn\_df, size=2) +   
 xlab("Flipper Length of a penguin (mm)") + ylab("Body Mass of a penguin (g)") +  
 labs(shape = "Adelie", color = "Adelie") + ggtitle("The classification of species using \n K-nearest Neighbors") +  
 theme\_bw() + theme(plot.title = element\_text(hjust = 0.5))   
  
gg\_knn
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#### iv) Sensitivity specificity

For Logistic regression

predictions\_log\_reg = data.frame(prob\_test\_lr, pred\_test\_lr, test[, "adelie"])  
colnames(predictions\_log\_reg) = c("Estim. prob. of Y=1", "Predicted class",  
 "True class")  
head(predictions\_log\_reg)

## Estim. prob. of Y=1 Predicted class True class  
## 1 0.9616473 1 1  
## 2 0.9028693 1 1  
## 3 0.6321050 1 1  
## 4 0.7859021 1 1  
## 5 0.9324308 1 1  
## 6 0.7688126 1 1

conf\_mat\_log\_r = table(predicted = predictions\_log\_reg["Predicted class"][,1], true =   
 predictions\_log\_reg["True class"][,1] )  
  
print("The confusion matrix is:")

## [1] "The confusion matrix is:"

conf\_mat\_log\_r

## true  
## predicted 0 1  
## 0 52 1  
## 1 8 42

test\_error\_rate\_lr = (conf\_mat\_log\_r[1, 2] + conf\_mat\_log\_r[2, 1])/sum(conf\_mat\_log\_r)  
print(paste( "The test error for Logistic regression -", signif(test\_error\_rate\_lr, digits = 4)))

## [1] "The test error for Logistic regression - 0.08738"

sensitivity\_lr = conf\_mat\_log\_r[2, 2]/(conf\_mat\_log\_r[1, 2]+conf\_mat\_log\_r[2, 2])  
specificity\_lr = conf\_mat\_log\_r[1, 1]/(conf\_mat\_log\_r[2, 1]+conf\_mat\_log\_r[1, 1])  
  
print(paste( "The sensitivity - ", signif(sensitivity\_lr, digits=4)))

## [1] "The sensitivity - 0.9767"

print(paste( "The specificity - ", signif(specificity\_lr, digits=4)))

## [1] "The specificity - 0.8667"

For Quadratic Discriminant Analysis

predictions\_qda = data.frame(pred\_test\_qda, test[, "adelie"])  
colnames(predictions\_qda) = c("Predicted class","True class")  
head(predictions\_qda)

## Predicted class True class  
## 1 1 1  
## 2 1 1  
## 3 1 1  
## 4 1 1  
## 5 1 1  
## 6 1 1

conf\_mat\_qda = table(predicted = predictions\_qda["Predicted class"][,1], true =   
 predictions\_qda["True class"][,1] )  
print("The confusion matrix is:")

## [1] "The confusion matrix is:"

conf\_mat\_qda

## true  
## predicted 0 1  
## 0 46 1  
## 1 14 42

test\_error\_rate\_qda = (conf\_mat\_qda[1, 2] + conf\_mat\_qda[2, 1])/sum(conf\_mat\_qda)  
print(paste( "The test error for Quadratic Discriminant Analysis -", signif(test\_error\_rate\_qda, digits = 4)))

## [1] "The test error for Quadratic Discriminant Analysis - 0.1456"

sensitivity\_qda = conf\_mat\_qda[2, 2]/(conf\_mat\_qda[1, 2]+conf\_mat\_qda[2, 2])  
specificity\_qda = conf\_mat\_qda[1, 1]/(conf\_mat\_qda[2, 1]+conf\_mat\_qda[1, 1])  
  
print(paste( "The sensitivity - ", signif(sensitivity\_qda, digits=4)))

## [1] "The sensitivity - 0.9767"

print(paste( "The specificity - ", signif(specificity\_qda, digits=4)))

## [1] "The specificity - 0.7667"

For K-nearest Neighbors

predictions\_knn = data.frame(knn\_r[, 2], knn\_r[, 1], test[, "adelie"])  
colnames(predictions\_knn) = c("Estim. prob. of Y=1","Predicted class","True class")  
head(predictions\_knn)

## Estim. prob. of Y=1 Predicted class True class  
## 1 0.6000000 1 1  
## 2 0.6666667 1 1  
## 3 0.6800000 1 1  
## 4 0.6400000 1 1  
## 5 0.6800000 1 1  
## 6 0.6400000 1 1

conf\_mat\_knn = table(predicted = predictions\_knn["Predicted class"][,1], true =   
 predictions\_knn["True class"][,1] )  
print("The confusion matrix is:")

## [1] "The confusion matrix is:"

conf\_mat\_knn

## true  
## predicted 0 1  
## 0 35 2  
## 1 25 41

test\_error\_rate\_knn = (conf\_mat\_knn[1, 2] + conf\_mat\_knn[2, 1])/sum(conf\_mat\_knn)  
print(paste( "The test error for K-nearest Neighbors -", signif(test\_error\_rate\_knn, digits = 4)))

## [1] "The test error for K-nearest Neighbors - 0.2621"

sensitivity\_knn = conf\_mat\_knn[2, 2]/(conf\_mat\_knn[1, 2]+conf\_mat\_knn[2, 2])  
specificity\_knn = conf\_mat\_knn[1, 1]/(conf\_mat\_knn[2, 1]+conf\_mat\_knn[1, 1])  
  
print(paste( "The sensitivity - ", signif(sensitivity\_knn, digits=4)))

## [1] "The sensitivity - 0.9535"

print(paste( "The specificity - ", signif(specificity\_knn, digits=4)))

## [1] "The specificity - 0.5833"

### b) ROC AUC

#### i)

lr\_roc = roc.curve(test$adelie, prob\_test\_lr, col = "blue", lwd=3,   
 xlab = "1 - specificity", ylab = "sensitivity")  
  
qda\_roc = roc.curve(test$adelie, prob\_test\_qda[,2], col = "red", lwd=3, add = T)  
  
probKNN = ifelse(knnMod == 0, 1 - attributes(knnMod)$prob, attributes(knnMod)$prob)  
  
knn\_roc = roc.curve(test$adelie, probKNN, col = "green", lwd=3, add = T)  
  
legend("bottomright", legend = c("Logistic Regression", "Quadradic Discriminant \nAnalysis", "K-nearest Neighbors"), cex=0.8, lwd = 3,   
 col = c("blue", "red", "green"))
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Areas Under Curves:

print(paste( "AUC of Logistic Regression ", signif(lr\_roc$auc, digits = 4)))

## [1] "AUC of Logistic Regression 0.9391"

print(paste( "AUC of Quadradic Discriminant Analysis ", signif(qda\_roc$auc, digits = 4)))

## [1] "AUC of Quadradic Discriminant Analysis 0.938"

print(paste( "AUC of K-nearest Neighbors ", signif(knn\_roc$auc, digits = 4)))

## [1] "AUC of K-nearest Neighbors 0.8417"

#### ii)

ROC curve - Receiver operating characteristics curve displays the relation between False Positive rate and True Positive rate for all possible threshold values (0 to 1). Since True Positive rate is , it is expressed as sensitivity, and False Positive rate as 1 - Specificity. If the model is ideal model, the sensitivity = 1, and specificity = 1, so, the curve will be on the top left. While a straight line will represent a model with random guesses on the outcome.

In order to check the overall performance of the model, AUC (Area Under Curve) values are compared, meaning that if AUC value is high, that means the curve is closer to the ideal situation.

The comparison of the models we have: Logistic regression, Quadratic Discriminant Analysis, K-nearest Neighbors

When we look at the ROC Curves, we clearly see that the model that performs worse than others is K-nearest Neighbors. This is proved by AUC area. (AUC area of KNN = 0.8417).

The performances of Logistic regression and Quadratic Discriminant Analysis are almost the same. Yet, there is a slight difference in AUC areas. Based on AUC areas, Logistic regression performs a bit better than Quadratic Discriminant Analysis (AUC area of LogReg = 0.9391, AUC area of QDA = 0.938). However, the overall conclusion is Logistic Regression and Quadratic Discriminant Analysis are similarly good models for interpreting the data.

#### iii)

If the task is to create an interpretable model, the model that has to be chosen is Logistic Regression. The reason is Logistic Regression outputs a table that contains all the necessary information to analyze the relation between two variable. The features like Intercept, p-value, t-value have key roles in interpretation.

### c)

We find from coefficient table of Logistic regression

summary(log\_reg)$coef

## Estimate Std. Error z value Pr(>|z|)  
## (Intercept) 37.7618776 5.1761640773 7.295340 2.979055e-13  
## body\_mass\_g 0.0007120 0.0004619996 1.541127 1.232859e-01  
## flipper\_length\_mm -0.2055804 0.0324291723 -6.339367 2.307116e-10

So,

print(paste( "The odds will be multiplied by ", signif(exp(coef(log\_reg)[2]\*1000), digits = 4)))

## [1] "The odds will be multiplied by 2.038"

The answer is III.

### d)

prob\_whole\_lr <- predict(log\_reg, newdata = Penguins\_reduced, type = "response")  
  
pred\_whole\_lr <- ifelse(prob\_whole\_lr > 0.5, 1, 0)  
  
pred\_whole\_lr\_sh = pred\_whole\_lr  
   
whole\_lr\_df = bind\_rows(mutate(Penguins\_reduced, pred\_whole\_lr, pred\_whole\_lr\_sh))  
whole\_lr\_df$pred\_whole\_lr = as.factor(whole\_lr\_df$pred\_whole\_lr)  
whole\_lr\_df$pred\_whole\_lr\_sh = as.factor(whole\_lr\_df$pred\_whole\_lr\_sh)  
Penguins\_reduced$adelie = as.factor(Penguins\_reduced$adelie)   
  
  
data = ggplot(Penguins\_reduced, aes(x=body\_mass\_g, y=flipper\_length\_mm, color=adelie)) +   
 geom\_point(size=1) + theme\_bw()  
  
  
data\_plot = data +  
 geom\_point(aes(x = body\_mass\_g, y=flipper\_length\_mm, colour = pred\_whole\_lr,  
 shape = pred\_whole\_lr\_sh), data=whole\_lr\_df,  
 size=2.5, alpha = 1/2) + scale\_shape\_manual(values=c(1, 0))+  
 labs(shape = "Predicted classes", color = "True classes") +   
 xlab("Flipper Length of a penguin (mm)") +   
 ylab("Body Mass of a penguin (g)") +   
 ggtitle("The classification of species (Logistic Regression used)") +   
 theme\_bw() + theme(plot.title = element\_text(hjust = 0.5))   
  
data\_plot
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### Problem 4

### a)

Answers for the questions are as follows: (i) True; (ii) False; (iii) True; (iv) False;

### b)

Heart disease (chd) probability for a non-smoking male with systolic blood pressure (sbp) 150 is 0.10096. The R code for the problem solution is provided below:

#Accessing the data  
  
id<-"1chRpybM5cJn4Eow3-\_xwDKPKyddL9M2N"  
d.chd<-read.csv(sprintf("https://docs.google.com/uc?id=%s&export=download",id))  
  
#Creating a predicting model  
  
glm\_fit = glm(chd~sex+sbp+smoking, data = d.chd, family = binomial)  
  
#Predicting the disease probability  
  
temp\_d <- data.frame(sex=1, sbp=150, smoking=0)  
predict(glm\_fit,temp\_d,type = 'response')

## 1   
## 0.10096

### c)

The R code generating solution for the first problem can be found below. As one can see most of the prediction values are between 0.05 and 0.15.

#Create function of interest   
func\_interest <- function(used\_data){  
 glm\_fit = glm(chd~sex+sbp+smoking, data = used\_data, family = binomial)  
 predict(glm\_fit,data.frame(sex=1, sbp=150, smoking=0),type = 'response')  
}  
  
#Implement bootstrap for 1000 iterations and save the results in A  
B = 1000  
A = replicate(B,0)  
for (i in 1:B){  
 A[i]=func\_interest(d.chd[sample(1:nrow(d.chd), 500, replace = T),])  
}  
  
hist(A, main = 'Estimated probability for "chd"', xlab = 'Estimated probability values for "chd"')
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One can find the R code generated for solving the problem here.

#Calculating standard error  
std\_error\_func <- function(x) sd(x) / sqrt(length(x))  
Std\_error <- std\_error\_func(A)  
print(Std\_error)

## [1] 0.001387751

The 95 % quantile interval for the bootstrap samples lies between 0.03915905 and 0.20153356. One can see how they distributed in the histogram below.

#Deriving quantiles and sorting bootstrap results within them  
q = quantile(A,probs = c(0.025, 0.975))  
  
After\_q <-A[A<q[2]]  
After\_q <-After\_q[After\_q>q[1]]  
  
hist(After\_q, main = 'Quantile of estimated probability of "chd"', xlab = 'Quatiled estimated probability values of "chd"')
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The expected probability value is 0.1036039. In my opinion the range of plausib- le values are from 0.06 to 0.12. The R code for solving this problem is here

#Calculating values probabilities and expected probability value  
  
EP = 0  
for(i in 1:length(After\_q)){  
 EP = EP+After\_q[i]\*((1/950))  
}  
print(EP)

## [1] 0.1025979

### d)

The answers for the questions in problem d) are as follows. (i) True, (ii) False, (iii) True, (iv) False.