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# Abstract

In this project, we train a feedforward neural network using telemetry data from a racing simulator (TORCS) to predict driving actions — namely throttle, brake, steering, and gear commands. The model takes raw telemetry features such as speed, angle, and track position as input, and learns to predict optimal control outputs using supervised learning.

# 1 Introduction

Our goal was to simulate intelligent driving behavior by predicting driver actions based on sensory input from the game. The dataset was collected from various racing tracks and cars, capturing player behavior. A regression-based neural network is trained on these logs to imitate human-like driving.

# 2 Data Preprocessing

We use multiple CSV files collected from game telemetry. These logs contain real-time values of several parameters like vehicle speed, damage, fuel, track position, and more.

|  |
| --- |
| CSV\_FILES = [  ’telemetry\_log\_unknown.csv’,  ’telemetry\_etrack-corolla.csv’, ... ] df\_list = [pd.read\_csv(f) **for** f **in** CSV\_FILES] df = pd.concat(df\_list, ignore\_index=True) |

Listing 1: Combining CSV Files

We separate input features and output labels:

* **Input Features:** 75 columns including speed, angle, damage, etc.
* **Labels:** 4 output commands — acceleration, braking, steering, gear.

# 3 Data Scaling

Before training, we standardize our input features using Z-score normalization:

*x*scaled ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAK4AAABcCAYAAAD3Vo78AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAALiMAAC4jAXilP3YAAAXgSURBVHhe7d0/yxxVFMfxNb6AKFoLmkoQtAhRVESFKFoLxtoi6AtQiNgZCxs7g2BvCsFONEEF0WBMSoNNYpHCygi+Aj3fvfc8OTuZP3f2z8zuzO8Dh3t3n90EznP27p0795lZiMjhOWNxzeK/HDct3rN4yCLi8WcW/1j4ay9aPG8h3b61IGfnl4/KkPOzFvyOJCMpFCwJjcVHokgwP/PifdKiWtBeyLxWiW1HfvzDTr5LeX4JDRCGoqMQmwoujg5e4NXXxqTyb0mzmCs+/CXIu7+HeMxi9ihERtYmJNcTRtKrowQjcEyqCrcd+fFcvc4TBXid8htQsF1fV/GrjaBQo2rhlo4ic8RIGXPlU60ufNv5exg8Zo2kcXDVNV+KI27Tp50RgYRqftsuDgJ805Xitf6+2eeYBJQkj9UCT1qfo2C5V5zfluayaH57LLdz8ILFF6nb6mRu8UtuZT2v5BaluXw6t7hl8Wfqrrovt5Lw6SZZ7mGLO6m7c0xhnk3dQV2x+Dl1t2rdXDIyn0vdxQWLd1NX2qw7J9sGX4YbOpj378I25reNqz8acVcxJ3sndRcfW3yQuoMYa8T93eKb1N2qdXLJ/Pbv1F06YVE7VZBVcc1RZ2s2o/XbgVTXHGV9O1+/ndOqQpdTucV3uZX1xFxetyg9wI2rED/ltpYK9y6Wy9wPuW3DwUftGqOs5PJSbrswKselyN9y68j10ckIFe5d8dPOAUsbkvxl6kqNmMvbue3StX77hsXRB2JOhcsntmmEZP8BR7Duam6bvG3BdEJHvPeq5vJGbrs8l1swvah62aJ1+jBFvs+WqDv1GPcnEG0YbUv2PMxVzDVRkifPqb+nunGJn/M87WxUd3PV7Q5j6SUu37Sh8NnPIPXiXg/iaF7aonrypVrs/BtDnxAaHUmISal+mnlM4uKZnqZPtidwVp/8nuLISXRtI2XZi2KPI3W1cBlUSj4Ak+JriiS0WrQkg+e9EP2TX/dVxUhL0WoloVn1282jrujII/mmcMkv4UUfT/XSn91o6zgjQ1JIAEXpo2y1EL1ASR4/53Uklvd6gqVZHDXJLXn3KVg193WjKIXP8+Sb3wM55zHPr5jbXgUS+UTqtp6jp5hPWxy3YDmHNUWtIHTjK//N1F3Zn0DhPWNBPtG2I43BgaUxfk/k/rLFUDv0ZKb8q54o3Z8gMqrq/Han0yqdOZNtYSrg+uxPWIsKV7blpdyidH+CyOg0v5WDU53f7pymCrINcX47yF5mFa5sQ5zfluxl3pgKV7bhgdxikBH3/tyKbIIDM66b8KHF9zwhIiIiIiL9+LZGNkQ8nrqj+MtC2walN9/5P1bw/4sU8xGXv/EZ44JrblcXXhMREZGNTP1vzj61eCp1ZULemnrh/mjxYurKhDw69cJltI0bQGQafs2tiIgMhiuG1J0YGCr4/0WK+RyXy+Jw/dGxsGv+k9QVEREREREREREREREREREREREREREREREREZGRTP26ClPHXd5PWTyyfNTPvxafp67IMM5YXLOo+4vpPsFVOkV2jhF2W9cypvAPlqYKh4PbjnIttAeXj9L9xL62uLF8lLxmcS51l3jNR6m7QleAl0FQtH6TZ9q2mzzH1xKM0iKDo/Bi0VKYXbjAixcufZHBxYOw0tvpx7uZ6/4aMrizFl6AF3miB38fITIYbuG1yVxVhSuj2GS0pchVuDKKdea2jhML/t6DXq9tciy3sl8YMU+m7tLV3JaK96y7ldtJUeHuJ/YfuOsWd1K3WLzWMSctJkeFu5/ipplLuS3FQd2rqbv0VW4nRYW7/27nttTp3OKCRd/RWmRt8cxX3x1cNy38vZM93asRdz+xV3YdbHc8kbqL9y20kUYGFddhWc8tEU9YTHIJTA6D77stvZWWv56ipYhFRhE3yrTtCKNI/T51KlrZC8xZvSDrDrQ4cONnvOY8T4jsi1ic7FlgxYEi9dUDRtvJrh400Z/uHA6KkzXa48tHi8UViz8sZrhOu1j8D5/mDmG90J+oAAAAAElFTkSuQmCC)

scaler = StandardScaler().fit(X\_train) X\_train = scaler.transform(X\_train)

X\_val = scaler.transform(X\_val)

Listing 2: Standardizing Features

This step ensures all features contribute equally to model learning.

# 4 PyTorch Dataset and Dataloader

We convert NumPy arrays into PyTorch Datasets to efficiently load batches.

|  |
| --- |
| **class** TelemetryDataset(Dataset):  **def** \_\_init\_\_(self, X, y):  self.X = torch.from\_numpy(X) self.y = torch.from\_numpy(y)  **def** \_\_len\_\_(self):  **return len**(self.X)  **def** \_\_getitem\_\_(self, idx):  **return** self.X[idx], self.y[idx] |

Listing 3: Custom Dataset Class

# 5 Model Architecture

We use a fully-connected feedforward neural network:

* Input Layer: 75 features
* Hidden Layer 1: 256 neurons (ReLU)
* Hidden Layer 2: 128 neurons (ReLU)
* Output Layer: 4 units (accel, brake, steer, gear)

|  |
| --- |
| **class** Net(nn.Module):  **def** \_\_init\_\_(self, in\_dim, out\_dim):  **super**().\_\_init\_\_() self.net = nn.Sequential( nn.Linear(in\_dim, 256), nn.ReLU(), nn.Linear(256, 128), nn.ReLU(), nn.Linear(128, out\_dim)  ) |
| **def** forward(self, x):  **return** self.net(x) |

Listing 4: Neural Network Architecture

# 6 Loss Function and Optimizer

We use Mean Squared Error (MSE) for regression and the Adam optimizer for weight updates.

criterion = nn.MSELoss()

optimizer = optim.Adam(model.parameters(), lr=1e-3)

# 7 Training Loop

We train the model for 20 epochs, measuring training and validation loss in each round.

**for** epoch **in range**(1, EPOCHS+1): model.train() **for** xb, yb **in** train\_loader: xb, yb = xb.to(DEVICE), yb.to(DEVICE) optimizer.zero\_grad() preds = model(xb) loss = criterion(preds, yb) loss.backward() optimizer.step()

Listing 5: Training Loop

We evaluate the model on validation data and save the best model (lowest val loss):

**if** val\_loss < best\_val\_loss: torch.save(model.state\_dict(), MODEL\_OUT) best\_val\_loss = val\_loss

**8 Why 20 Epochs?**

An epoch represents one full pass over the training data. Training for 20 epochs was empirically chosen to balance learning without overfitting. More epochs might reduce training loss but can harm generalization.

# 9 Learning Rate (LR)

We use a learning rate of 1×10−3 (or 0.001). This controls the size of the step we take while updating weights. Too large may diverge, too small may be slow.

# 10 Train/Test Split Justification

We use 90% of the data for training and 10% for validation. This allows sufficient data for learning while retaining some for unbiased model evaluation. Using too much test data would reduce training efficiency.

# 11 Conclusion

We successfully trained a deep regression model to predict driving commands using PyTorch. This project helped us understand the full pipeline of real-world machine learning — from data preprocessing and scaling to model building, training, and evaluation.