An event-driven architecture uses events to trigger and communicate between decoupled services and is common in modern applications built with microservices. An event is a change in state, or an update, like an item being placed in a shopping cart on an e-commerce website. Events can either carry the state (the item purchased, its price, and a delivery address) or events can be identifiers (a notification that an order was shipped).

معماري رويداد محور از رويداد ها براي راه اندازي و ايجاد ارتباط بين سرويس هاي جدا استفاده ميكند و در اپلیکیشن های مدرن ساخته شده با میکرو سرویس ها بسیار رایج هستند . یک رویداد یک تغییر یا بروز رسانی وضعیت است ، مانند یک کالا که درسبد خرید یک وب سایت تجارت الکترونیک قرار دارد . رویدادها می‌توانند دارای وضعیت باشند (کالای خریداری‌شده، قیمت آن و آدرس تحویل) یا رویدادها می‌توانند شناسه (اعلان ارسال سفارش) باشند.

Event-driven architectures have three key components: event producers, event routers, and event consumers. A producer publishes an event to the router, which filters and pushes the events to consumers. Producer services and consumer services are decoupled, which allows them to be scaled, updated, and deployed independently

معماری رویداد محور سه بخش کلیدی دارد : رویداد تولیدکنندگان ، رویداد روترها ، و رویداد مصرف کنندگان . یک تولید کننده رویدادی را به سمت روتر نشر می دهد که آن رویداد را فیلتر کرده و به سمت مصرف کننده می فرستد . سرویس های تولید کننده و سرویس های مصرف کننده از هم جدا هستند که به آن ها اجازه می‌دهد به صورت مستقل مقیاس گذاری ، بروز رسانی و به کار گرفته شوند .

Benefits of an event-driven architecture

مزایای معماری رویداد محور

### Scale and fail independently

### 1-به طور مستقل مقایسه و شکست بخورند

### By decoupling your services, they are only aware of the event router, not each other. This means that your services are interoperable, but if one service has a failure, the rest will keep running. The event router acts as an elastic buffer that will accommodate surges in workloads.

### به دلیل جدا بودن سرویس های شما، آنها فقط از رویداد های روتر آگاه هستند .نه از رویداد های هم این بدان معناست که سرویس‌های شما قابلیت همکاری دارند، اما اگر یکی از سرویس‌ها با مشکل مواجه شود، بقیه به کار خود ادامه می‌دهند. رویداد روتر به عنوان یک بافر قابل ارتجاع عمل میکند که با افزایش بارکاری جلوگیری می‌کند.

### Develop with agility

### 2-توسعه چابک

### You no longer need to write custom code to poll, filter, and route events; the event router will automatically filter and push events to consumers. The router also removes the need for heavy coordination between producer and consumer services, speeding up your development process.

### دیگر نیازی به نوشتن کد سفارشی برای نظر سنجی ، فیلتر و مسیر یابی رویداد ها ندارید . رویداد روتر به طور اتوماتیک فیلتر و ارسال میکند رویداد ها رو به مصرف کنندگان . روتر همچنین نیاز به هماهنگی شدید بین خدمات تولید کننده و مصرف کننده را از بین می برد و روند توسعه شما را سرعت می بخشد.

### 3- Audit with ease

### 3-تسهیل در حسابرسی

### An event router acts as a centralized location to audit your application and define policies. These policies can restrict who can publish and subscribe to a router and control which users and resources have permission to access your data. You can also encrypt your events both in transit and at rest.

### روتر رویداد به عنوان یک مکان متمرکز برای بررسی برنامه شما و تعریف خط مشی ها عمل می کند.این خط مشی ها می توانند انحصار ایجاد کنند که چه کسی . همچنین می توانید رویدادهای خود را هم در حالت حمل و نقل و هم در حالت استراحت رمزگذاری کنید.

### 4-cut costs

### 4-کاهش هزینه ها

### Event-driven architectures are push-based, so everything happens on-demand as the event presents itself in the router. This way, you’re not paying for continuous polling to check for an event. This means less network bandwidth consumption, less CPU utilization, less idle fleet capacity, and less SSL/TLS handshakes.

### معماری رویداد محور مبتنی بر فشار است ، بنابراین همه چیز بر اساس تقاضا اتفاق می‌افتد زیرا رویداد‌ها خود را در روتر ها نمایش می‌دهد . این به معنای کاهش مصرف پهنای باند شبکه ، استفاده کمتر CPU ، ظرفیت ناوگانی کمتر .

### نحوه کارکرد معماری رویداد محور

### نحوه کار این معماری را با ذکر یک مثال توضیح می دهیم
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### زمان استفاده از این معماری

### Cross-account, cross-region data replication

### تکثیر داده های متقابل، بین منطقه ای

### You can use an event-driven architecture to coordinate systems between teams operating in and deploying across different regions and accounts. By using an event router to transfer data between systems, you can develop, scale, and deploy services independently from other teams.

### شما می توانید از معماری رویداد محور برای هماهنگ کردن سیستم ها بین تیم های عملیاتی و حساب هایی که در ناحیه های متفاوتی قرار گرفته اند استفاد کنید . با اسفتاده از روتر رویداد برای جابجایی داده ها بین سیتم ها ، شما می توانید توسعه دهید ، مقیاس بدهید و سرویس ها را مستقر کنید مستقل از سایر تیم ها .

### Resource state monitoring and alerting

### نظارت و هشدار وضعیت منابع

### Rather than continuously checking on your resources, you can use an event-driven architecture to monitor and receive alerts on any anomalies, changes, and updates. These resources can include storage buckets, database tables, serverless functions, compute nodes, and more.

### به جای چک کردن پیوسته منابع خود ، شما میتوانید از یک معماری رویداد محور برای نظارت و دریافت هشدار در رابطه با هر ناهنجاری ، تغییرات و بروز رسانی ها ، استفاده کنید . منابع می توانند شامل سطل های ذخیره سازی ، جدول پایگاه داده ها ، رویداد ها از دست دادن سرورها ، گره های محاسباتی و غیره باشند .

### Fan-out and parallel processing

### میزان خروجی و پردازش موازی

### If you have a lot of systems that need to operate in response to an event, you can use an event-driven architecture to fan out the event without having to write custom code to push to each consumer. The router will push the event to the systems, each of which can process the event in parallel with a different purpose.

### اگر شما تعداد زیادی سیستم دارید که در پاسخ به یک رویداد نیاز به یک اقدام دارند ، شما میتوانید از معماری رویداد محور برای نمایش رویداد بدون نیاز به نوشتن یک کد اختصاصی برای ارسال به هر مصرف کننده استفاده کنید . روتر رویداد را به سمت سیستم هایی هدایت خواهد کرد که هر یک می توانند رویداد را به طور موازی با اهداف خاص پردازش کنند .

### Integration of heterogeneous systems

### ادغام سیستم‌های ناهمگن

### If you have systems running on different stacks, you can use an event-driven architecture to share information between them without coupling. The event router establishes indirection and interoperability among the systems, so they can exchange messages and data while remaining agnostic.

### اگر شما سیستم هایی دارید که بر روی پشته‌های متفاوتی اجرا میشوند ، شما می‌توایند از معماری رویداد محور برای به اشتراک گذاری اطلاعات بین تیم‌ها بدون گروه شدن استفاده کنید . روتر رویداد غیرمستقیم و قابلیت همکاری بین سیستم ها را ایجاد می کند، بنابراین آن‌ها مي‌توانند پیام‌ها و داده‌ها را مبادله کنند و در عین حال ناشناس باقی بمانند .

### چرا باید از معماری رویداد محور استفاده کنیم ؟

### معماری رویداد محور برای بهبود چابکی و جابجایی سریع بسیار ایده آل است . آن‌ها اغلب در اپلیکیشن‌های مدرنی که از میکروسرویس‌ها استفاده می‌کنند یافته می‌شوند یا هر اپلیکیشنی که اجزاء جدا از هم دارد . زمانی که یک معماری رویداد محور را اتخاذ می‌کنید ، ممکن است لازم باشد در نحوه مشاهده طرح برنامه خود تجدید نظر کنید. برای اینکه خود را برای موفقیت آماده کنید، موارد زیر را در نظر بگیرید:

### دوام منبع رویداد شما منبع رویداد شما باید قابل اعتماد باشد و در صورت نیاز به پردازش تک تک رویدادها، تحویل را تضمین کند.

### الزامات کنترل عملکرد شما برنامه شما باید بتواند ماهیت ناهمزمان روترهای رویداد را مدیریت کند.

### ردیابی جریان رویداد شما غیر جهت معرفی شده توسط یک معماری رویداد محور، امکان ردیابی پویا را از طریق خدمات نظارتی فراهم می کند، اما نه ردیابی ایستا از طریق تجزیه و تحلیل کد.

### داده ها در منبع رویداد شما. اگر نیاز به بازسازی حالت دارید، منبع رویداد شما باید کپی شده و سفارش داده شود.

### رفرنس این بخش https://aws.amazon.com/event-driven-architecture/

**Overview**

### بررسی اجمالی

Event-driven architecture is a [software architecture](https://www.redhat.com/en/topics/cloud-native-apps/what-is-an-application-architecture) and model for application design. With an event-driven system, the capture, communication, processing, and persistence of events are the core structure of the solution. This differs from a traditional request-driven model.

معماری رویداد محور یک معماری نرم افزاری و مدل برای طراحی نرم افزار است . با یک سیستم رویداد محور، ضبط، ارتباط، پردازش و تداوم رویدادها ساختار اصلی راه حل هستند.این متفاوت از مدل سنتی درخواست محور است .

Many modern application designs are event-driven, such as [customer engagement frameworks](https://www.redhat.com/en/solutions/customer-experience) that must utilize customer data in real time. Event-driven apps can be created in any programming language because event-driven is a programming approach, not a language. Event-driven architecture enables minimal coupling, which makes it a good option for modern, distributed application architectures.

بسیای از طراحی های اپلیکیشن مدرن رویداد محور است ، مانند چارچوب های تعامل با مشتری که باید از داده های مشتری در زمان واقعی استفاده کنند . اپلیکیشن های رویداد محور می توانند با تمام زبان های برنامه نویسی به وجود بیایند زیرا معماری رویداد محور یک رویکرد است نه یک زبان . معماری رویداد محور حداقل کوپلینگ را ممکن می کند، که آن را به گزینه خوبی برای معماری های کاربردی مدرن و توزیع شده تبدیل می کند.

An event-driven architecture is loosely coupled because event producers don’t know which event consumers are listening for an event, and the event doesn’t know what the consequences are of its occurrence.

یک معماری رویداد محور به طور ضعیفی پیوند خورده است، زیرا تولیدکنندگان رویداد نمی‌دانند مصرف‌کنندگان رویداد به کدام رویداد گوش می‌دهند، و رویداد نمی‌داند عواقب وقوع آن چیست.

یک رویداد چیست ؟

An event is any significant occurrence or change in state for system hardware or software. An event is not the same as an event notification, which is a message or notification sent by the system to notify another part of the system that an event has taken place.

یک رویداد هر رخداد قابل توجه یا تغییر در وضعیت برای سیستم سخت افزاری یا نرم افزاری است . یک رویداد همان اعلام رویداد نیست، که پیام یا اطلاع بوسیله سیستم برای اطلاع دادن به بخش دیگری از سیستم که یک رویداد صورت گرفته است ، ارسال شود .

The source of an event can be from internal or external inputs. Events can generate from a user, like a mouse click or keystroke, an external source, such as a sensor output, or come from the system, like loading a program.

منبع یک رویداد میتواند ناشی از ورودی های خروجی یا داخلی باشد .رویداد میتواند توسط یک کاربر به وجود آورد ، برای مثال یک کلیک موس یا کیبورد ، یک منبع خارجی مانند سنسور خارجی ، یا از سیستم مانند لود شدن یک برنامه .

چگونه یک معماری رویداد محور کار می‌کند؟

Event-driven architecture is made up of event producers and event consumers. An event producer detects or senses an event and represents the event as a message. It does not know the consumer of the event, or the outcome of an event.

معماری رویداد محور از تولید کنندگان رویداد و مصرف کنندگان رویداد تشکیل شده است . یک تولید کننده رویداد یک رویداد را تشخیص و حس می‌کند و رویداد را تحت یک پیام نشان می‌دهند .

After an event has been detected, it is transmitted from the event producer to the event consumers through event channels, where an event processing platform processes the event asynchronously. Event consumers need to be informed when an event has occurred. They might process the event or may only be impacted by it.

بعد از اینکه یک رویداد تشخیص داده می‌شود،توسط کانال‌های رویداد از تولید کننده رویداد به مصرف کننده رویداد منتقل می‌شود ، جایی که یک پلتفرم پردازش رویداد ، رویداد ها را به صورت ناهمزان پردازش می‌شود . مصرف کنندگان رویداد نیازدارند که هنگام رخداد یک رویداد ، اطلاع رسانی شوند.

آنها ممکن است که رویداد را پردازش کنند یا فقط از آن تاثیر بپذیرند .

The event processing platform will execute the correct response to an event and send the activity downstream to the right consumers. This downstream activity is where the outcome of an event is seen.

پلتفرم پردازش رویداد پاسخ صحیح را به یک رویداد اجرا می‌کنند و فعالیت پایین دست را به سمت مصرف کننده مناسب ارسال کند . این فعالیت پایین دست خروجی رویدادی است که دیده شده است .

[Apache Kafka](https://www.redhat.com/en/topics/integration/what-is-apache-kafka) is a distributed data streaming platform that is a popular event processing choice. It can handle publishing, subscribing to, storing, and processing event streams in real time. Apache Kafka supports a range of use cases where high throughput and scalability are vital, and by minimizing the need for point-to-point integrations for data sharing in certain applications, it can reduce latency to milliseconds.

There are other middleware event managers available that can serve as an event processing platform.

مدل های معماری رویداد محور

An event driven architecture may be based on either a pub/sub model or an event stream model.

معماری رویداد محور ممکن است براس یک مدل pub/sub باشد یا بر اساس مدل جریان رویداد باشد .

Pub/sub model

مدل pub/sub

This is a messaging infrastructure based on subscriptions to an event stream. With this model, after an event occurs, or is published, it is sent to subscribers that need to be informed.

این یک زیرساخت پیام رسانی مبتنی بر اشتراک در جریان رویداد است . با این مدل، بغد از رخداد یک رویداد ، یا منتشر شدن آن ، مشترکین نیاز به پیام رسانی دارد .

Event streaming model

مدل جریان رویداد

With an event streaming model, events are written to a log. Event consumers don’t subscribe to an event stream. Instead, they can read from any part of the stream and can join the stream at any time.

با یک مدل جریان رویداد ، رویداد‌ها در یک گزارش نوشته می‌شوند. مصرف کنندگان رویداد در یک جریان رویداد مشترک نمی‌شوند . در عوض، ، آنها می توانند از هر بخشی از جریان بخوانند و در هر زمان می توانند به جریان بپیوندند.

چند نوع مختلف جریان رویداد وجود دارد:

* **Event stream processing** uses a data streaming platform, like Apache Kafka, to ingest events and process or transform the event stream. Event stream processing can be used to detect meaningful patterns in event streams.
* **پردازش جریان رویداد** از یک پلتفرم جریان داده استفاده می‌کنند ، مانند اپاچی کافکا ، برای جذب رویداد ها و پردازش یا جابجایی یک جریان رویداد استفاده می‌کند . پردازش جریان رویداد ميتوانند استفاده شوند براي تشخيص الگوهاي معنادار در رويداد جريان استفاده شوند .
* **Simple event processing** is when an event immediately triggers an action in the event consumer.
* **پردازش رویداد ساده** زمانی است که یک رویداد بلافاصله اقدامی را در مصرف کننده رویداد راه اندازی میکند .
* **Complex event processing** requires an event consumer to process a series of events in order to detect patterns.
* **پردازش رویداد پیچیده** یک مصرف کننده رویداد نیاز دارد تا یک سری از رویداد ها را به ترتیب برای تشخیص الگو پردازش کند .

**رفرنس این بخش (**[**https://www.redhat.com/en/topics/integration/what-is-event-driven-architecture**](https://www.redhat.com/en/topics/integration/what-is-event-driven-architecture) **)**

**تعریف معماری رویداد محور**

Event-driven architecture (EDA) is a software design pattern in which decoupled applications can asynchronously publish and subscribe to events via an event broker (modern messaging-oriented-middleware).

معماری رویداد محور (EDA) یک الگوی طراحی نرم‌افزاری است که در آن برنامه‌های کاربردی جداشده می‌توانند به‌طور ناهمزمان رویدادها را از طریق یک واسطه رویداد (میان‌افزار مبتنی بر پیام‌رسانی مدرن) منتشر کرده و مشترک شوند.

Event-driven architecture is a way of building enterprise IT systems that lets information flow between applications, microservices and connected devices in a real-time manner as events occur throughout your business, instead of periodically polling for updates.

معماری رویداد محور یک راهی برای ساخت سیستم های آیتی پیشرفته است که به جای نظر سنجی دوره ای برای بروز رسانی اجازه میدهد اطلاعات در بین اپلیکیشن ها ، میکروسرویسها و دستگاه های متصل به صورت همزمان جریان داشته باشند ، زیرا رویداد ها در سراسر کسب و کار شما رخ میدهند .

تعریف معماری رویداد محور

**Event-driven architecture** (**EDA**) is a [software architecture](https://en.wikipedia.org/wiki/Software_architecture) paradigm promoting the production, detection, consumption of, and reaction to [events](https://en.wikipedia.org/wiki/Event_(computing)).

معماری رویداد محور (EDA) یک پارادایم معماری نرم افزاری است که تولید، تشخیص، مصرف و واکنش به رویدادها را ترویج می کند.

وب سایت ویکی پدیا

تعریف ساده از معماری رویداد محور

**Event-driven Architecture** (**EDA**) is a software architecture paradigm promoting the production and consumption of **events**.

معماری رویداد محور(EDA ) یک پارادیام معماری نرم‌افزار که تولید و مصرف رویداد را ترویج می‌کند .

**An event represents an action of significant interest.** Often, events correspond to a creation or a change of state of some entity. For example, raising an order in an e-commerce application is an event. Dispatching a product as a result of an earlier order is also an event. A customer submitting a review for a received product is — you guessed it — an event.

یک رویداد نشان دهنده‌ی یک عمل با علاقه قابل توجه است . اغلب، رویدادها مربوط به ايجاد يا تغيير وضعيت بعضي از موجوديت هاست . براي مثال، ايجاد يك سفارش در يك وب سايت تجاري يك رويداد است . ارسال يك سفارش در نتيجه سفارش قبلي نيز يك رويداد است . مشتري كه درحال ارسال نظر درمورد سفارش رسيده است نيز يك رويداد است .

رويدادي كه هرگز اتفاق نيافتاد

The peculiar thing about events is that they are not explicitly communicated to specific parties that might care about them. Events “just happen”. Crucially, they happen irrespective of whether certain parties are interested in them. This might sound like the oft-quoted philosophical thought experiment: *“if a tree falls in a forest and no one is around to hear it, does it make a sound?”*. But that is precisely what makes events so powerful — the fact that an **event translates to a self-contained record** of something occurring means that events and, by extension, their emitters, are **fundamentally decoupled** from their handlers. In fact, **producers** of event records often have no knowledge of who the **consumers** might be, nor whether consumers exist at all.

نکته عجیب در مورد رویدادها این است که آنها به طور صریح به طرف های خاصی که ممکن است به آنها اهمیت دهند اطلاع داده نمی شوند. مهم اين است ، صرف نظر از اينكه بخش هاي از آنها مورد علاقه هستند اتفاق خواهند افتاد . این ممکن است شبیه آزمایش فکری فلسفی که اغلب نقل شده است به نظر برسد. *“if a tree falls in a forest and no one is around to hear it, does it make a sound?”.* اما دقيقا همينطوره چه چيزي رويداد را بسيار قدرتمند مي‌سازد – این واقعیت که یک رویداد به یک رکورد مستقل از یک اتفاق ترجمه می شود به این معنی است که رویدادها و در نتیجه انتشار دهنده های آنها اساساً از کنترل کننده های آنها جدا شده اند. در حقيقت ، توليد كننده‌هاي رويداد بدون اين دانش كه مصرف كننده كيست يا آيا اصلا وجود دارد ركورد ايجاد ميكنند .

**A record typically contains the information necessary to describe an event.** In our earlier example of an order, the corresponding event might be described by a simple JSON document that might look something like this:

يك ركورد شامل اطلاعات ضرروري براي توصيف يك رويداد است . در مثال قبلي ما از يك سفارش،رويداد متناظر بايك سند جيسون ساده كه ممكن است مانند زير باشد توصيف شده :

Admittedly, the example above is probably an oversimplified take on an order, but it will suffice. The application raising the order (say, the *shopping cart service*) has no idea *who* will process the order, *when, how* or even *why*. **A producer ensures that everything that a prospective consumer needs to process the event is captured.** That said, the order record does not strictly need to include every single attribute required for its fulfilment. For example, the dimensions of the product, its stocking location and the shipping address of the customer are not directly specified but can be resolved by following the IDs captured in the order record. The concept of *foreign keys* that you may be familiar with from relational databases also applies to events.

مسلماً، مثال بالا احتمالاً برداشتی بیش از حد ساده از یک سفارش است، اما کافی است.اپلیکیشن سفارشی را اجرا می کند که ایده وجود ندارد که چه کسی سفارش را پردازش می‌کند ،کی یا چطور یا چرا. تولییدکننده اطمینان حاصل میکنه که تمام چیزهای که یک مصرف کننده بالقوه برای پردازش آن نیاز دارد ضبط شده است . بیان میدارد که ، یک سفارش سابقه دار نگاری شده موکدا نیاز ندارد شامل تمام ویژگی های مورد نیاز برای انجام آن باشد . برای مثال، ابعاد محصول ، موقعیت کالا در انبار و آدرس محل دریافت مشتری به طور مستقیم مشخص نشده‌اند ، اما با دنبال کردن شماره های ثبت شده در سابقه سفارش قابل حل است . محتوای کلید های خارجی که ممکن است از پایگاه داده رابطه ای با آن آشنا باشید در اینجا نیز صدق کند .

کانال گذاری رویداد ها

اگر تولید کننده و مصرف کننده رویداد از هم آگاه نیستند پس چگونه با هم ارتباط برقرار می‌کنند ؟

The clue is in the term “record”. Events are usually persisted in a well-known location, called a log. (Sometimes, the term ledger may be used.) Logs are low-level, append-only data structures that allow an event to be saved by producers in a location where other parties (called consumers) can later access it. All manipulations of the log are facilitated by brokers — persistent middleware that resides between producers and consumers. Once an event has been published, anyone and everyone can consume that event.

پاسخ در کلمه رکورد است . ". رویدادها معمولاً در یک مکان شناخته شده به نام log ادامه دارند . لاگ ها ساختار داده‌هایی سطح پایین و فقط ضمیمه هستند که اجازه می‌دهند كه يك رويداد توسط توليدد كننده در در موقعيتي ذخيره شوند كه بعدا توسط ساير بخش ها به آن دسترسي وجود داشته باشد . تمامي تغييرات در گزارشات توسط بروكر ها تسهيل مي‌يابد – ميان افزار هاي هميشگي كه بين مشتريان و تولييد كنندكان سكونت دارند . اگر يك رويداد منتشر شوند تمامي مصرف كنندگان ميتوانند آن را مصرف كنند .

When dealing with event-driven systems, we often use the term **stream** to describe an interface to one or more logs. While a log is a physical concept (implemented using files), a stream is a logical construct that represents events as an unbounded sequence of records, subject to certain ordering constraints. Different event streaming platforms might use proprietary names to refer to streams. [Apache Kafka](https://medium.com/swlh/apache-kafka-in-a-nutshell-5782b01d9ffb) — by far the most popular event streaming platform in existence — describes streams in terms of **topics** and **partitions**.

وقتي با يك سيستم رويداد محور معامله مي‌كنيم ، ما اغلب از يك جريان اصلاحي استفاده مي‌كنيم تا يك واسط به يك يا بيش از چند گزارش را توصيف كنيم . زماني كه يك گزارش يك محتواي فيزيكي است ، يك جريان يك ساختار منطقي دارد كه رويداد ها را تحت عنوان دنباله نامحدودي از ركورد ها كه مشروط به محدوديت‌هاي سفارشي خاص است نمايش مي‌دهد . پلتفرم‌های پخش رویدادهای مختلف ممکن است از نام‌های اختصاصی برای اشاره به جریان‌ها استفاده کنند. . آپاچی کافکا - تا حد زیادی محبوب‌ترین پلتفرم استریم رویداد موجود - استریم‌ها را از نظر موضوعات و پارتیشن‌ها توصیف می‌کند.

The relationship between producers, consumers and streams is depicted in the following reference model.

رابطه بین تولیدکنندگان، مصرف کنندگان و جریان ها در مدل مرجع زیر نشان داده شده است.

اندا