# React, Components and Mobx

## General part

A common way to make a system easier to maintain, is to break it up into smaller, sometimes reusable, parts.

* Explain how java programs can be divided up into smaller parts

vi kan oprette nogle ekstra metoder til at gøre dit liv lettere. For eksempel metode, der vil oprette en liste over filer, der indeholder adskilte dele baseret på navn (og placering) af en af disse filer.

Med den metode kan vi overbelaste mergeFiles metode til kun at bruge en af filerne File oneOfFiles i stedet for hele listen Liste <File> (vi vil generere en liste os selv baseret på en af filerne)

* Explain how React app’s are composed by Components

Your **components** tell **React** what you want to render – then **React** will efficiently update ..... Many**components** in your **apps** will be able to be **written** as functional ...

Here, ShoppingList is a **React component class**, or **React component type**. A component takes in parameters, called props, and returns a hierarchy of views to display via the rendermethod.

The render method returns a description of what you want to render, and then React takes that description and renders it to the screen. In particular, render returns a **React element**, which is a lightweight description of what to render. Most React developers use a special syntax called JSX which makes it easier to write these structures. The <div /> syntax is transformed at build time to React.createElement('div').

https://facebook.github.io/react/tutorial/tutorial.html

* Explain how the JavaScript array methods, like filter, map and (reduce) can be used to generate dynamic HTML structures (tables, ul's etc.)

Med observer action

* Explain about the Observer pattern, and where you have used it, both with Java, JavaScript and Mobx.

Når vi har dynamic structures

* Explain the differences in designing a Component as an ES6 class versus a pure JavaScript function.

## Practical part

Clone this project <https://github.com/Lars-m/startCodeExamPrepMobx2.git>  *(type* ***npm install*** *to fetch dependencies and* ***npm start*** *to run)* and open the project in your favourite IDE. It contains *a create-react-app* generated project, ejected, and modified to provide start code (and ES7-decorator support) for this exercise.

The file *dataModel.js* contains a hardcoded data-model which you must use to create a table as sketched below (please note that values in the Average columns are derived (calculated) values, and not found in the data model :![](data:image/png;base64,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)

* The data model contains an array: *headers*, which hold all courses a student can take (the top row)
* It also contains a list of all students and their grades.

You can assume that when the model was built, it was done so that each student will have a number of grades matching the number of courses found in the headers array, and in that order. If a student has not yet taken a course, it is added as an empty grade-item ({}).

Spend a few minutes with the data-model, and make sure you understand how it maps to the table visualized above.

1. Add the necessary code to create the header row (first column is empty, last is the hardcoded value "Average")
2. Add the necessary code to render the rows with name and grades (leave out the average column in this part)
3. Add the necessary code to render the rows with name, grades and the **average** grade for the student
4. It is assumed that the table will be used in more than one view. Refactor the table-code into a separate React component (StudentTable), and include this component in your App.js
5. Up until now, everything above has not been very reactive, since the table-view does not re-render if we change the list of students (add, remove etc. students).

Use mobx[[1]](#footnote-1) to implement the necessary changes to the dataModel and other files, to make your app reactive (your view updates, if you change the model).

Hint: An easy way to test this is via the Chrome console, since the dataModel adds the data structure to the window-object (see code): Test like this:

info.students.push({studentId:34, name:"spiderman", grades:[{grade:"12" },{},{grade: "10" }]})

How this would be graded:

|  |  |
| --- | --- |
| **2-4** | **To fall into this range you must:**  Give a minimal to fair performance related to the topics stated in the "General Part"  And  Have completed, ex 1+2 in the practical part with only a few weaknesses |
| **4-7** | **To fall into this range you must:**  Give a fair to good performance related to the topics stated in the "General Part"  And  Have completed, ex 1+2 in the practical part with none or only minor weaknesses  Have completed ex-3 with only minor weaknesses or alternatively 3+4 with some major/minor weaknesses. |
|  |
| **7-10** | **To fall into this range you must:**  Give a very good performance related to the topics stated in the "General Part"  And  Have completed, ex-1 +2 in the practical part with none or only a few minor weaknesses  Have completed , ex 3 +4 in the practical part with only minor weaknesses |
|  |
| **10-12** | **To fall into this range you must:**  Give an excellent performance related to the topics stated in the "General Part"  And  Have completed, ex-1 +2 in the practical part with no or only a few minor weaknesses  Have completed , all steps in ex-3 +4 in the practical part with only a few minor weaknesses  Have completed ex5 with only a few minor weaknesses |

1. In this exercise dependencies are added to package.json. For the real exam-exercise you are expected to do this by yourself [↑](#footnote-ref-1)