**Definition of game**

# "Tetriminos" are game pieces shaped like tetrominoes, geometric shapes composed of four square blocks each. A random sequence of Tetriminos falls down the playing field (a rectangular vertical shaft, called the "well" or "matrix"). The objective of the game is to manipulate these Tetriminos, by moving each one sideways (if the player feels the need) and rotating it by 90 degree units, with the aim of creating a horizontal line of ten blocks without gaps. When such a line is created, it disappears, and any block above the deleted line will fall. When a certain number of lines are cleared, the game enters a new level. As the game progresses, each level causes the Tetriminos to fall faster, and the game ends when the stack of Tetriminos reaches the top of the playing field and no new Tetriminos are able to enter. Some games also end after a finite number of levels or lines Below shows a table of all possible pieces under these rules.

# [Possible pieces and rotations](https://codemyroad.files.wordpress.com/2013/04/srs-pieces.png)

# Possible pieces and rotations

# The best possible move

Our goal is to clear as many lines as possible, and therefore, to make as many moves as possible.

To meet this goal, our AI will decide the best move for a given Tetris piece by trying out all the possible moves (rotation and position). It computes a score for each possible move and selects the one with the best score as its next move.

The score for each move is computed by assessing the grid the move would result in. This assessment is based on four heuristics: **aggregate height**, **complete lines**,**holes**, and **bumpiness**, each of which the AI will try to either minimize or maximize.

## Aggregate Height

This heuristic tells us how “high” a grid is. To compute the aggregate height, we take the sum of the height of each column (the distance from the highest tile in each column to the bottom of the grid).
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Aggregate Height = 48

We’ll want to **minimize** this value, because a lower aggregate height means that we can drop more pieces into the grid before hitting the top of the grid.

## Complete lines

This is probably the most intuitive heuristic among the four. It is simply the the number of complete lines in a grid.
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Complete lines = 2

We’ll want to **maximize** the number of complete lines, because clearing lines is the goal of the AI, and clearing lines will give us more space for more pieces.

## Holes

A hole is defined as an empty space such that there is at least one tile in the same column above it.
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Number of holes = 2

A hole is harder to clear, because we’ll have to clear all the lines above it before we can reach the hole and fill it up. So we’ll have to **minimize** these holes.

## Bumpiness

 Consider a case where we get a deep “well” in our grid that makes it undesirable:
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An unideal grid

The presence of these wells indicate that lines that can be cleared easily are not cleared. If a well were to be covered, all the rows which the well spans will be hard to clear. To generalize the idea of a “well”, we define a heuristic which I shall name “bumpiness”.

The bumpiness of a grid tells us the variation of its column heights. It is computed by summing up the absolute differences between all two side-by-side columns.
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Bumpiness = 6

In the above example,

![bumpiness = 6 = |3 - 5| + |5 - 5| + ... + |4 - 4| + |4 - 5|](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAZMAAAARBAMAAADqPVw1AAAAMFBMVEX///8AAAC6uroyMjJ2dnbu7u6qqqoiIiJmZmZUVFSIiIjMzMxERETc3NyYmJgQEBDqzwQmAAAD5klEQVRIDaVWTYgcVRD+djLdTs9s92zAKCJC7yXgSVHIedBhEUToQc0hhNjmsP4vexJkCbSHeIgaGkFkhIQRLyEGmSWEHFZxvIgExF5vIriNblCjhlw8Bq1673V3vZ5ZZ0OK7df1fVX1qr5+3cMCd2vh1AYRIEnyHSuHUMMi6oAqpkxWSF8n1lpOVe9BNG/GMpLixO5pQTQO3j9GKogUywc3BGbkCTztcvXEoidWBVcvirhp2XhccMb1RtNcxXzXWKoAaOp38Z4g3K2MSbZYrSle+1I5ZmFkpOiEKuhql6pdqwchXaET2H+xqkLRsi8449rvQy0e9DCWVIpr+EQQbkaAhiFL1JriDXUvFkZGSlJw5t7Sd6o+tiRDhHSFTiDfmdXyMVmzD78b2kk8tXUqGRFM3pWU65YUQjUpwUB10It5eo5VI+J7uYO1XStEU/unBONy3JayerMnEhjNO5XOFTkWo5qULUuKbum++XK0NnIeDZ5evXj0lSx4YvUZ9wYYASdWYxwzVznLZt7QgxomhfNrWEbpLc+DpCZlDb+LBEbzpATWE2ZUk5JbUnTLVtr+bGvdTa98Gi3EzdFPL+GLratgBD91RnjfT9WFIVsOLI/xEA1WQDX1NTEpHdKhmhRgO5IZ29E8KbElhZEtxYWUYlreM26ea/a8PDuPHSzG2Rk8kvVB6CoO/HIY+DbUVzkKTXVfCcjhI1rOgD9YHN3JHmTSGw7fGp4nxAkLY5mwMObBygTylQ2HH6mHhdQPWUrAO56jORlxRZHg4QclpUigELccYHHUzboZ/qFz70bYwCVy6e+CFv7jvxH4Ko2msqU4H2I7L8N4IXOUFGISxabObQxIijGF9DM2CUUEKH7Bgv5T98YlrZCuKH7Bdvtvr5TxouVlDLId7PiddXyD133nFo64k4zQxvNfAZEbtXK+qjfqQFx7wTq3sRlW+x5HZ0mdRCVlgs0q7jCaIwW8hzBCthTIHWFaHscZXMYlt53gEM4edemz8f6O24l/K+9Gfvxs1Mr4qvZtJEFaIX5/enhSEG14I1sKRvhYJDCSUvwcP4MWsuJU7lCKaRnQvyGtkw9f90J/gldzb+UG3M/hhXhn3Fg5Cffwn+oSo+z2BWApz/VPS+biWSbZErWmaF/IlacXRlJKsI7fQAtZJeWvB0KdrVZCtVMJvv5AxKuWgqSP5g7NOqKiVpM9BWclGCk6oSgCmtrdu0InmOqqjr2poh07vg80tUV931kJM4cpm82rmFldL+p8H5cb7tOpb6HKJCn9Ys+ZwxTB6QdMEVkh/f8tKoP7c5JZaZKUfpFrPooC1u7zKmZWJ/8Be/oqayXGzYMAAAAASUVORK5CYII=)

To ensure that the top of the grid is as monotone as possible, the AI will try to **minimize** this value.

# Putting the heuristic together

We now compute the score of a grid by taking a linear combination of our four heuristics. It is given by:

![A \times (Aggregate Height) + B \times (Complete Lines) + C \times (Holes) + D \times (Bumpiness)](data:image/png;base64,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)

where ![A,B,C,D](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEkAAAAOBAMAAACRACw7AAAAMFBMVEX///8AAACIiIiqqqrc3Nx2dnYyMjKYmJhUVFRmZmYQEBC6urru7u5ERETMzMwiIiL0gU2ZAAABKElEQVQoFU2QsUoDQRBAX5KLR8h6CSIoKBJiZ2NEECSFFxAkXVKIIqRRrGwULQVbCxstrINpLc7W6hqrNMEvsLIWO7FxZjaXOLAzjzezzLIgsaoJ2ov1XuIxfKgPDcUdehfM+VZUJZo3jE6g66kKv0bFUz+VH+GWDF9j+PS9EdwYXd1aYbZD2Fd0A0lvSszU4EUhqD1qgVzCVqxQ+pLklMh9wIZCiTUtcmdz+84g17FiTtKRQtMPQw92UjWthmYLcfzIce/1+9TMsSywvq5xflJc+Vm6xZSWWIkVWRorVM4hr4ATV0kEmvrsQHy5j/uGPYjk9jXqCuLk72gvEHTPwmVYf7JvvkhFHlzC2O3HMjWO3QwI4gynLjONDChMaOrGyiWT3jCjf+4PyAo1ayaTDkEAAAAASUVORK5CYII=) are constant, predefined parameters.

We want to minimize **aggregate height**, **holes** and **bumpiness**, so we can expect ![A, C, D](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADUAAAAOBAMAAAB9dUktAAAAMFBMVEX///8AAACIiIiqqqrc3Nx2dnYyMjKYmJhUVFRmZmYQEBC6urru7u5ERETMzMwiIiL0gU2ZAAAA9UlEQVQYGT2PsUtCURjFj3hfIl4sCrFB5PHaREhnFwNB3HQQRBCkcHJJCKSptdWhVkUaG56zy4U2W8K/wMmhfyCkpe87r+eB75wf597LvRcQXamJHoPymtC6DHohyZwzsK/AOyNmJX5J3oiReQOyw6j5Ap5ID8+MTQWwbeKJD6yUjP/KYq7uiIkdUFVKo8QiR6fpmb5SLdpiLljTBuIHGbsNZk6bosyHAnALZN4lPYebnRY/Mr4CrGw7DQVqQCI098C3Q8qhKVVyAXsn2crDdMapgrz3ZSq/mDjgehl067L2r0YMph7TMeVEpGQMx7R6M/UZA/AHRvYmv4Gl29MAAAAASUVORK5CYII=) to be negative. Similarly, we want to maximize the number of **complete lines**, so we can expect ![B](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA0AAAALBAMAAABWnBpSAAAAMFBMVEX///8AAADc3NxmZmZUVFSIiIh2dnZERES6urrMzMzu7u6YmJgQEBCqqqoyMjIiIiILeV9uAAAAUklEQVQIHWNgYDJ0DatgAIKJQKQApMMZGBY2AOkyBoY9QIpBgoH3EZDikL1rsgBIsxUw8P4C0nwBDAyyQJpxAgOHEJDuYWBYDxRi/RMa5sHAAABgCw4yX8KLmAAAAABJRU5ErkJggg==) to be positive.

I did some genetic tuning to produce the following optimal set of parameters:

![A = -0.66569](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGQAAAANBAMAAACtN9b1AAAAMFBMVEX///8AAACIiIiqqqrc3Nx2dnYyMjKYmJhUVFRmZmYQEBC6urru7u5ERETMzMwiIiL0gU2ZAAABRUlEQVQoFY1QO07DUBAc/2KwrWCwpRREwTIdlSlQCiicCtEFJI5ARWNFRClJQZHSNNBQcIRwA6ehQKJBHMCInioHYOfZCBkKGGl29u2b3fcB/onib589iWiyJgnprm+VKo/jqnW7kkYcYY/rV9cnjY9U5VZkRyybG4w/sIQjFXuIkjTSKl+k5j2N1hljE54PrQSceUW2MH8rENJ4MWNsou3DSYBFf6xo1Cotm2I0o5umnSt5wlomUzN3ShqZnVOd1OzI7ip2aJoR4qpQtzyUCEkZ3KUauRGIYR+7X0aqzdar+mKDAgEp9Z7S94Me4L3E1wW9DXhd9Xz5goB8Sr0elafJfxUYlGLn8O+LYQlNiq0EIfmMtk/VUz3nvaDNGyeoxRgjHMLN7SmpYyWitsrHAkcdmMfnv1v0/hCXwPi0Ynyr1D25wydiRVZsC0MI7AAAAABJRU5ErkJggg==)  
![B = 0.99275](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFgAAAANBAMAAADf+LRDAAAAMFBMVEX///8AAADc3NxmZmZUVFSIiIh2dnZERES6urrMzMzu7u6YmJgQEBCqqqoyMjIiIiILeV9uAAABWElEQVQoFY2RsU4CQRCGPw7OHAeLHBVg0O1tMLHChkKNic01oCWNhR2VMVa0JpocJQXxqGwIEhNoNNFHsLKQ2PgIlsbC2QOBwsLJ/ZuZm29nZ3bh3xb+RaYefPO7Vptpn4TnrTveRgDW1l79fHnTiFcJV/yUb2STqMYvO6eqow3Uli9yTCD2SVrWnraejQZhMqdwfaVNjiPJtCIvWtwsMTmwHZIz6gduXs5hBp/B44IlmSX9EsF5gQVM5qCLmowNlEd9LMFOltUhpLW1ZgTxJlRRw1QZnNL7dihwYlfsUOIprMqqZAQ3IVZVAKso7TRRX+L/2qwNum+FSFyA3TDZAmR8kP1zc4vRgNNKUi2uhRnS167AMrojI8zbkKuLSWhru2zEPR0z8a2ZnCu4k+ILGzNik0wwCI3U8XWFWAt5HB/7u1Y/WJDi2ZMGTzgnlUg9z5O7DOTpd/gBJX9LOY8PjAcAAAAASUVORK5CYII=)  
![C = -0.46544](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGUAAAAOBAMAAADEYc9lAAAAMFBMVEX///8AAACYmJhmZmaIiIju7u66urrMzMwyMjKqqqp2dnYQEBDc3NwiIiJUVFRERERTgdJRAAABTUlEQVQoFY2SsUoDQRCGv1tzHoEEV0GCFhKiFqaIjQ8Q0MYuAbGwusNSEBUEi7xAuhAQESxO7VLZRBAsLoh9sPEFrCWP4Mxe0EQD5od/75/5Z3aW4WBK+NPUldbSqgHcbRDNv0so2hGztbMfpv7IaarZWMOsZS6JuGqkWmMImnCr7jjyCQ+a2bOUCbgZao3hKIELzYyjDgXNrFse5eN6RGuM/ySZA3XHcQrqBOfWXyrFXAtFOzLTF2fCUiJ4E8f4NljgmDarqh3xYnEUn4qik3oMe1q+nS3gJdCriUZJr/VdNhQVbU7St+VC3+YW8aTIa6gWijyRp/3pg3pNd2A698stmXP5TP1MdFtj8kXI6AS9feRtsmu5UZZgaeK9DpDBolN2ZX9q/oKJTTVXdDWHVKjy8dPDi/wZk7BbxvRhcyU0nZjMtvSLdpxU/k/uC+BmTXyzwgcZAAAAAElFTkSuQmCC)  
![D = -0.24077](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGYAAAAOBAMAAAAvVnRmAAAAMFBMVEX///8AAADc3NxmZmZUVFSIiIh2dna6urrMzMwiIiJERESYmJgyMjKqqqoQEBDu7u4bcZKZAAABYElEQVQoFa2RP0vDUBTFf/2T2pqmSVx0EOzm4GI/gUXUrnFonYTgICIIurkocauDIF0cBKmfwCK0IJ3d6+IiSL+AkOwi3pvSim3BxQsn793z7rnv5jz4zzC7nrarbslnFrpt0q67qIBkabNWmXJZm1dhDdJleMH0LD91Wj9QCH0BueNJUYOCkJ9hdg57m1yRvoXtKYQ+BPN6QmM7JAL4Cux5zIgIFiAjZQqeYcbRza/IOhR6ysg99UiH+YAryRWqtyY10ibX0uNUk1bECdxCWXKF3pHpy2ZDIy6TROmB5jK0ZLJYkyyLZQIyTfFgVTbDMFW7PprtgWXRxLMZvhgpIO/BeTgUjFZ7KfaAVJHOfukoCuUf8jKFgiiAGy3V9j+z0SCh7CN1fQ7xemBKbMy7PEJPT8eiQ5sVrJ2zNdWYvumROCaGcVet7Y2Vx6nx5vNE5LoO5n2F3Q4UggGmlf/BfQNEOE+buXLECQAAAABJRU5ErkJggg==)

By using this set of parameters and the score formula, the AI can pick the best possible move by exhausting all possible moves and select the one with the highest score.

# Results

The AI was implemented in Java and tested