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1. **Problem Statement for Queue**
   1. Problem 1
      1. Implement a Class Queue of elements with string type. The queue must have makeEmpty, Dequeue, Enqueue, Print, Length, IsEmpty, and IsFull functions along with the copy constructor. Max size of this queue should be 100 elements. The queue must be implemented using linked lists.
2. **Lab Status**
   1. Problem 1: The program works for any type of string input into a queue. There are no issues with this program.
3. **Source Code:**

Compiler used for coding: Microsoft C/C++ -Visual Studio.

* 1. **Stacks:**
     1. **Source Code for header file of queues:**

/\*Author: Maitra Patel

\* Date Created: 3/10/2018

\* Date Modified: 3/18/2018

\* Purpose: Create a Queue of type string using linked list, and also have a copy constructer to copy one queue to another.

\*/

#ifndef QUEUE

#define QUEUE

struct NodeType {

string info;

NodeType \*next;

};

class Queue

{

private:

NodeType \*front; // It points to the front of a singly-linked list

NodeType \*rear; // It points to the end of a singly-linked list

public:

Queue(); // default constructor: Queue is created and empty

Queue(const Queue &x); // copy constructor: implicitly called

// for a deep copy

void MakeEmpty(); // Queue is made empty; you should deallocate all

// the nodes of the linked list

bool IsEmpty(); // test if the queue is empty

bool IsFull(); // test if the queue is full; assume MAXITEM=100

int length(); // return the number of elements in the queue

void Print(); // print the value of all elements in the queue in the sequence

// from the front to rear

void Enqueue(string x); // insert x to the rear of the queue

// Precondition: the queue is not full

void Dequeue(); // delete the element from the front of the queue

// Precondition: the queue is not empty

~Queue(); // Destructor: memory for the dynamic array needs to be deallocated

};

#endif !QUEUE

* + 1. **Source Code for implementation file of queues:**

/\*Author: Maitra Patel

\* Date Created: 3/10/2018

\* Date Modified: 3/18/2018

\* Purpose: Create a Queue of type string using linked list, and also have a copy constructer to copy one queue to another.

\*/

#include <iostream>

#include <string>

using namespace std;

#include "Queue.h"

//Constructer

Queue::Queue()

{

front = NULL;

rear = NULL;

}

//Copy Constructer

//Pre-Condtion: A queue to copy from

//Post-Condition: Queue is copied to this queue

Queue::Queue(const Queue &x)

{

//Make sure this queue is empty..

front = NULL;

rear = NULL;

NodeType \*tempPtr = x.front;

if (tempPtr == NULL)

{

front = NULL;

rear = NULL;

}

else

{

while (tempPtr != NULL)

{

Enqueue(tempPtr->info);

tempPtr = tempPtr->next;

}

}

}

//Make Empty Function

//Post-Condition: Empties the queue

void Queue::MakeEmpty()

{

string x = "0";

while ((front != NULL) && (rear != NULL))

{

Dequeue();

}

}

//IsEmpty function

//Post Condition: Returns if the function is empty or not

bool Queue::IsEmpty()

{

return ((rear == NULL) && (front == NULL));

}

//IsFull function

//Post Condition: Returns if the function is full or not

bool Queue::IsFull()

{

return(length() == 100);

}

//Enqueue function

//Post Condition: Adds a node to the end of queue

void Queue::Enqueue(string x)

{

NodeType \*newNode = new NodeType;

newNode->info = x;

newNode->next = NULL;

if (IsEmpty())

{

front = newNode;

rear = newNode;

}

else

{

NodeType \*currPtr = front;

while (currPtr->next != NULL)

{

currPtr = currPtr->next;

}

currPtr->next = newNode;

rear = newNode;

}

}

//Dequeue function

//Post Condition: Removes a node from the front of the queue

void Queue::Dequeue()

{

NodeType \*location;

if (IsEmpty())

{

cout << "Error: Cannot Dequeue, Queue is already Empty." << endl;

}

else

{

location = front;

if (front->next == NULL)

{

front = rear = NULL;

}

else

{

front = front->next;

}

delete location;

}

}

//Length function

//Post Condition: Returns the current size of queue

int Queue::length()

{

NodeType \*tempPtr = front;

int countNodes = 0;

while (tempPtr != NULL)

{

countNodes++;

tempPtr = tempPtr-> next;

}

return countNodes;

}

//Print function

//Post Condition: Prints the queue

void Queue::Print()

{

if (IsEmpty())

{

cout << "Queue is Empty!" << endl;

}

else

{

NodeType \*tempPtr = front;

while (tempPtr != NULL)

{

cout << tempPtr->info << " ";

tempPtr = tempPtr->next;

}

}

cout << endl;

}

//Deconstructer

//Post Condition: Deallocates the queue..

Queue::~Queue()

{

MakeEmpty();

delete front;

delete rear;

}

* + 1. **Source Code for main file of queues:**

/\*Author: Maitra Patel

\* Date Created: 3/10/2018

\* Date Modified: 3/18/2018

\* Purpose: Create a Queue of type string using linked list, and also have a copy constructer to copy one queue to another.

\*/

#include <string>

#include <iostream>

using namespace std;

#include "Queue.h"

int main()

{

Queue StringQueue;

string y;

StringQueue.MakeEmpty();

StringQueue.Dequeue();

StringQueue.Enqueue("John");

cout << "string length 3 = " << StringQueue.length() << endl;

StringQueue.Enqueue("Brown");

cout << "string length 4 = " << StringQueue.length() << endl;

StringQueue.Enqueue("Betty");

StringQueue.Dequeue();

cout << "The string queue contains : " << endl;

StringQueue.Print();

Queue StringQueue2 = StringQueue;

cout << "The string queue 2 contains: " << endl;

StringQueue2.Print();

StringQueue.MakeEmpty();

cout << "The string queue 3 contains: " << endl;

StringQueue.Print(); //FIXED ERROR: I'm assuming you meant to print StringQueue after making it empty..

return 0;

}

1. **Executable Module Instructions:**
   1. There are no specific module instructions required to run the code.
2. **Test Cases:**
   1. **Queues:**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Test Case#:** | **Inputs:** | **Expected Results:** | **Actual Results:** | **Pass/Fail:** |
| 1 | None  Note: Queue is empty | Message: Cannot Dequeue, Queue is empty | Message: Cannot Dequeue, Queue is empty | Pass |
| **Description:** To test the functionality of the Dequeue function with an empty queue | | | | |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Test Case#:** | **Inputs:** | **Expected Results:** | **Actual Results:** | **Pass/Fail:** |
| 2 | None  Note: Enqueued once, then printed queue. Once again Enqueued and printed | Message: Length 1 = 1;  Length 2 = 2; | Message: Length 1 = 1;  Length 2 = 2; | Pass |
| **Description:** To test the functionality of the length function | | | | |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Test Case#:** | **Inputs:** | **Expected Results:** | **Actual Results:** | **Pass/Fail:** |
| 3 | None  Note: Enqueued John, Brown, & Betty. Then Dequeued & printed. | Message:  Brown Betty | Message: Brown Betty | Pass |
| **Description:** To test the functionality of the Enqueue & Dequeue functions. | | | | |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Test Case#:** | **Inputs:** | **Expected Results:** | **Actual Results:** | **Pass/Fail:** |
| 4 | None  Note: Queue 1 which contains Brown, & Betty is copied to Queue 2 | Queue2:  Brown Betty | Queue2: Brown Betty | Pass |
| **Description:** To test the functionality of the copy constructer. | | | | |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Test Case#:** | **Inputs:** | **Expected Results:** | **Actual Results:** | **Pass/Fail:** |
| 5 | None  Note: Queue 1 is emptied & printed as Queue 3 | Queue3:  Queue is empty | Queue3: Queue is empty | Pass |
| **Description:** To test the functionality of the make empty function. | | | | |

1. **Running Logs/Outputs:**
2. **Running Log of Stacks in Screenshot format:**
   * **Test Case 1:**

![](data:image/png;base64,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)

The above image shows the functionality of Dequeue function which in this case is called when Queue is empty.

* + **Test Case 2:**
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The above image shows the functionality of length function which in this case has been called twice. Once after Dequeuing from a size 3 queue & another after enqueuing into the queue.

* + **Test Case 3:**
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The above image shows the functionality of the dequeue and enqueue functions in which “John” was dequeued & Betty was Enqueued.

* + **Test Case 4:**
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The above image shows the functionality of the copy constructer in which queue 1 was copied to queue 2 then printed.

* + **Test Case 5:**
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The above image shows the functionality of the makeEmpty function in which Queue1 was emptied, then printed as Queue 3 for display.

* + **Screenshot of the overall program based on arguments called within main file:**
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The above image shows the functionality of the overall program in which all functions were called in the main file for testing purposes.