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**Завдання.**

**Завдання 1:**

Обчислювальна задача тут тривіальна: для текстового файлу ми хочемо відобразити N (наприклад, 25) найчастіших слів і відповідну частоту їх повторення, упорядковано за зменшенням. Слід обов’язково нормалізувати використання великих літер і ігнорувати стоп-слова, як «the», «for» тощо. Щоб все було просто, ми не піклуємося про порядок слів з однаковою частотою повторень. Ця обчислювальна задача відома як term frequency.

Ось такий вигляд матимуть ввід і відповідно вивід результату програми:

Input:

White tigers live mostly in India

Wild lions live mostly in Africa

Output:

live - 2

mostly - 2

africa - 1

india - 1

lions - 1

tigers - 1

white - 1

wild – 1

**Завдання 2:**

Тепер, нам потрібно виконати задачу, що називається словниковим індексуванням. Для текстового файлу виведіть усі слова в алфавітному порядку разом із номерами сторінок, на яких Ці слова знаходяться. Ігноруйте всі слова, які зустрічаються більше 100 разів.

Припустимо, що сторінка являє собою послідовність із 45 рядків. Наприклад, якщо взяти книгу Pride and Prejudice, перші кілька записів індексу будуть:

abatement - 89

abhorrence - 101, 145, 152, 241, 274, 281

abhorrent - 253

abide - 158, 292

**Покроковий алгоритм.**

**Завдання 1**

1. Початок алгоритму.
2. Запитати користувача назву файла.
3. Відкриття файла.
4. Якщо файл відкрився некоректно, зробити 3 спроби, після чого вивести повідомлення про неправильне ім’я файла і повернутися на крок 2.
5. Перевірити розмір масива і збільшити його розмір вдвічі, якщо array size = array capacity.
6. Зчитати слово файла в поток.
7. Нормалізувати слово, перетворивши всі символи в нижній регістр.
8. Перевірити, що слово не міститься в масиві стоп-слів (не повинні копіюватися і оброблятися).
9. Додати слово в масив:
   1. Якщо слово унікальне, нове слово додається в масив.
   2. Якщо таке слово вже існує в масиві, збільшується кількість повторень слова.
10. Закінчувати зчитувати данні з файла в поток.
11. Закрити файл.
12. Відсортувати масив за зменшенням кількості повторень слів.
13. Вивести данні масива в файл:
    1. Відкрити файловий поток.
    2. Створити файл.
    3. Скопіювати данні масива в файл.
    4. Закрити файл.
14. Видалити данні з динамічної пам’яті (почистити heap).
15. Кінець алгоритму.

**Завдання 2**

1. Початок алгоритму.
2. Відкрити файл для зчитування в поток.
3. Перевірити, що файловий поток відкритий.
4. Зчитати слово в поток.
5. Нормалізувати слово, перетворивши всі символи в нижній регістр.
6. Перевірити, що слово не міститься в масиві стоп-слів (не пвнні копіюватися і оброблятися).
7. Перевірити, це слово унікальне, або таке слово вже існує в масиві переглянутих слів.
8. Перевірити розмір масива і збільшити його розмір вдвічі, якщо array size = array capacity.
9. Додати нове слово в масив слів.
10. Відсортувати масив за принципом порівняння типу string.
11. Вивести данні масива в файл:
    1. Відкрити файловий поток.
    2. Створити файл.
    3. Скопіювати данні масива в файл.
    4. Закрити файл.
12. Видалити данні з динамічної пам’яті (почистити heap).
13. Кінець алгоритму.

**Програмний код**

Завдання 1.

Task\_1.cpp

#include <iostream>

#include <string>

#include <fstream>

#include <iomanip>

using namespace std;

int main()

{

int wordsToDisplay;

string fileName;

int arrayCapacity = 5;

string\* arrayWords = new string[arrayCapacity];

int\* arrayQuantity = new int[arrayCapacity];

int wordsQuantity = 0;

string wordProcessing;

int index = 0, i = 0, j = 0;

string stopWords[] = { "a", "an", "and", "at", "for", "in", "of","the", "to" };

int stopWordsLength = 9;

cout << "How many words to display: ";

cin >> wordsToDisplay;

enterFileName:

//cout << "Enter file name: "; cin >> wordQuantity;

//hardcorded value for lab purpose

fileName = "input.txt";

fstream fsin;

startOpenFile:

fsin.open(fileName);

// 3 attempts to open the file

if (!(fsin.is\_open()) && i < 3)

{

i++;

goto startOpenFile;

}

else if (i == 3)

{

cout << "File name is incorrect.";

goto enterFileName;

}

else

{

loopTextProcessing:

if (!fsin.eof())

{

fsin >> wordProcessing;

// check array size and double size if it is low

if (wordsQuantity == arrayCapacity)

{

arrayCapacity \*= 2;

string\* newArrayWords = new string[arrayCapacity];

int\* newArrayQuantity = new int[arrayCapacity];

i = 0;

copyArrays:

if (i < arrayCapacity / 2)

{

newArrayWords[i] = arrayWords[i];

newArrayQuantity[i] = arrayQuantity[i];

i++;

goto copyArrays;

}

delete[] arrayWords;

arrayWords = newArrayWords;

delete[] arrayQuantity;

arrayQuantity = newArrayQuantity;

}

// normalize the word for low-case

i = 0;

if (wordProcessing[i] != '\0')

{

char\* wordNormalized = new char[wordProcessing.length() + 1];

loopNormalizeWord:

if (i < wordProcessing.length())

{

if (wordProcessing[i] >= 65 && wordProcessing[i] <= 90)

{

wordNormalized[i] = wordProcessing[i] + 32;

i++;

goto loopNormalizeWord;

}

else

{

wordNormalized[i] = wordProcessing[i];

i++;

goto loopNormalizeWord;

}

}

else

{

wordNormalized[i] = '\0';

string normalizedString(wordNormalized);

wordProcessing = normalizedString;

}

}

//check stop-word list

i = 0;

checkStopWord:

if (i < stopWordsLength)

{

string curStopWord = stopWords[i];

if (wordProcessing == stopWords[i])

{

goto loopTextProcessing;

}

else

{

i++;

goto checkStopWord;

}

}

//add word to array

i = 0;

bool notFound = true;

if (wordsQuantity == 0)

{

arrayWords[i] = wordProcessing;

arrayQuantity[i] = 1;

wordsQuantity++;

notFound = false;

}

else

{

loopArrayWordCheckMultipleWords:

if (i < wordsQuantity && wordsQuantity != 0)

{

if (wordProcessing == arrayWords[i])

{

arrayQuantity[i] += 1;

notFound = false;

goto exitloopArrayWordCheckMultipleWords;

}

else

{

i++;

goto loopArrayWordCheckMultipleWords;

}

}

}

exitloopArrayWordCheckMultipleWords:

//add new word in arrayWords

if (notFound)

{

arrayWords[i] = wordProcessing;

arrayQuantity[i] = 1;

wordsQuantity++;

}

goto loopTextProcessing;

}

fsin.close();

//sort array

i = j = 0;

outerSortingLoop:

if (i < wordsQuantity - 1)

{

j = 0;

innerSortingLoop:

if (j < wordsQuantity - i - 1)

{

if (arrayQuantity[j] < arrayQuantity[j + 1])

{

string temp = arrayWords[j];

arrayWords[j] = arrayWords[j + 1];

arrayWords[j + 1] = temp;

int tmp = arrayQuantity[j];

arrayQuantity[j] = arrayQuantity[j + 1];

arrayQuantity[j + 1] = tmp;

}

j++;

goto innerSortingLoop;

}

i++;

goto outerSortingLoop;

}

//printout results in file

fstream fsout;

fsout.open("output.txt");

if (fsout.is\_open())

{

i = 0;

if (wordsToDisplay < wordsQuantity)

{

wordsQuantity = wordsToDisplay;

}

loopPrintOut:

if (i < wordsQuantity)

{

fsout << arrayQuantity[i] << " - " << arrayWords[i] << '\n';;

i++;

goto loopPrintOut;

}

}

fsout.close();

delete[] arrayQuantity;

delete[] arrayWords;

}

}

Завдання 2.

Task\_2.cpp

#include <iostream>

#include <fstream>

#include <string>

using namespace std;

int main()

{

// variables

string fileName = "inputShort.txt";

int wordPerPage = 100;

const int rowsPerPage = 45;

int wordArrayLength = 50;

string\* arrayWords = new string[wordArrayLength];

int currentRow = 1;

int i = 0;

int j = 0;

int letter = 0;

int wordsQuantity = 0;

int\*\* pages = new int\* [wordArrayLength];

fillArrayRef:

if (i < wordArrayLength)

{

pages[i] = new int[102];

i++;

goto fillArrayRef;

}

const int stopWordsQuantity = 9;

string stopWords[stopWordsQuantity] = { "a", "an", "and", "at", "for", "in", "of","the", "to" };

bool isEqual;

string wordProcessing;

// open/read file

fstream fsin;

fsin.open(fileName);

if (fsin)

{

readFile:

if (fsin.peek() == '\n') {

currentRow++;

fsin.get();

goto readFile;

}

wordProcessing = "";

if (fsin >> wordProcessing)

{

// normalize the word for low-case

i = 0;

j = 0;

if (wordProcessing[i] != '\0')

{

char\* wordNormalized = new char[wordProcessing.length() + 1];

normalizeWord:

if (i < wordProcessing.length())

{

if (wordProcessing[i] >= 65 && wordProcessing[i] <= 90 ||

wordProcessing[i] >= 97 && wordProcessing[i] <= 122 ||

wordProcessing[i] == '-' && i != 0)

{

if (wordProcessing[i] >= 65 && wordProcessing[i] <= 90)

{

wordNormalized[j] = wordProcessing[i] + 32;

i++;

j++;

goto normalizeWord;

}

else

{

wordNormalized[j] = wordProcessing[i];

i++;

j++;

goto normalizeWord;

}

}

else

{

i++;

goto normalizeWord;

}

}

else

{

wordNormalized[j] = '\0';

string normalizedString(wordNormalized);

wordProcessing = normalizedString;

}

}

if (wordProcessing == "") {

goto readFile;

}

//check stop-word list

i = 0;

checkStopWord:

if (i < stopWordsQuantity)

{

if (wordProcessing == stopWords[i])

{

goto readFile;

}

else

{

i++;

goto checkStopWord;

}

}

// check existing words

i = 0;

loopArray:

if (i < wordsQuantity)

{

if (i < wordsQuantity)

{

j = 0;

isEqual = true;

checkCycle:

if (arrayWords[i][j] != '\0' && wordProcessing[j] != '\0') {

if (arrayWords[i][j] != wordProcessing[j]) {

isEqual = false;

goto continueCheck;

}

j++;

goto checkCycle;

}

if (arrayWords[i][j] != '\0' && wordProcessing[j] == '\0' ||

arrayWords[i][j] == '\0' && wordProcessing[j] != '\0') {

isEqual = false;

}

continueCheck:

if (isEqual) {

if (pages[i][0] < wordPerPage + 1) {

j = ++pages[i][0];

pages[i][j] = currentRow / rowsPerPage + 1;

}

goto readFile;

}

i++;

goto loopArray;

}

}

// resize array

if (wordsQuantity >= wordArrayLength)

{

wordArrayLength \*= 2;

string\* new\_arrayWords = new string[wordArrayLength];

int\*\* new\_pages = new int\* [wordArrayLength];

i = 0;

fillNewArray:

if (i < wordsQuantity) {

new\_arrayWords[i] = arrayWords[i];

new\_pages[i] = pages[i];

i++;

goto fillNewArray;

}

fillFullArray:

if (i < wordArrayLength) {

new\_pages[i] = new int[wordPerPage + 2];

i++;

goto fillFullArray;

}

delete[]arrayWords;

delete[]pages;

arrayWords = new\_arrayWords;

pages = new\_pages;

}

// add new word in array

arrayWords[wordsQuantity] = wordProcessing;

pages[wordsQuantity][0] = 1;

pages[wordsQuantity][1] = currentRow / rowsPerPage + 1;

wordsQuantity++;

goto readFile;

}

fsin.close();

}

//sort array

i = j = 0;

outerSortingLoop:

if (i < wordsQuantity - 1)

{

j = 0;

innerSortingLoop:

if (j < wordsQuantity - i - 1)

{

if (arrayWords[j] > arrayWords[j + 1])

{

string temp = arrayWords[j];

arrayWords[j] = arrayWords[j + 1];

arrayWords[j + 1] = temp;

int\* bufferPages = pages[j];

pages[j] = pages[j + 1];

pages[j + 1] = bufferPages;

}

j++;

goto innerSortingLoop;

}

i++;

goto outerSortingLoop;

}

//printout results in file

ofstream fsout;

fsout.open("output.txt");

if (fsout.is\_open())

{

i = 0;

outputCycle:

if (i < wordsQuantity)

{

if (pages[i][0] < wordPerPage + 1)

{

fsout << arrayWords[i] << " : ";

j = 1;

outputPages:

if (j < pages[i][0]) {

fsout << pages[i][j] << ", ";

j++;

goto outputPages;

}

fsout << pages[i][j] << '\n';

}

i++;

goto outputCycle;

}

}

fsout.close();

delete[] arrayWords;

relezeArrayRef:

if (i < wordArrayLength)

{

delete[] pages[i];

i++;

goto relezeArrayRef;

}

}

**Результат роботи**

Завдання 1.
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**![](data:image/png;base64,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)**

**Тести**

lab2test.sml

use "lab2func.sml";

(\*Test\_Function\*)

fun test(fun\_name : string, result\_true, result\_actual) =

if result\_true = result\_actual

then (fun\_name, "Passed")

else (fun\_name, "Failed");

(\*Test\_Task\_01\*)

print "Test\_Task\_01:\n";

test("is\_older", true, is\_older((2000, 1, 30), (2021, 1, 30)));

test("is\_older", true, is\_older((2000, 1, 30), (2000, 1, 31)));

test("is\_older", false, is\_older((2000, 1, 30), (2000, 1, 30)));

(\*Test\_Task\_02\*)

print "Test\_Task\_02:\n";

test("number\_in\_month", 3, number\_in\_month([(2022, 1, 1), (2021, 1, 1), (2020, 1, 30), (2021, 2, 31), (2020, 12, 31), (2020, 2, 1)], 1));

test("number\_in\_month", 0, number\_in\_month([(2022, 1, 1), (2021, 1, 1), (2020, 1, 30), (2021, 2, 31), (2020, 12, 31), (2020, 2, 1)], 3));

test("number\_in\_month", 1, number\_in\_month([(2022, 1, 1), (2021, 1, 1), (2020, 1, 30), (2021, 2, 31), (2020, 12, 31), (2020, 2, 1)], 12));

(\*Test\_Task\_03\*)

print "Test\_Task\_03:\n";

test("number\_in\_months", 5, number\_in\_months([(2022, 1, 1), (2021, 1, 1), (2020, 1, 30), (2021, 2, 31), (2020, 12, 31), (2020, 2, 1)], [1, 2]));

test("number\_in\_months", 3, number\_in\_months([(2022, 1, 1), (2021, 1, 1), (2020, 1, 30), (2021, 2, 31), (2020, 12, 31), (2020, 2, 1)], [1, 3]));

test("number\_in\_months", 0, number\_in\_months([(2022, 1, 1), (2021, 1, 1), (2020, 1, 30), (2021, 2, 31), (2020, 12, 31), (2020, 2, 1)], [3, 10, 11]));

(\*Test\_Task\_04\*)

print "Test\_Task\_04:\n";

test("dates\_in\_month", [(1981, 3, 3), (1981, 3, 10)], dates\_in\_month([(1981, 3, 3), (2001, 1, 3), (1981, 3, 10), (2005, 6, 30), (2022, 7, 30)], 3));

test("dates\_in\_month", [(1981, 3, 3)], dates\_in\_month([(1981, 3, 3), (2001, 1, 3), (1981, 4, 10), (2005, 6, 30), (2022, 7, 30)], 3));

test("dates\_in\_month", [], dates\_in\_month([(1981, 3, 3), (2001, 1, 3), (1981, 3, 10), (2005, 6, 30), (2022, 7, 30)], 10));

(\*Test\_Task\_05\*)

print "Test\_Task\_05:\n";

test("dates\_in\_months", [(1981, 3, 3), (1981, 3, 10), (2022, 7, 30)], dates\_in\_months([(1981, 3, 3), (2001, 1, 3), (1981, 3, 10), (2005, 6, 30), (2022, 7, 30)], [3, 7]));

test("dates\_in\_months", [(2001, 1, 3)], dates\_in\_months([(1981, 3, 3), (2001, 1, 3), (1981, 3, 10), (2005, 6, 30), (2022, 7, 30)], [1, 2]));

test("dates\_in\_months", [], dates\_in\_months([(1981, 3, 3), (2001, 1, 3), (1981, 3, 10), (2005, 6, 30), (2022, 7, 30)], [8, 9]));

(\*Test\_Task\_06\*)

print "Test\_Task\_06:\n";

test("get\_nth", "apple", get\_nth(["apple", "ball", "cat", "door"], 1));

test("get\_nth", "door", get\_nth(["apple", "ball", "cat", "door"], 4));

test("get\_nth", "", get\_nth(["apple", "ball", "cat", "door"], 5));

(\*Test\_Task\_07\*)

print "Test\_Task\_07:\n";

test("date\_to\_string", "March 3, 1981", date\_to\_string((1981, 3, 3)));

test("date\_to\_string", "January 2, 1948", date\_to\_string((1948, 1, 2)));

test("date\_to\_string", "April 18, 1950", date\_to\_string((1950, 4, 18)));

(\*Test\_Task\_08\*)

print "Test\_Task\_08:\n";

test("number\_before\_reaching\_sum", 0, number\_before\_reaching\_sum(6, [6, 5, 4, 3, 2, 1]));

test("number\_before\_reaching\_sum", 2, number\_before\_reaching\_sum(15, [6, 5, 4, 3, 2, 1]));

test("number\_before\_reaching\_sum", 6, number\_before\_reaching\_sum(22, [6, 5, 4, 3, 2, 1]));

(\*Test\_Task\_09\*)

print "Test\_Task\_09:\n";

test("what\_month", 1, what\_month(30));

test("what\_month", 1, what\_month(31));

test("what\_month", 2, what\_month(32));

(\*Test\_Task\_10\*)

print "Test\_Task\_10:\n";

test("month\_range", [], month\_range(31, 30));

test("month\_range", [1], month\_range(31, 31));

test("month\_range", [1, 2], month\_range(31, 32));

test("month\_range", [1, 2, 2], month\_range(31, 33));

(\*Test\_Task\_11\*)

print "Test\_Task\_10:\n";

test("min\_date", NONE, min\_date([]));

test("min\_date", SOME (1948, 1, 2), min\_date([(1948, 1, 2), (1950, 4, 18), (1981, 3, 3), (2010, 6, 25)]));

test("min\_date", SOME (1948, 1, 2), min\_date([(1950, 4, 18), (1981, 3, 3), (2010, 6, 25), (1948, 1, 2)]));

**Результати виконання тестів**

Test\_Task\_01:

val it = () : unit

val it = ("is\_older","Passed") : string \* string

val it = ("is\_older","Passed") : string \* string

val it = ("is\_older","Passed") : string \* string

Test\_Task\_02:

val it = () : unit

val it = ("number\_in\_month","Passed") : string \* string

val it = ("number\_in\_month","Passed") : string \* string

val it = ("number\_in\_month","Passed") : string \* string

Test\_Task\_03:

val it = () : unit

val it = ("number\_in\_months","Passed") : string \* string

val it = ("number\_in\_months","Passed") : string \* string

val it = ("number\_in\_months","Passed") : string \* string

Test\_Task\_04:

val it = () : unit

val it = ("dates\_in\_month","Passed") : string \* string

val it = ("dates\_in\_month","Passed") : string \* string

val it = ("dates\_in\_month","Passed") : string \* string

Test\_Task\_05:

val it = () : unit

val it = ("dates\_in\_months","Passed") : string \* string

val it = ("dates\_in\_months","Passed") : string \* string

val it = ("dates\_in\_months","Passed") : string \* string

Test\_Task\_06:

val it = () : unit

val it = ("get\_nth","Passed") : string \* string

val it = ("get\_nth","Passed") : string \* string

val it = ("get\_nth","Passed") : string \* string

Test\_Task\_07:

val it = () : unit

val it = ("date\_to\_string","Passed") : string \* string

val it = ("date\_to\_string","Passed") : string \* string

val it = ("date\_to\_string","Passed") : string \* string

Test\_Task\_08:

val it = () : unit

val it = ("number\_before\_reaching\_sum","Passed") : string \* string

val it = ("number\_before\_reaching\_sum","Passed") : string \* string

val it = ("number\_before\_reaching\_sum","Passed") : string \* string

Test\_Task\_09:

val it = () : unit

val it = ("what\_month","Passed") : string \* string

val it = ("what\_month","Passed") : string \* string

val it = ("what\_month","Passed") : string \* string

Test\_Task\_10:

val it = () : unit

val it = ("month\_range","Passed") : string \* string

val it = ("month\_range","Passed") : string \* string

val it = ("month\_range","Passed") : string \* string

val it = ("month\_range","Passed") : string \* string

Test\_Task\_11:

val it = () : unit

val it = ("min\_date","Passed") : string \* string

val it = ("min\_date","Passed") : string \* string

val it = ("min\_date","Passed") : string \* string