Angular

1.Changing DateOfBirth into Blue theme.

2.To make week number off then need to showWeekNumbers:false”­.

example:

this.datePickerConfig = Object.assign({}, { containerClass: "theme-dark-blue" ,showWeekNumbers:false});

3.To maintained min or max date .

Example:

constructor() {

this.datePickerConfig = Object.assign({}, {

containerClass: "theme-dark-blue" ,

showWeekNumbers:false,

minDate:new Date(2018, 0, 1),

maxDate:new Date(2018,11,31)});

}

4.to make date format need to update in ts

constructor() {

this.datePickerConfig = Object.assign({}, {

containerClass: "theme-dark-blue" ,

showWeekNumbers:false,

minDate:new Date(2018, 0, 1),

maxDate:new Date(2018,11,31),

dateInputFormat:'DD/MM/YYYY'

});

}

5.To get by default date need to update in create.ts file.

dateOfBirth: Date= new Date(2018,11,30);

6.to get DateOfBirth normal size not so big as like above all then need to update in create.html file.

Example:

<div class="row">

<div class="form-group col-md-5">

<label for="dateOfBirth">Date of Birth</label>

<input type="text" [(ngModel)]="dateOfBirth" [bsConfig]="datePickerConfig" name="dateOfBirth" class="form-control" bsDatepicker>

</div>

</div>

7.to make DateOfBirth place either left,right,Middel have to change.

<div class="row">

<div class="form-group col-md-5">

<label for="dateOfBirth">Date of Birth</label>

<input type="text" [(ngModel)]="dateOfBirth" [bsConfig]="datePickerConfig"

name="dateOfBirth" class="form-control" bsDatepicker placement="right">

</div>

</div>

Note:

The DatePickerConfig object can be used to configure

Min-date

Max-date

Show/hide Week Numbers

Date Format

Etc...

Lecture:13

**Angular ngif directive**

**Export class create-employee.component{**

previewPhoto= false;

togglePhotoPreview(){

this.previewPhoto= !this.previewPhoto;

}

**}**

<div class="form-group">

<label for="photoPath">Photo Path</label>

<input type="text" class="form-control" id="photoPath" [(ngModel)]="photoPath" name="photoPath">

</div>

<div class="form-group">

<button class="btn btm-primary" type="button" (click)="togglePhotoPreview()">

{{previewPhoto?"Hide":"Show"}} Preview</button>

</div>

<div class="form-group">

<img [src]="photoPath" height="200" width="200" \*ngIf="previewPhoto" />

</div>

1. **Every time clicking show preview button then submit alys executing to fix this issue need to write type=”button” in create.html.**

**Example->**

</div>

<div class="form-group">

<button class="btn btm-primary" type="button" (click)="togglePhotoPreview()" >Show Preview</button>

</div>

2.now some enhacement if photo has been showed then need one button which will behave as a Hide Preview or Show Vise-Versa...

Example->

<div class="form-group">

<button class="btn btm-primary" type="button" (click)="togglePhotoPreview()">

{{previewPhoto?"Hide":"Show"}} Preview</button>

</div>

Lecture 14.

Angular disable browser validation

1. By default Angular 4and later version disable brower native Validation.

How to Enable Browser validation.

2.to make enable

<form #employeeForm="ngForm" ngNativeValidate (ngSubmit)="saveEmployee(employeeForm)">

<div class="panel panel-primary">

<div class="panel-heading">

<h3 class="panel-title">Create Employee</h3>

</div>

<div class="panel-body">

<div class="form-group">

<label for="fullName">Full Name</label>

<input id="fullName" required [(ngModel)]="fullName" name="Fullname" type="text" class="form-control" placeholder="Enter your Fullname"

/>

</div>

**Lecture #14.** **Angular form validation**

**Angular** form validation properties->

**1.Touched**

**2.Un-Touched**

**3.Pristine**

**4.Dirty**

**5.Valid**

**6.Invalid**

**HTML5 validation Attributes**

**1.required**

**2.maxLength**

**3.pattern**

**4.min**

**5.max**

**To check validation properties we will do some changes**

<div class="panel-body">

<div class="form-group">

<label for="fullName">Full Name</label>

<input id="fullName" required [(ngModel)]="fullName" name="Fullname" type="text" class="form-control" placeholder="Enter your Fullname"

#fullNameControl="ngModel" />

</div>

<div>

touched ->{{fullNameControl.touched}}<br>

un-touched ->{{fullNameControl.untouched}}

</div>

Note->

1.To include the html5 validation attribute such as requied for example:

<input id="fullName" type=”text”/>

2.Export ngModel directive to a local templte variable

<input id=”fullName” required #fullNameControler=”ngModel” type=”text”/>

3.use the local template variable to access the validation properties (touched,untouched,dirty,valid,etc).

<div>touch{{ fullNameControler .touched}}</div>

<div>untouch{{ fullNameControler .untouched}}</div>

<div>dirty{{ fullNameControler .dirty}}</div>

4.to check entire for validation properties

Export ngForm directive to a local template reference variable.

<form #employeeForm="ngForm" ngNativeValidate (ngSubmit)="saveEmployee(employeeForm)">

5.use the template reference variable to access the validation properties at form lavel (touched,valid,dirty).

<div>touch{{ employeeForm.touched}}</div>

<div>untouch{{ employeeForm.untouched}}</div>

<div>dirty{{ employeeForm.dirty}}</div>

**Lecture #16 .** **Displaying angular form validation error messages**

**BootStarp classes for styling validation error messages.**

**->has-error**

**->control-label**

**->help-block**

<div class="form-group" [class.has-error]="fullNameControl.invalid && fullNameControl.touched" [class.has-success]="fullNameControl.valid">

<label for="fullName" class="control-label">Full Name</label>

<input id="fullName" required [(ngModel)]="fullName" name="Fullname" type="text" class="form-control" placeholder="Enter your Fullname"

#fullNameControl="ngModel" />

<span class="help-block" \*ngIf="fullNameControl.invalid && fullNameControl.touched" >FullName Required</span>

</div>

**Note->**

**To make from submit button disable.**

<button type="submit" class="btn btn-primary" [disabled]="employeeForm.invalid">Save</button>

**Lecture #17.** **Model binding in angular template driven forms**

1.Eailer discussed Binding Angular form to our own Model.

Error-> can not assign a variable or reference.

At the moment, in **CreateEmployeeComponent**we are using the Angular Auto-generated form model. Instead of using the Angular generated form model, we can use our model class.

In employee.model.ts file in the models folder, we have Employee class. We want to use this class as the model when creating a new employee. Here are the steps.

**Step 1 :** In create-employee.component.ts file, import the Employee model  
import { Employee } from '../models/employee.model';

**Step 2 :** In CreateEmployeeComponent class, include **employee**property. Notice we have set the type to Employee and initialised all properties with NULL value.   
  
export class CreateEmployeeComponent implements OnInit {  
  employee: Employee = {  
    id: null,  
    name: null,  
    gender: null,  
    contactPreference: null,  
    phoneNumber: null,  
    email: null,  
    dateOfBirth: null,  
    department: null,  
    isActive: null,  
    photoPath: null  
  };

**Step 3 :** In the view template, bind the ngModel directive of an input field to it's corresponding property on the employee object. The employee property we created in Step 2 returns an employee object, which is the model for our form.   
  
For example, bind ngModel directive on the email input field to the email property on the employee object.  
[(ngModel)]="employee.email"

Except fullName, bind the ngModel directive of the rest of the input fields with the corresponding properties on the employee object.   
  
In the employee class we do not have **fullName**property. we have **name**instead. On the view template, the corresponding input field name is fullName. To keep things consistent let's change fullName to name on the label and the input field as shown below. 

<div class="form-group" [class.has-error]="name.invalid && name.touched">

  <label for="name" class="control-label">Name</label>

  <input id="name" required type="text" class="form-control" name="name"

         [(ngModel)]="name" #name="ngModel">

  <span class="help-block" \*ngIf="name.invalid && name.touched">

    Name is required

  </span>

</div>

At this point, if you view the page in the browser, you will see the following error.  
**Cannot assign to a reference or variable**   
  
We get this error because, Angular generated form model creates **name** property and we are also creating a local template variable with the same name by exporting **ngModel**to **#name**. Hence we get the error - Cannot assign to a reference or variable.   
  
One way to fix this error is, by giving our local template reference variable a different name other than ~~name~~. So if we change #name="ngModel" to #nameControl="noModel" the error goes away. We discussed this in detail in [Part 15](https://www.youtube.com/watch?v=d8XONHXTv_4) of [Angular CRUD tutorial](https://www.youtube.com/playlist?list=PL6n9fhu94yhXwcl3a6rIfAI7QmGYIkfK5).   
  
The other way to fix this error is by using our own model. Using the **ngModel**directive, bind the **name**property of the employee object to the **name**input field 

[(ngModel)]="employee.name"

At this point, if you view the page in the browser and notice the error is gone and all the properties in the Angular generated form model are NULL as expected.   
  
To see our own employee model, include the following code in the view template file (create-employee.component.html) 

Angular Generated Forom Model : {{employeeForm.value | json}}

<br/>

<br/>

Our Employee Model : {{ employee | json}}

At this point, on the browser we should see both - Angular generated form model and our own employee model. Notice as we change the values in the input fields, the respective properties in both the models are updated as expected.   
  
At the moment, when we click the "Save" button, we are logging the **employeeForm.value**to the console. We instead want to log our employee model object. To do this   
In the view template, pass the employee object to the saveEmployee() method.

<form #employeeForm="ngForm" (ngSubmit)="saveEmployee(employee)">

Modify saveEmployee() method in create-employee.component.ts file as shown below.   
  
saveEmployee(newEmployee: Employee): void {  
  console.log(newEmployee);  
}   
  
At this point, when we click the Save button, the employee object is logged to the console as expected.

**Lecture #18.** **Angular email validation example**

**In this video we will discuss** 

* Validating Email form field in Angular
* Using multiple validators on a single input field
* Angular safe navigation operator

**Email validation in Angular :**There are 2 different ways to validate email form field in Angular. We can either use **pattern validator**or **email validator**. Email validator is introduced in Angular 4. So if you are using Angular 4 or later version you may use email validator or pattern validator to validate email. If you are using Angular 2, then your only choice is to use Pattern validator.   
  
  
In this video we will discuss using the Angular built-in **Email validator**and in our next video we will discuss using the **Pattern validator**.    
  
**Consider the following HTML. Notice we are using Bootstrap classes for styling.**

<div class="form-group">

  <label for="email">Email</label>

  <input id="email" type="text" class="form-control" name="email"

          [(ngModel)]="employee.email">

</div>

The above HTML would produce the following Email input field   
   
  
We want to validate this email input field for 2 things 

* Email is required and
* Valid email must be provided

To make email, a required field modify the HTML as shown below

<div class="form-group" [class.has-error]="email.invalid && email.touched">

  <label for="email" class="control-label">Email</label>

  <input id="email" required type="text" class="form-control" name="email"

          [(ngModel)]="employee.email" #email="ngModel">

  <span class="help-block" \*ngIf="email.invalid && email.touched">

    Email is required

  </span>

</div>

**Code Explanation :** 

* [class.has-error]="email.invalid && email.touched". This is class binding in angular. If the email field is touched and invalid, then the Bootstrap class has-error is added to the div element, else the class is removed.
* On the label that displays "Email" text, we applied control-label Bootstrap class. This class turns the label text to red if there is a validation error.
* \*ngIf="email.invalid && email.touched". Notice the \*ngIf structural directive on the span element. If the email field is touched and invalid the span element is added to the DOM, else it is removed. The Bootstrap help-block class on the span element is for styling.

At this point, if you touch the email field and leave it without typing in anything, you will see the validation error message "Email is required"

   
  
We also want to make sure the user enters a valid email. If someone types ABC, that is not a valid email. Angular 4 has built-in email validator, that we can use to validate if the user has entered a valid email. Here are the steps.  
  
**Step 1 :**On the email input field, place the **email** directive 

<input id="email" required email

**Step 2 :**Use the following HTML, to display the validation error message. If the email is invalid, angular attaches email key to the errors collection. On the other hand, if the email field is valid, the key email will not be in the errors collection. The question mark here is called the safe navigation operator. It protects against null and undefined values in property paths. It is generally used when we are not sure if a property exists or not. It safely handles null and undefined values, and very useful to prevent null-reference exceptions.

<span class="help-block" \*ngIf="email.errors?.email && email.touched">

  Email is Invalid

</span>

Here is the complete HTML that makes the email filed required and also checks if the email has a valid format

<div class="form-group" [class.has-error]="email.invalid && email.touched">

  <label for="email" class="control-label">Email</label>

  <input id="email" required email type="text" class="form-control" name="email"

          [(ngModel)]="employee.email" #email="ngModel">

  <span class="help-block" \*ngIf="email.errors?.required && email.touched">

    Email is required

  </span>

  <span class="help-block" \*ngIf="email.errors?.email && email.touched">

    Email is Invalid

  </span>

</div>

As of this recording, email validator provided by Angular does not allow null or empty values. When we leave the email field empty, the email validator is still fired. This is wrong. Checking NULL and empty values should be the job of the required validator. The following is the work around.  
  
Bind email directive to a boolean expression. The email validator is only added when the email field value is not an empty string. This ensures that, when we type something in the email field, the email validator is attached to the input field and it validates if the email format is valid or not.   
  
<input id="email" required [email]="employee.email!==''"  
  
**Please note :**Do not forget to initialise the email property in the employee object to an empty string.s

### #Lecture19. Angular regular expression validation

In this video we will discuss using **pattern validator in angular** to meet most of your application complex validation requirements.    
  
  
**With the pattern validator we use a regular expression**. Regular expressions are extremely useful when you want to validate if a given string conforms to a specified pattern.   
  
For example, you can use regular expressions to check if a given email conforms to a a valid email format. Similarly you can also check if provided postcode conforms to a specific country postcode format.   
  
Apart from checking conformity with a pattern, they can also be used to extract sub-strings from a given input string.  
  
  
**To validate** if the provided email has a valid email pattern we can use the pattern validator in angular. To use the pattern validator use the pattern attribute along with the regular expression on the input field you want to validate.

<input pattern="^[a-zA-Z0-9\_.+-]+@[a-zA-Z0-9-]+\.[a-zA-Z0-9-.]+$" type="text"

       name="email" [(ngModel)]="employee.email" #email="ngModel">

It is easy to learn regular expressions. Initially they may appear complicated, but if you get the basics right it is very easy to understand them. However, you can also find the commonly used regular expressions on the internet. For example, if you want to find a regular expression to validate email address, simply search the internet with the following string  
Regular expression for email validation  
  
**Use the following HTML**, to display the validation error message. If the email is invalid, angular attaches pattern key to the errors collection. On the other hand, if the email field is valid, the key pattern will not be in the errors collection. The question mark here is called the **safe navigation operator**. We discussed this operator in detail in our previous video. If you are new to this operator, please check out our previous video.

<span class="help-block" \*ngIf="email.errors?.pattern && email.touched">

  Email is Invalid

</span>

The following example, shows both **required**and **pattern**validators on the Email input field.

<div class="form-group" [class.has-error]="email.invalid && email.touched">

  <label for="email" class="control-label">Email</label>

  <input required pattern="^[a-zA-Z0-9\_.+-]+@[a-zA-Z0-9-]+\.[a-zA-Z0-9-.]+$"

         id="email" type="text" class="form-control" name="email"

         [(ngModel)]="employee.email" #email="ngModel">

  <span class="help-block" \*ngIf="email.errors?.required && email.touched">

    Email is required

  </span>

  <span class="help-block" \*ngIf="email.errors?.pattern && email.touched">

    Email is Invalid

  </span>

</div>

### Let's take this pattern validation to the next level. I want to validate emails against a specific domain. For example pragimtech.com is the only valid domain that I want to allow. Any other domain should be considered invalid. This can be very easily achieved with the following regular expression. ^[a-zA-Z0-9\_.+-]+@(?:(?:[a-zA-Z0-9-]+\.)?[a-zA-Z]+\.)?(pragimtech)\.com$

### Lecture 20->Angular radio button validation

**Example :** Gender is a required field. If one of the gender radio button is not checked, we want to validate and display "Gender is required" validation error message.   
  
![angular 2 radio button validation](data:image/png;base64,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)   
  
  
As soon as one of the "Gender" radio button is selected, the validation error message should disappear.   
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Here is the HTML that makes this possible. 

<div class="form-group" [class.has-error]="gender.invalid">

  <label class="control-label">Gender</label>

  <div class="form-control">

    <label class="radio-inline">

      <input type="radio" name="gender" required #gender="ngModel"

             value="male" [(ngModel)]="employee.gender"> Male

    </label>

    <label class="radio-inline">

      <input type="radio" name="gender" required #gender="ngModel"

             value="female" [(ngModel)]="employee.gender"> Female

    </label>

  </div>

  <span class="help-block" \*ngIf="gender.invalid">

    Gender is required

  </span>

</div>

**Code Explanation :** 

* Notice we have required attribute on both the radio buttons (Male and Female). This attribute makes the "Gender" field required.
* #gender="ngModel". This creates a template reference variable. We can now this variable (gender) to check if the field is invalid. Notice #gender="ngModel" is placed on the both the radio buttons.
* [class.has-error]="gender.invalid". This class binding adds the has-errorbootstrap css class when the field is invalid and removes it when the field is valid. This class is used for styling the validation error messages.
* On the label element that displays the static text "Gender" we have "control-label" class. This class turns the text "Gender" to red when there is a validation error.
* \*ngIf="gender.invalid". Notice the \*ngIf structural directive on the span element. If the gender field is invalid the span element is added to the DOM, else it is removed. The Bootstrap help-block class on the span element is for styling.

The span element that displays the validation error message can also be coded as shown below. Notice, instead of using "gender.invalid" as the expression for \*ngIf, we are using "gender.errors?.required". When the required validation fails, Angular attaches the required key to the errors collection property of the gender field. The key is removed if the field passes validation. So we can check for the existence of this key, to control the display of the validation error message.

<span class="help-block" \*ngIf="gender.errors?.required">

  Gender is required

</span>

### Lecture 21-> Add required attribute dynamically in angular

# Lecture 22->Angular checkbox validation

In this video we will discuss **checkbox validation in Angular**with example.    
  
  
We want to make the following **"Is Active" check box a required field**. If the checkbox is not checked, we want to validate and display "Is Active is required" validation error message. As soon as the checkbox is checked, the validation error message should disappear.   
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**Consider the following HTML**

<div class="form-group" [class.has-error]="isActive.invalid && isActive.touched">

  <div class="form-control">

    <label class="checkbox-inline control-label">

      <input type="checkbox" required name="isActive"

             #isActive="ngModel" [(ngModel)]="employee.isActive">

      Is Active

    </label>

  </div>

  <span class="help-block"

        \*ngIf="isActive.errors?.required && isActive.touched">

    Is Active is required

  </span>

</div>

**Code Explanation :** 

* The required attribute makes "Is Active" field required.
* #isActive="ngModel". This creates a template reference variable. We can now this variable (isActive) to check if the field is invalid, touched, dirty etc.
* [class.has-error]="isActive.invalid && isActive.touched". This class binding adds the has-error bootstrap css class when the field is invalid and touched and removes it when the field is valid. This class is used for styling the validation error messages.
* On the label element that displays the static text "Is Active" we have "control-label" class. This class turns the text "Is Active" to red when there is a validation error.
* \*ngIf="isActive.errors?.required && isActive.touched". Notice the \*ngIf structural directive on the span element. If the "Is Active" field fails required validation and touched, the span element is added to the DOM, else it is removed. The Bootstrap help-block class on the span element is for styling.

**At this point,**

* If you tab into the checkbox control and leave it, without checking it, you will see the validation error message
* If you select the checkbox box, the error goes away
* If you unselecet the checkbox, the required validation error appears again

This implementation of the checkbox validation is useful, when you want to force the user to select a checkbox. For example, on many web sites, you might have seen a checkbox with the following text. Only when you agree by checking that checkbox, you will be able to proceed. Otherwise you will have to cancel that specific action.

**I Agree to the terms and conditions**  
  
**What if the employee is terminated or resigned?** In that case we do not want the checkbox to be checked. But at the moment, the required validator is forcing us to have the checkbox checked. To fix this modify the required attribute as shown below. Notice, we are binding a boolean expression to the required attribute. If the expression is true the required validator is attached, otherwise it is removed.  
  
[required]="employee.isActive==null"   
  
**With this change** 

* When the form first loads, isActive property on the employee object is null. So the required attribute is attached to the checkbox.
* If we tab into the checkbox and levae it without selecting it, we see the required validation error message as expected
* If we select the checkbox box, the error goes away
* If we unselecet the checkbox, notice we don't get the required validation. This is because, when the checkbox is unchecked, the value of isActive property on the employee object is false and not NULL. So the boolean expression bound to the required attribute returns false. Hence the required attribute is removed from the checkbox field and we do not see the required validation error.

At the moment, the user interface is confusing. If the employee you are creating is not active, you have to first check the (Is Active) checkbox and then un-check it. To make this less confusing there 2 options for us.

* Remove the required validator on the (Is Active) checkbox, and treat NULL as false.
* Use 2 radio buttons (Yes or No), instead of a single checkbox.
* So by fixxing this issue I will remove all validation call.

<div class="form-group">

<div class="form-control">

<label class="checkbox-inline">

<input type="checkbox" [(ngModel)]="employee.isActive" name="isActive"> IsActive

</label>

</div>

</div>

### 

# Lecture 23->Angular select list validation

In this video, we will discuss **Dropdown list validation in Angular** with example.    
  
  
**Example :** We want to make "Department" Dropdownlist a required field. If a department is not selected, we want to validate and display "Department is required"validation error message. As soon as a department is checked, the validation error message should disappear.   
  
![angular select list validation](data:image/png;base64,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)   
  
  
**Consider the following HTML :** 

<div class="form-group"

     [class.has-error]="department.touched && department.invalid">

  <label for="department" class="control-label">Department</label>

  <select id="department" required #department="ngModel"

          name="department" [(ngModel)]="employee.department"

          class="form-control">

    <option \*ngFor="let dept of departments" [value]="dept.id">

      {{dept.name}}

    </option>

  </select>

  <span class="help-block"

        \*ngIf="department.touched && department.invalid">

    Department is required

  </span>

</div>

**Code Explanation :** 

* The required attribute makes "Department" field required.
* #department="ngModel". This creates a template reference variable. We can now this variable (department) to check if the field is invalid, touched, dirty etc.
* [class.has-error]="department.touched && department.invalid". This class binding adds the has-error bootstrap css class when the field is invalid and touched and removes it when the field is valid. This class is used for styling the validation error messages.
* On the label element that displays the static text "Department" we have "control-label" class. This class turns the text "Department" to red when there is a validation error.
* \*ngIf="department.touched && department.invalid". Notice the \*ngIf structural directive on the span element. If the "Department" field fails required validation and touched, the span element is added to the DOM, else it is removed. The Bootstrap help-block class on the span element is for styling.

At this point, the dropdown list validation works as expected. However, in most of the real world applications, you might see one of the following options as the first option in a dropdown list.

* Please select
* Select Department
* etc...

Modify the HTML to include "Select Department" as the first option. Notice the value of this option is set to**'-1'**, to indicate that it is not a valid department selection. The change is highlighted in YELLOW.

<div class="form-group"

     [class.has-error]="department.touched && department.invalid">

  <label for="department" class="control-label">

    Department

  </label>

  <select id="department" required #department="ngModel" name="department"

          [(ngModel)]="employee.department" class="form-control">

    <option value="-1">Select Department</option>

    <option \*ngFor="let dept of departments" [value]="dept.id">

      {{dept.name}}

    </option>

  </select>

  <span class="help-block"

        \*ngIf="department.touched && department.invalid">

    Department is required

  </span>

</div>

### In the component class (create-employee.component.ts), initialise department property with a value of '-1'. This will ensure that, when the "Department" dropdownlist is loaded, the first default option 'Select Department' is selected. employee: Employee = {   id: null,   name: null,   gender: null,   contactPreference: null,   phoneNumber: null,   email: '',   dateOfBirth: null,   department: '-1',   isActive: null,   photoPath: null }; At this point, view the page in the browser. The dropdownlist REQUIRED validation does not work as expected. The default first option, 'Select Department' is treated as a valid department selection. We will discuss, how to fix this in our next video.

# #Lecture 24. Angular value vs ngvalue

<div class="form-group" [class.has-error]="department.invalid && department.touched">

<label for="department" class="control-lable">Department</label>

<select id="department" required #department="ngModel" name="department" class="form-control" [(ngModel)]="employee.department"

name="department">

<option [ngValue]="null" disabled>Select Department</option>

<option \*ngFor="let dept of departments" [ngValue]="dept">

{{dept.name}}

</option>

</select>

<span \*ngIf="department.invalid && department.touched">Department is Required</span>

</div>

In this video, we will discuss **Dropdown list validation in Angular** with example.    
  
  
**Example :** We want to make "Department" Dropdownlist a required field. If a department is not selected, we want to validate and display "Department is required"validation error message. As soon as a department is checked, the validation error message should disappear.   
  
![angular select list validation](data:image/png;base64,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)   
  
  
**Consider the following HTML :** 

<div class="form-group"

     [class.has-error]="department.touched && department.invalid">

  <label for="department" class="control-label">Department</label>

  <select id="department" required #department="ngModel"

          name="department" [(ngModel)]="employee.department"

          class="form-control">

    <option \*ngFor="let dept of departments" [value]="dept.id">

      {{dept.name}}

    </option>

  </select>

  <span class="help-block"

        \*ngIf="department.touched && department.invalid">

    Department is required

  </span>

</div>

**Code Explanation :** 

* The required attribute makes "Department" field required.
* #department="ngModel". This creates a template reference variable. We can now this variable (department) to check if the field is invalid, touched, dirty etc.
* [class.has-error]="department.touched && department.invalid". This class binding adds the has-error bootstrap css class when the field is invalid and touched and removes it when the field is valid. This class is used for styling the validation error messages.
* On the label element that displays the static text "Department" we have "control-label" class. This class turns the text "Department" to red when there is a validation error.
* \*ngIf="department.touched && department.invalid". Notice the \*ngIf structural directive on the span element. If the "Department" field fails required validation and touched, the span element is added to the DOM, else it is removed. The Bootstrap help-block class on the span element is for styling.

At this point, the dropdown list validation works as expected. However, in most of the real world applications, you might see one of the following options as the first option in a dropdown list.

* Please select
* Select Department
* etc...

Modify the HTML to include "Select Department" as the first option. Notice the value of this option is set to**'-1'**, to indicate that it is not a valid department selection. The change is highlighted in YELLOW.

<div class="form-group"

     [class.has-error]="department.touched && department.invalid">

  <label for="department" class="control-label">

    Department

  </label>

  <select id="department" required #department="ngModel" name="department"

          [(ngModel)]="employee.department" class="form-control">

    <option value="-1">Select Department</option>

    <option \*ngFor="let dept of departments" [value]="dept.id">

      {{dept.name}}

    </option>

  </select>

  <span class="help-block"

        \*ngIf="department.touched && department.invalid">

    Department is required

  </span>

</div>

In the component class (create-employee.component.ts), initialise department property with a value of **'-1'**. This will ensure that, when the "Department" dropdownlist is loaded, the first default option 'Select Department' is selected.  
  
employee: Employee = {  
  id: null,  
  name: null,  
  gender: null,  
  contactPreference: null,  
  phoneNumber: null,  
  email: '',  
  dateOfBirth: null,  
  department: '-1',  
  isActive: null,  
  photoPath: null  
};  
  
At this point, view the page in the browser. The dropdownlist REQUIRED validation does not work as expected. The default first option, 'Select Department' is treated as a valid department selection. We will discuss, how to fix this in our next video.

# #25. Angular custom validator example template driven forms

In this video, we will discuss creating a **custom validator in angular with an example**. We will make this validator reusable and configurable. Along the way, we will also learn how to create a **custom directive in angular**.   
  
  
**Example :**When you have a default option like **"Select Department"** in a SELECT list, the REQUIRED validation does not work, if the default option value is anything else other than NULL. So if the default option value is not null, then that default option is also treated as a valid selection, and we do not get to see the required validation error. If "Select Department" is selected, we want the validation to fail, and display "Department is required" validation error message. To make this work the way we want, we implement a custom validator.    
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**Create a custom Directive**  
To use a custom validator in template driven forms, we have to create the validator as a directive. Once we have the directive created, we can then use that directive as an attribute on the select element that we want to validate. This is going to be a configurable and reusable validator. We can use it with any SELECT list in an angular application. So create a **"shared"** folder in the **"app"** folder. In the "shared" folder create a file with name "select-required-validator.directive.ts". Copy and paste the folllowing code. 

import { Validator, AbstractControl, NG\_VALIDATORS } from '@angular/forms';

import { Directive } from '@angular/core';

@Directive({

    selector: '[appSelectValidator]',

    providers: [

        {

            provide: NG\_VALIDATORS,

            useExisting: SelectRequiredValidatorDirective,

            multi: true

        }]

})

export class SelectRequiredValidatorDirective implements Validator {

    validate(control: AbstractControl): { [key: string]: any } | null {

        return control.value === '-1' ? { 'defaultSelected': true } : null;

    }

}

**Code Exaplanation :**  
Since we are creating a directive, we decorate the class with **@Directive**decorator   
  
**NG\_VALIDATORS** is a collection of validators. It already contains all the built-in validators like required, pattern etc. Before we can use our custom validator we have to add it to the list of validators by adding it to NG\_VALIDATORS token. To specify that we want to add our validator to the list of validators, we set **multi** property to true   
  
providers: [  
    {  
        provide: NG\_VALIDATORS,  
        useExisting: SelectRequiredValidatorDirective,  
        multi: true  
    }]   
  
Implement **Validator** interface as we are creating a custom validator  
export class SelectRequiredValidatorDirective implements Validator  
  
Since we are implementing validator interface, we have to provide implementation for the interface **validate()** method. This method has one input parameter and it's type is **AbstractControl**. AbstractControl extends both **FormControl** and **FormGroup**. In some cases you may want to validate a Formgroup instead of a single FormControl. So to cater for both scenarios, the parent type - AbstractControl is specified. This function returns an object if the validation fails or null if the validation succeeds. The object that is returned when the validation fails contains a key/value pair. The key is a string and the value can be anything.  
validate(control: AbstractControl): { [key: string]: any } | null   
  
If the selected value in the SELECT list is the default value (-1), then we return an object with key 'defaultSelected' and value of true to indicate that the validation has failed. Otherwise we return NULL to indicate validation succeeded. In the HTML we can use the "defaultSelected" key to display the validation error specific to this custom validator.  
return control.value === '-1' ? { 'defaultSelected': true } : null;  
  
**Import the custom directive in a module where you want to use it.**  
  
At the moment we only have one module - Root module. So in app.module.ts file include the following import statement  
import { SelectRequiredValidatorDirective } from './shared/select-required-validator.directive';  
  
Also include SelectRequiredValidatorDirective in the declarations array of the NgModule() decorator  
  
**Using the custom required validator on the SELECT element**  
  
Modify the "Department" SELECT element in create-employee.component.html file as shown below.

<div class="form-group"

     [class.has-error]="department.touched && department.errors?.defaultSelected">

  <label for="department" class="control-label">Department</label>

  <select id="department" #department="ngModel" name="department"

          [(ngModel)]="employee.department" appSelectValidator

          class="form-control">

    <option value="-1">Select Department</option>

    <option \*ngFor="let dept of departments" [value]="dept.id">

      {{dept.name}}

    </option>

  </select>

  <span class="help-block"

        \*ngIf="department.touched && department.errors?.defaultSelected">

    Department is required

  </span>

</div>

**Code Explanation :** 

* [class.has-error]="department.touched && department.errors?.defaultSelected". Notice, in this conditional class binding we are using the key "defaultSelected" to style the Department SELECT element and it's label when there is a validation error. This key is set by the required custom validator when the validation fails.
* \*ngIf="department.touched && department.errors?.defaultSelected". Notice here also we are using the key "defaultSelected" to display the validation error message.
* appSelectValidator is the selector we gave for our custom validation directive and we are using it as an attribute on the SELECT list that we want to validate.

At the moment, we can only use this custom validator with a SELECT list whose default option value is -1. We will discuss how to make this custom validator configurable and reusable in our next video.

#Lecture->26

In this video we will discuss, **how to make the select list custom required validator configurable and reusable**. This is continuation to [Part 25](https://www.youtube.com/watch?v=2AAUf32pKy8). Please watch [Part 25](https://www.youtube.com/watch?v=2AAUf32pKy8) from [Angular CRUD tutorial](https://www.youtube.com/playlist?list=PL6n9fhu94yhXwcl3a6rIfAI7QmGYIkfK5) before proceeding.   
  
  
Here is the SELECT list **custom required validator**we implemented in our previous video 

import { Validator, AbstractControl, NG\_VALIDATORS } from '@angular/forms';

import { Directive } from '@angular/core';

@Directive({

    selector: '[appSelectValidator]',

    providers: [{

        provide: NG\_VALIDATORS,

        useExisting: SelectRequiredValidatorDirective,

        multi: true

    }]

})

export class SelectRequiredValidatorDirective implements Validator {

    validate(control: AbstractControl): { [key: string]: any } | null {

        return control.value === '-1' ? { 'defaultSelected': true } : null;

    }

}

**Consider this line of code :**Notice we have hard-coded the default option value '-1'. Because of this hard-coded value, we will not be able to reuse this validator with another SELECT list if it has a different default option value other than '-1'.    
  
return control.value === '-1' ? { 'defaultSelected': true } : null;  
  
To make this custom validator reusable, we want to be able to do pass the default option value from the template to our custom validator as shown below. Notice we are using our custom validator selector and passing it the default option value. In this case we are passing -101. If you have another SELECT list, and if it's default option value is -1, you simply pass that value.  
<select appSelectValidator="-101" #department="ngModel" ....>  
  
For this to work, we have to create a corresponding input property in the custom validator class. Modify SelectRequiredValidatorDirective as shown below. The changes are commented and self-explanatory

import { Validator, AbstractControl, NG\_VALIDATORS } from '@angular/forms';

// Import input from @angular/core package

import { Directive, Input } from '@angular/core';

@Directive({

    selector: '[appSelectValidator]',

    providers: [{

        provide: NG\_VALIDATORS,

        useExisting: SelectRequiredValidatorDirective,

        multi: true

    }]

})

export class SelectRequiredValidatorDirective implements Validator {

    // Create input property to receive the

    // specified default option value

    @Input() appSelectValidator: string;

    validate(control: AbstractControl): { [key: string]: any } | null {

        // Remove the hard-coded value and use the input property instead

        return control.value === this.appSelectValidator ?

                                    { 'defaultSelected': true } : null;

    }

}

**Please note :**Since this is a directive input property, the input property name and the selector name must match.   
@Input() appSelectValidator: string;  
  
For some reason if you do not like the input property name, you can use an alias as shown below.   
@Input('appSelectValidator') defaultValue: string;  
  
We are now able to specify the default option value using the directive input property. This makes our custom validator configurable and reusable. We can now use this custom required validator to validate any SELECT list in our Angular application.

### Lecture 27->Angular password and confirm password validation

### Angular password and confirm password validation

**Suggested Videos**  
[Part 24 - Angular value vs ngValue](https://www.youtube.com/watch?v=dyif1Xy9GY8) | [Text](http://csharp-video-tutorials.blogspot.com/2018/02/angular-value-vs-ngvalue.html) | [Slides](http://csharp-video-tutorials.blogspot.com/2018/02/angular-value-vs-ngvalue-slides.html)  
[Part 25 - Angular custom validator example template driven forms](https://www.youtube.com/watch?v=2AAUf32pKy8) | [Text](http://csharp-video-tutorials.blogspot.com/2018/02/angular-custom-validator-example_27.html) | [Slides](http://csharp-video-tutorials.blogspot.com/2018/02/angular-custom-validator-example_81.html)   
[Part 26 - Angular select list required custom validator](https://www.youtube.com/watch?v=BjsaaUNw4lk) | [Text](http://csharp-video-tutorials.blogspot.com/2018/02/angular-select-list-required-custom.html) | [Slides](http://csharp-video-tutorials.blogspot.com/2018/02/angular-select-list-required-custom_28.html)  
  
In this video we will discuss how to **compare password and confirm password fields**and validate if they are equal. If they are not equal we want to display "Password and Confirm Password does not match" validation error.   
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This is also commonly called as **cross field validation in angular**. We cannot use any of the buil-in angular validators to perform cross-field validation. So let's create a custom validator. To use a custom validator in template driven forms, we create the validator as a directive. We discussed creating custom validators and directives in Parts [25](https://www.youtube.com/watch?v=2AAUf32pKy8&list=PL6n9fhu94yhXwcl3a6rIfAI7QmGYIkfK5&index=25&t=0s) and [26](https://www.youtube.com/watch?v=BjsaaUNw4lk&list=PL6n9fhu94yhXwcl3a6rIfAI7QmGYIkfK5&index=26&t=0s) of [Angular CRUD tutorial](https://www.youtube.com/playlist?list=PL6n9fhu94yhXwcl3a6rIfAI7QmGYIkfK5). If you are new to these concepts, please check out those videos.   
  
We will make this custom validator a reusable validator, so we could use it to compare any 2 input fields for equality. For example, we can use this same custom validator to compare if EMAIL and CONFIRM EMAIL fields are equal.   
  
  
**Create a custom Directive**  
Add a new TypeScript file to the "shared" folder. Name it confirm-equal-validator.directive.ts.Copy and paste the folllowing code.

import { Validator, AbstractControl, NG\_VALIDATORS } from '@angular/forms';

import { Directive, Input } from '@angular/core';

@Directive({

    selector: '[appConfirmEqualValidator]',

    providers: [{

        provide: NG\_VALIDATORS,

        useExisting: ConfirmEqualValidatorDirective,

        multi: true

    }]

})

export class ConfirmEqualValidatorDirective implements Validator {

    @Input() appConfirmEqualValidator: string;

    validate(control: AbstractControl): { [key: string]: any } | null {

        const controlToCompare = control.parent.get(this.appConfirmEqualValidator);

        if (controlToCompare && controlToCompare.value !== control.value) {

            return { 'notEqual': true };

        }

        return null;

    }

}

**Code Exaplanation :**  
Since we are creating a directive, we decorate the class with @Directive decorator  
  
This selector will be used as a directive on one of the 2 input fields that we want to compare for equality. In our case we will use it on the **Confirm Password** field.  
selector: '[appConfirmEqualValidator]',  
  
**NG\_VALIDATORS** is a collection of validators. It contains all the built-in validators like required, pattern etc. Before we can use our custom validator we have to add it to the list of validators by adding it to NG\_VALIDATORS token. To specify that we want to add our validator to the list of validators, we set multi property to true  
  
providers: [{  
    provide: NG\_VALIDATORS,  
    useExisting: ConfirmEqualValidatorDirective,  
    multi: true  
}]  
  
Implement Validator interface as we are creating a custom validator  
export class ConfirmEqualValidatorDirective implements Validator  
  
Since our custom validator class is implementing validator interface, we have to provide implementation for the interface validate() method. This method has one input parameter and it's type is AbstractControl. AbstractControl extends both FormControl and FormGroup. In some case you may want to validate a Formgroup instead of a single FormControl. So to cater for both scenarios, the parent type - AbstractControl is specified. This function returns an object if the validation fails or null if the validation succeeds. The object that is returned when the validation fails contains a key/value pair. The key is a string and the value can be anything.  
validate(control: AbstractControl): { [key: string]: any } | null  
  
The following line creates an input property. Since this is a directive input property, the input property name and the selector name must match.   
@Input() appConfirmEqualValidator: string;  
  
We will use this custom directive (appConfirmEqualValidator), as an attribute either on the PASSWORD field or CONFIRM PASSWORD FIELD. If we use this on the  CONFIRM PASSWORD field, we will also pass the field that we want to compare with. In this case the PASSWORD field.   
  
So the input property that we have created above receives the control that we want to compare CONFIRM PASSWORD field with. This input property prevents the need to hard code the name of the control that we want to compare with. Hence it makes our custom validator reusable. We can use it to compare any 2 input fields for equality.  
<input name="confirmPassword" appConfirmEqualValidator="password"

* In the validate() method implementation, we first retrieve the control that we want to compare CONFIRM PASSWORD field with. That field in our case is the PASSWORD field.
* Both PASSWORD and CONFIRM PASSWORD fields are siblings. So to get the PASSWORD field, we go one level up from the CONFIRM PASSWORD field using the parent property. The parent property returns the root FormGroup.
* On the root FormGroup we call the get() method passing it, the input property. The input property receives the name of the PASSWORD field
* Finally we check if the PASSWORD and CONFIRM PASSWORD filed values are equal. If they are equal, we return NULL indication validation succeeded otherwise we return an object with key=notEqual and value=true.
* In the HTML we can use this key (notEqual) to display the relevant validation error message

validate(control: AbstractControl): { [key: string]: any } | null {

    const controlToCompare = control.parent.get(this.appConfirmEqualValidator);

    if (controlToCompare && controlToCompare.value !== control.value) {

        return { 'notEqual': true };

    }

    return null;

}

**Import the custom directive in a module where you want to use it.**  
  
At the moment we only have one module - Root module. So in app.module.ts file include the following import statement  
import { ConfirmEqualValidatorDirective } from './shared/confirm-equal-validator.directive';  
  
Also include ConfirmEqualValidatorDirective in the declarations array of the NgModule() decorator  
  
**Using the custom validator**   
  
Include the following HTML for Password and Confirm Password fields in create-employee.component.html file as shown below.

<div class="form-group"

     [class.has-error]="password.touched && password.invalid">

  <label for="password" class="control-label">Password</label>

  <input id="password" required type="text" class="form-control"

         name="password" [(ngModel)]="employee.password"

         #password="ngModel">

  <span class="help-block"

        \*ngIf="password.touched && password.errors?.required">

    Password is required

  </span>

</div>

<div class="form-group"

     [class.has-error]="confirmPassword.touched && confirmPassword.invalid">

  <label for="confirmPassword" class="control-label">Confirm Password</label>

  <input name="confirmPassword" appConfirmEqualValidator="password" required

         id="confirmPassword" type="text" class="form-control"

         [(ngModel)]="employee.confirmPassword" #confirmPassword="ngModel">

  <span class="help-block"

        \*ngIf="confirmPassword.touched && confirmPassword.errors?.required">

    Confirm Password is required

  </span>

  <span class="help-block"

        \*ngIf="confirmPassword.touched && confirmPassword.errors?.notEqual &&

          !confirmPassword.errors?.required">

    Password and Confirm Password does not match

  </span>

</div>

Notice on the CONFIRM PASSWORD field we are using our custom directive and passing it the name of the control (PASSWORD) that we want to compare with.  
<input name="confirmPassword" appConfirmEqualValidator="password"  
  
Notice the expression of \*ngIf structural directive. We are using the key (notEqual) set by our custom validator to display the validation error message.

<span class="help-block"

      \*ngIf="confirmPassword.touched && confirmPassword.errors?.notEqual &&

        !confirmPassword.errors?.required">

  Password and Confirm Password does not match

</span>

**At the moment there are 2 problems with our custom validator**  
When the validation fails only the CONFIRM PASSWORD field is styled with red border and not the PASSWORD field. We want the password field also to have the red border.   
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If you first change PASSWORD field and then the CONFIRM PASSWORD field, the validation works as expected. Now if you go back and change the PASSWORD field, the validation will not be triggered and you will not see the validation error even if the passwords do not match.   
  
**We will discuss why this is happening and how to fix it in our next video.**

### 

### Lecture 27-> Angular trigger validation manually

**Suggested Videos**  
[Part 25 - Angular custom validator example template driven forms](https://www.youtube.com/watch?v=2AAUf32pKy8) | [Text](http://csharp-video-tutorials.blogspot.com/2018/02/angular-custom-validator-example_27.html) | [Slides](http://csharp-video-tutorials.blogspot.com/2018/02/angular-custom-validator-example_81.html)  
[Part 26 - Angular select list required custom validator](https://www.youtube.com/watch?v=BjsaaUNw4lk) | [Text](http://csharp-video-tutorials.blogspot.com/2018/02/angular-select-list-required-custom.html) | [Slides](http://csharp-video-tutorials.blogspot.com/2018/02/angular-select-list-required-custom_28.html)   
[Part 27 - Angular password and confirm password validation](https://www.youtube.com/watch?v=YhazkQd59Hk) | [Text](http://csharp-video-tutorials.blogspot.com/2018/03/angular-password-and-confirm-password.html) | [Slides](http://csharp-video-tutorials.blogspot.com/2018/03/angular-password-and-confirm-password_6.html)  
  
**In this video we will discuss**

1. How to add or remove validation styles to a group of elements in Angular
2. How to trigger validation manually in Angular using the updateValueAndValidity() function

This is continuation to [Part 27](https://www.youtube.com/watch?v=YhazkQd59Hk). Please watch [Part 27](https://www.youtube.com/watch?v=YhazkQd59Hk) from [Angular CRUD tutorial](https://www.youtube.com/playlist?list=PL6n9fhu94yhXwcl3a6rIfAI7QmGYIkfK5) before proceeding.   
  
**How to add and remove validation styles to a group of elements in Angular :** Use the **ngModelGroup**directive and group the elements. Now we can add or remove validation styles from the group. This in turn adds or removes the validation styles from all the elements in that group.   
  
  
In our case, we want to **group password and confirm password fields** to be able to control their validation styles. Notice in the example below, both password and confirm password fields are grouped using the **ngModelGroup**directive. The bootstrap validation class **has-error** is conditionally added or removed from the group.

<div ngModelGroup="passwordGroup"

     [class.has-error]="confirmPassword.touched && confirmPassword.invalid">

  <div "passwordFieldDiv"> ...

  </div>

  <div "confirmPasswordFieldDiv"> ...

  </div>

</div>

**Use of updateValueAndValidity() function :** At the moment we have a problem with confirm password field validation. It does not work in one of the scenarios. Here is the scenario.   
  
If you first change PASSWORD field and then the CONFIRM PASSWORD field, the validation works as expected. Now if you go back and change the PASSWORD field, the validation will not be triggered and you will not see the validation error even if the passwords do not match.   
  
This is because our custom validation directive is applied on the confirm password filed but not on the password. So our custom validation is triggered only when the confirm password field is changed and not when the password field is changed. To make this work, even when the password field is changed, we have to tell confirm password field to run it's validation when password field is changed.   
  
So the obvious question that comes to our mind is, **how to tell the confirm password field to run it's validation?**  
Well updateValueAndValidity() function comes to the rescue. When this method is called on a control, that control's validation logic is executed again. Notice the event binding in the example below. The **change**event of the password field triggers a call to confirm password field's updateValueAndValidity() function. This in turn runs the confirm password field validation.

<input name="password"

      (change)="confirmPassword.control.updateValueAndValidity()" …>

The **change**event is fired only after the form control has lost focus. The **input**event is fired as the user changes the value. So if you want the validation to trigger as the user is changing the value, use the **input**event instead of **change**event.

### Lecture 27->Angular password and confirm password validation