**CSC 151 Assignment #6**

1. **Honor Code**
2. *For individual assignments: Jane Doe and John Doe will be replaced by your full name(s)*

*I affirm that I have carried out my academic endeavors with full academic honesty.*

*[Signed, Manav Bilakhia]*

1. Resources/References

Lecture notes

Geeksforgeeks for syntax help

1. **Java files and outputs**
2. Java files

Class: Huge.java

/\*  
 \* I affirm that I have carried out the attached academic endeavors with full academic honesty.  
 \* Manav Bilakhia (MB)  
 \*/  
package assignment;  
import java.util.ArrayDeque;  
import java.util.Deque;  
*/\*\*  
 \* This class represents large nonnegative integers having up to 50 digits.  
 \*  
 \** ***@author*** *Jesse Grabowski  
 \** ***@author*** *Charles Hoot  
 \** ***@author*** *Frank M. Carrano  
 \** ***@author*** *Joseph Erickson  
 \** ***@author*** *Zeynep Orhan modified  
 \** ***@version*** *5.0  
 \*/*public class Huge {  
 private Deque<Integer> hugeNumber;  
 private final static int *MAX\_SIZE* = 50;  
 */\*\*  
 \* Constructor: No parameters. Creates an ArrayDeque for hugeNumber and add 0  
 \*/* public Huge()  
 {  
 hugeNumber = new ArrayDeque<>();  
 hugeNumber.add(0);  
 }  
 */\*\*  
 \* Constructor with an Integer array parameter: Creates an ArrayDeque for  
 \* hugeNumber and sets the value of the Huge number based on a given array of  
 \* Integers  
 \*  
 \** ***@param*** *digits Integer[] digits  
 \*/* public Huge(Integer digits[])  
 {  
 hugeNumber = new ArrayDeque<>();  
 // calling sethuge so that zeros are checked and every element of the array is added  
 setHuge(digits);  
 }  
 */\*\*  
 \* Constructor with a String parameter: Creates an ArrayDeque for hugeNumber and  
 \* sets the value of the Huge number based on a given String  
 \*  
 \** ***@param*** *hugeString a String of digits  
 \*/* public Huge(String hugeString)  
 {  
 hugeNumber = new ArrayDeque<>();  
 // calling sethuge so that zeros are checked and every element of the string is added  
 setHuge(hugeString);  
 }  
 */\*\*  
 \* Constructor with another Huge number parameter: Creates an ArrayDeque for  
 \* hugeNumber and sets the value of the Huge number based on a given Huge number  
 \*  
 \** ***@param*** *huge  
 \*/* public Huge(Huge huge)  
 {  
 hugeNumber = new ArrayDeque<>();  
 // calling sethuge so that zeros are checked and every element of the huge is added  
 setHuge(huge.toArray());  
 }  
 */\*\*  
 \* setHuge: Sets the value of the Huge number based on a given array of Integers. May  
 \* throw an Error if the number is too large. throw new Error("Overflow") when  
 \* the number of digits is greater than the MAX\_SIZE Ignore zeros at the  
 \* beginning and add the digits starting from the 0th index to the end of the  
 \* deque  
 \*  
 \** ***@param*** *digits An array of Integers that represents the Huge's digits.  
 \*  
 \*/* public void setHuge(Integer digits []) {  
 if (digits.length > *MAX\_SIZE*) {  
 throw new Error("Overflow");//error overflow  
 }  
 //clearing so that everytime setter is called, it has a different value  
 hugeNumber.clear();  
 boolean startWithZero = true;  
 for (int index = 0; index < digits.length; index++) {  
 if (!digits[index].equals(0) || !startWithZero) {  
 hugeNumber.add(digits[index]);  
 if (startWithZero)  
 startWithZero = true;  
 }  
  
 }  
 if (hugeNumber.size() == 0) {  
 hugeNumber.add(0);  
  
 }  
 }  
  
 */\*\*  
 \* setHuge: Sets the value of the Huge number based on a string of numbers. May throw an  
 \* Error if the number is too large, or a NumberFormatException if the string is  
 \* formatted incorrectly.  
 \*  
 \* throw new Error("Overflow") when the number of digits is greater than the  
 \* MAX\_SIZE  
 \*  
 \* throw new NumberFormatException("Non-hugeNumber in huge int"); when a digit  
 \* is not a character in [0-9]  
 \*  
 \* Ignore zeros at the beginning and add the digits starting from the char at  
 \* 0th index to the end of the deque  
 \*  
 \** ***@param*** *hugeString The string to convert into a Huge.  
 \** ***@throws*** *NumberFormatException if the string is formatted incorrectly.  
 \*/* public void setHuge(String hugeString) throws NumberFormatException {  
 if (hugeString.length() > *MAX\_SIZE*) {  
 throw new Error("Overflow");//error overflow  
 }  
 //clearing so that everytime setter is called, it has a different value  
 hugeNumber.clear();  
 boolean startingWithZero = true;  
 for (int index = 0; index < hugeString.length(); index++) {  
 Character character = hugeString.charAt(index);  
 if (!Character.*isDigit*(character)) {  
 throw new NumberFormatException("Bad Character");  
 }  
  
 Integer digit = Character.*getNumericValue*(character);  
 if (digit != 0 || !startingWithZero) {  
 hugeNumber.add(digit);  
 if (startingWithZero) {  
 startingWithZero = false;  
 }  
 }  
 }  
 if (hugeNumber.size() == 0) {  
 hugeNumber.add(0);  
 }  
 }  
 */\*\*  
 \* Override toString: Print the digits next to each other without a space  
 \*/* @Override  
 public String toString() {  
 String str = "";  
 for (Object o : hugeNumber.toArray()) {  
 Integer digit = (Integer) o;  
  
 str += digit.toString();  
 }  
  
 return str;  
 }  
 */\*\*  
 \* toArray: Converts the Huge into an array of Integers.  
 \*  
 \** ***@return*** *An array representation of the Huge.  
 \*/* public Integer[] toArray() {  
 Integer[] arr = new Integer[hugeNumber.size()];  
  
 Object[] objectArr = hugeNumber.toArray();  
 for (int i = 0; i < hugeNumber.size(); i++) {  
 arr[i] = (Integer) objectArr[i];  
 }  
  
 return arr;  
 }  
  
 */\*\*  
 \* addHuge: Adds another Huge to this Huge without changing either one.  
 \*  
 \** ***@param*** *h The Huge to add to this Huge.  
 \** ***@return*** *A Huge which is the sum of both Huges.  
 \*/* public Huge addHuge(Huge h)  
 {  
 String operand1 = this.toString();  
 String operand2 = h.toString();  
 if (operand1.length() > operand2.length()){  
 String temp = operand1;  
 operand1 = operand2;  
 operand2 = temp;  
 }  
 String result = "";  
 int length1 = operand1.length();  
 int length2 = operand2.length();  
 operand1=new StringBuilder(operand1).reverse().toString();  
 operand2=new StringBuilder(operand2).reverse().toString();  
 int carry = 0;  
 for (int index = 0; index < length1; index++)  
 {  
 int sum = ((operand1.charAt(index) - '0') +  
 (operand2.charAt(index) - '0') + carry);  
 result += (char)(sum % 10 + '0');  
 carry = sum / 10;  
 }  
 for (int index = length1; index < length2; index++)  
 {  
 int sum = ((operand2.charAt(index) - '0') + carry);  
 result += (char)(sum % 10 + '0');  
 carry = sum / 10;  
 }  
 if (carry > 0)  
 result += (char)(carry + '0');  
  
 result = new StringBuilder(result).reverse().toString();  
 Huge sum = new Huge(result);  
 return sum;  
 }  
 */\*\*  
 \* multiplyHuge: Multiplies another Huge to this Huge without changing either one.  
 \*  
 \** ***@param*** *h The Huge to multiply to this Huge.  
 \** ***@return*** *A Huge which is the product of both Huges.  
 \*/* public Huge multiplyHuge(Huge h)  
 {  
 String operand1 = this.toString();  
 String operand2 = h.toString();  
 int length1 = operand1.length();  
 int length2 = operand2.length();  
 if (length1 == 0 || length2 == 0) {  
 Huge product = new Huge();  
 return product;  
 }  
  
 // storing result in a vector  
 // in reverse order  
 int result[] = new int[length1 + length2];  
  
 // Below two indexes are used to  
 // find positions in result.  
 int position1 = 0;  
 int position2 = 0;  
  
 // Go from right to left in num1  
 for (int index1 = length1 - 1; index1 >= 0; index1--)  
 {  
 int carry = 0;  
 int num1 = operand1.charAt(index1) - '0';  
  
 // To shift position to left after every  
 position2 = 0;  
  
 // Go from right to left in num2  
 for (int index2 = length2 - 1; index2 >= 0; index2--)  
 {  
 // Take current digit of second number  
 int num2 = operand2.charAt(index2) - '0';  
  
 // Multiply with current digit of first number  
 // and add result to previously stored result  
 // charAt current position.  
 int sum = num1 \* num2 + result[position1 + position2] + carry;  
  
 // Carry for next itercharAtion  
 carry = sum / 10;  
  
 // Store result  
 result[position1 + position2] = sum % 10;  
  
 position2++;  
 }  
  
 // store carry in next cell  
 if (carry > 0)  
 result[position1 + position2] += carry;  
 position1++;  
 }  
  
 // ignore '0's from the right  
 int index = result.length - 1;  
 while (index >= 0 && result[index] == 0)  
 index--;  
 if (index == -1)  
 {  
 Huge product = new Huge();  
 return product;  
 }  
  
 // generate the result String  
 String s = "";  
  
 while (index >= 0)  
 s =s+ (result[index--]);  
 if (s.length()> *MAX\_SIZE*)  
 throw new Error("Overflow");  
 Huge product = new Huge(s);  
  
 return product;  
  
 }  
 */\*\*  
 \* getHuge: Returns a duplicate of the given Huge representation of a String.  
 \*  
 \** ***@param*** *s The String to convert into a Huge.  
 \** ***@return*** *A duplicate of the Huge version of the String.  
 \*/* public static Huge getHuge(String s)  
 {  
 Huge huge = new Huge(s);  
 return huge;  
 }  
 */\*\*  
 \* isZero: Determines if the Huge is = 0.  
 \*  
 \** ***@return*** *true if the Huge is 0, otherwise false  
 \*/* public boolean isZero()  
 {  
 /\*  
 String str = this.toString();  
 int n = str.length();  
 for (int index = 1; index < n; index++)  
 if (str.charAt(index) != '0')  
 return false;  
 return true;  
 \*/  
 if(hugeNumber.getFirst() == 0)  
 if (hugeNumber.size() == 1)  
 return true;  
 else  
 return false;  
 else  
 return false;  
 }  
} // end Huge

Class: Driver.java

package assignment;  
*/\*\*  
 \* This class to demonstrate the class Huge.  
 \*  
 \** ***@author*** *Charles Hoot  
 \** ***@author*** *Frank M. Carrano  
 \** ***@author*** *Zeynep Orhan modified  
 \** ***@version*** *5.0  
 \*/*public class Driver {  
 public static void main(String[] args) {  
 Integer h1[] = { 0, 0, 0, 0, 0, 0, 0, 0, 0 };  
 Integer h2[] = { 0, 0, 0, 0, 0, 0, 0, 0, 1 };  
 Integer h3[] = { 1, 2, 3, 4, 5, 6, 7, 8, 9, 1, 2, 3, 4, 5, 6, 7, 8, 9 };  
 Integer h4[] = { 2, 2, 2, 2, 2, 2, 2, 2, 2, 2, 2, 2, 2, 2, 2, 2, 2, 2 };  
 Huge huge1 = new Huge(h1);  
 Huge huge2 = new Huge(h2);  
 Huge huge3 = new Huge(h3);  
 Huge huge4 = new Huge(h4);  
 Huge addHuge, multHuge, rHuge;  
 if (huge1.isZero()) System.*out*.println(huge1 + " is zero.");  
 else System.*out*.println(huge1 + " is not zero.");  
 if (huge2.isZero()) System.*out*.println(huge2 + " is zero.");  
 else System.*out*.println(huge2 + " is not zero.");  
 if (huge3.isZero()) System.*out*.println(huge3 + " is zero.");  
 else System.*out*.println(huge3 + " is not zero.");  
 if (huge4.isZero()) System.*out*.println(huge4 + " is zero.");  
 else System.*out*.println(huge4 + " is not zero.");  
 rHuge = new Huge();  
 addHuge = huge3.addHuge(huge4);  
 multHuge = huge3.multiplyHuge(huge4);  
 System.*out*.println(huge3 + " + " + huge4 + " = " + addHuge);  
 System.*out*.println(huge3 + " \* " + huge4 + " = " + multHuge);  
 System.*out*.println("huge1 is " + huge1);  
 System.*out*.println("huge2 is " + huge2);  
 System.*out*.println("huge3 is " + huge3);  
 System.*out*.println("huge4 is " + huge4);  
 String goodString = "1234567890123456789012345678901234567890";  
 String badString = "12345678901234567890x12345678901234567890";  
 try {  
 System.*out*.println("Converting a string to a huge integer:");  
 rHuge = Huge.*getHuge*(goodString);  
 System.*out*.println(rHuge.toString());  
 System.*out*.println("Converting a string to a huge integer that is too large:");  
 rHuge = Huge.*getHuge*(badString);  
 System.*out*.println(rHuge.toString());  
 } // end try  
 catch (NumberFormatException e) {  
 System.*out*.println("Error converting a string to a huge integer.");  
 } // end catch  
 System.*out*.println("Zeros at the beginning should be removed");  
 Integer h7[] = { 0, 0, 2, 2, 2 };  
 Huge huge7 = new Huge(h7);  
 System.*out*.println(huge7);  
 System.*out*.println("Set to zero");  
 huge7.setHuge("0");  
 System.*out*.println(huge7);  
 System.*out*.println("Trying a multiplication that will result in overflow.");  
 Huge huge5 = Huge.*getHuge*(goodString);  
 Huge huge6 = huge5.multiplyHuge(huge5);  
 } // end main  
} // end Driver

1. Sample output 1
2. Describe your test 1: checking is zero method
3. Text output 1:

0 is zero.

1 is not zero.

123456789123456789 is not zero.

222222222222222222 is not zero.

1. Screenshot 1:
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Description automatically generated](data:image/png;base64,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)**

1. Sample output 2
2. Describe your test 2: checking the add huge method
3. Text output 2:

123456789123456789 + 222222222222222222 = 345679011345679011

1. Screenshot 2:
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1. Sample output 3
2. Describe your test 3: checking the multiply huge method
3. Text output 3:

123456789123456789 \* 222222222222222222 = 27434842027434841972565157972565158

1. Screenshot 3:
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