**CSC 151 Assignment #1**

1. **Honor Code**
2. *For individual assignments: Jane Doe and John Doe will be replaced by your full name(s)*

*I affirm that I have carried out my academic endeavors with full academic honesty.*

*[Signed, Manav Bilakhia]*

Resources:

Textbook

Geeksforgeeks

1. **Java files and outputs**
2. Java files

Class: Product.java

/\*  
 \* I affirm that I have carried out the attached academic endeavors with full academic honesty.  
 \* Manav Bilakhia (MB)  
 \*/  
package assignment;  
*/\*\*  
 \* Product class for your receipts.  
 \* Each Product has a name, unit price and quantity  
 \* Total cost is calculated as unit price x quantity  
 \*  
 \** ***@Manav*** *Bilakhia  
  
 \*/*public class Product  
{  
  
 //Limit values as constants  
 public static final int *MAX\_UNIT\_PRICE* = 100;  
 public static final int *MIN\_UNIT\_PRICE* = 0;  
 public static final int *MAX\_QUANTITY* = 10;  
 public static final int *MIN\_QUANTITY* = 0;  
  
 */\*\*  
 \* Instance variables for unit price, quantity, product name  
 \*/* private int unitPrice;  
 private int quantity;  
 private String pName;  
  
 */\*\*  
 \* Constructor with no parameter  
 \* int instance variables are set to 0  
 \* String instance variable is set to NO NAME  
 \*/* public Product()  
 {  
 unitPrice = 0;  
 quantity = 0;  
 pName = "NO NAME";  
 }  
  
 */\*\*  
 \* Constructor with 3 parameters  
 \** ***@param*** *unitPrice initial unit price  
 \** ***@param*** *quantity initial quantity  
 \** ***@param*** *pName initial name of the product  
 \*/* public Product(int unitPrice,int quantity,String pName)  
 {  
 this.setUnitPrice(unitPrice);  
 this.setQuantity(quantity);  
 this.setPName(pName);  
 }  
 */\*\*  
 \* get method  
 \** ***@return*** *unit price as integer  
 \*/* public int getUnitPrice()  
 {  
 return unitPrice;  
 }  
  
  
 */\*\*  
 \* set method  
 \** ***@param*** *unitPrice to set  
 \*/* public void setUnitPrice(int unitPrice)  
 {  
 if (unitPrice>*MAX\_UNIT\_PRICE*||unitPrice<*MIN\_UNIT\_PRICE*)  
 {  
 this.unitPrice = 0;  
 }  
 else  
 this.unitPrice = unitPrice;  
 }  
 */\*\*  
 \* get method  
 \** ***@return*** *quantity as integer  
 \*/* public int getQuantity()  
 {  
 return quantity;  
 }  
  
 */\*\*  
 \* set method  
 \** ***@param*** *quantity to set  
 \*/* public void setQuantity(int quantity)  
 {  
 if (quantity>*MAX\_QUANTITY*||quantity<*MIN\_QUANTITY*)  
 {  
 this.quantity = 0;  
 }  
 else  
 this.quantity = quantity;  
 }  
  
 */\*\*  
 \* get method  
 \** ***@return*** *product name as String  
 \*/* public String getPName()  
 {  
 return pName;  
 }  
  
 */\*\*  
 \* set method  
 \** ***@param*** *pName the pName to set  
 \*/* public void setPName(String pName)  
 {  
 this.pName = pName;  
 }  
  
 */\*\*  
 \* Override equals method  
 \** ***@param*** *obj second product for comaprison  
 \** ***@return*** *\*/* @Override  
 public boolean equals(Object obj) {  
 if (this == obj)  
 return true;  
 if (obj == null)  
 return false;  
 if (getClass() != obj.getClass())  
 return false;  
 Product other = (Product) obj;  
 if (pName == null){  
 if (other.pName !=null)  
 return false;  
 } else if (!pName.equals(other.pName))  
 return false;  
 if (quantity != other.quantity)  
 return false;  
 if (unitPrice != other.unitPrice)  
 return false;  
 return true;  
 }  
  
 */\*\*  
 \* total method for calculating total  
 \** ***@return*** *total  
 \*/* public int total()  
 {  
 return this.getQuantity()\*this.getUnitPrice();  
 }  
  
 */\*\*  
 \* override tostring method  
 \** ***@return*** *string  
 \*/* @Override  
 public String toString()  
 {  
 return this.getPName()+":"+this.getUnitPrice()+" x "+this.getQuantity()+ " = "+ total();  
 }  
  
 */\*\*  
 \* main method for testing,  
 \** ***@param*** *args default java main parameter  
 \*/* public static void main(String[] args)  
 {  
 Product p1=new Product();  
 Product p2=new Product(100,10,"Chocolate");  
 Product p3=new Product(100,10,"Chocolate");  
 Product p4=new Product(0,0,"shampoo");  
 Product p5=new Product(10,5,"soap");  
 int total=p1.total()+p2.total()+p4.total()+ p5.total();  
 System.*out*.println(p1);  
 System.*out*.println(p2);  
 System.*out*.println(p4);  
 System.*out*.println(p5);  
 System.*out*.println(total);  
 System.*out*.println(p3.equals(p4));  
 System.*out*.println(p3.equals(p2));  
 }  
}

Class: Receipt.java

/\*  
 \* I affirm that I have carried out the attached academic endeavors with full academic honesty.  
 \* Manav Bilakhia (MB)  
 \*/  
package assignment;  
  
*/\*\*  
 \* Receipt class for your receipts of Products.  
 \* Each Receipt has a collection of Product objects kept as array  
 \* Total cost is calculated as unit price x quantity for all  
 \* Product instances in the array  
 \*  
 \** ***@Manav*** *Bilakhia  
 \*/*public class Receipt  
{  
 */\*\*  
 \* Limit value for max items as a constant  
 \*/* public static final int *MAX\_ITEMS* = 100;  
 */\*\*  
 \* private instance variables for receipt as array and item count  
 \*/* private int itemCount;  
 private Product [] receipt;  
  
 */\*\*  
 \* Constructor with no parameter  
 \*/* public Receipt()  
 {  
 receipt = new Product[*MAX\_ITEMS*];  
 itemCount = 0;  
 }  
  
 */\*\*  
 \* addItem method for adding a Product to the array  
 \** ***@param*** *product product to be added  
 \** ***@return*** *itemCount  
 \*/* public int addItem(Product product)  
 {  
 if (itemCount<100) {  
 receipt[itemCount] = product;  
 itemCount++;  
 }  
 return itemCount;  
 }  
  
 */\*\*  
 \* calcTotal method for calculating the total cost of items  
 \** ***@return*** *total  
 \*/* public int calcTotal()  
 {  
 int total = 0;  
 for(int i = 0; i< itemCount;i++)  
 {  
 total = total + receipt[i].total();  
 }  
 return total;  
 }  
 */\*\*  
 \* override tostring method  
 \** ***@return*** *string  
 \*/* @Override  
 public String toString()  
 {  
 String str = "";  
 for(int i = 0;i<itemCount;i++)  
 {  
 str = str + ""+ receipt[i] + "\n";  
 }  
 return str;  
 }  
  
 */\*\*  
 \* main method for testing,  
 \** ***@param*** *args default java main parameter  
 \*/* public static void main(String[] args)  
 {  
 // *TODO Auto-generated method stub* Receipt mR = new Receipt();  
 mR.addItem(new Product(1, 3, "p1"));  
 mR.addItem(new Product(70, 5, "p2"));  
 mR.addItem(new Product(950, 20, "p3"));  
 System.*out*.println(mR + " = " + mR.calcTotal());  
 }  
}

1. Sample output 1
2. Describe your test 1:To see if total method in product class works
3. Text output 1:

Chocolate:100 x 10 = 1000

shampoo:0 x 0 = 0

soap:10 x 5 = 50

1050

false

true

1. Screenshot 1:

**![Graphical user interface, text
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1. Sample output 2
2. Describe your test 2: to see if equals method in product class recognizes two same items with same name, same item price and same quantity

Test case:

Product p2=new Product(100,10,"Chocolate");  
Product p3=new Product(100,10,"Chocolate");

System.*out*.println(p3.equals(p4));  
System.*out*.println(p3.equals(p2));

1. Text output 2:

false

true

1. Screenshot 2:

**![Graphical user interface, text
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1. Sample output 3
2. Describe your test 3: to see what happens when we try to input items beyond the max price and quantity in the receipt class

mR.addItem(new Product(1, 3, "p1"));  
mR.addItem(new Product(70, 5, "p2"));  
mR.addItem(new Product(950, 20, "p3"));

1. Text output 3:

p1:1 x 3 = 3

p2:70 x 5 = 350

p3:0 x 0 = 0

= 353

1. Screenshot 3:

**![Graphical user interface, text, application

Description automatically generated](data:image/png;base64,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)**

**The code passed all the tests.**