**CSC 151 Assignment #8**

1. **Honor Code**
2. *For individual assignments: Jane Doe and John Doe will be replaced by your full name(s)*

*I affirm that I have carried out my academic endeavors with full academic honesty.*

*[Signed, Manav Bilakhia]*

1. Resources/References

Geeksforgeeks for syntax

1. **Java files and outputs**
2. Java files

Class: ListItem

/\*  
 \* I affirm that I have carried out my academic endeavors with full academic honesty.  
 \*/  
package assignment;  
  
import java.util.Objects;  
  
*/\*\*  
 \* The class for an integer and frequency pair  
 \** ***@author*** *Zeynep Orhan  
 \*  
 \*/*public class ListItem {  
 //Instance variables int item and int freq  
 private int item;  
 private int freq;  
//Constructors: One with no parameters and one with 2 integer parameters  
 public ListItem()  
 {  
 this.item = 0;  
 this.freq = 0;  
 }  
 public ListItem(int item, int freq)  
 {  
 this.setItem(item);  
 this.setFreq(freq);  
 }  
//setters and getters  
  
 public int getItem() {  
 return item;  
 }  
  
 public int getFreq() {  
 return freq;  
 }  
  
 public void setItem(int item) {  
 this.item = item;  
 }  
  
 public void setFreq(int freq) {  
 this.freq = freq;  
 }  
  
 //toString  
 public String toString() {  
 return "[" + item + ", " + freq + "]";  
 }  
  
//hashCode  
  
 //hashCode  
 @Override  
 public int hashCode() {  
 final int prime = 31;  
 int result = 1;  
 result = prime \* result + freq;  
 result = prime \* result + item;  
 return result;  
 }  
  
 //equals  
 @Override  
 public boolean equals(Object obj) {  
 if (this == obj)  
 return true;  
 if (obj == null)  
 return false;  
 if (getClass() != obj.getClass())  
 return false;  
 ListItem other = (ListItem) obj;  
 if (freq != other.freq)  
 return false;  
 if (item != other.item)  
 return false;  
 return true;  
 }  
  
 public static void main(String[] args) {  
 ListItem lI1 = new ListItem(1,1);  
 ListItem lI2 = new ListItem(3,5);  
 ListItem lI3 = new ListItem(8,4);  
 System.*out*.println(lI1);  
 System.*out*.println(lI2);  
 System.*out*.println(lI3);  
 }  
}

Class LikstItemTest

package assignment;  
  
import static org.junit.jupiter.api.Assertions.\*;  
  
class ListItemTest {  
  
 @org.junit.jupiter.api.Test  
 void getItem() {  
 ListItem item = new ListItem(2,5);  
 *assertEquals*(2,item.getItem());  
 }  
  
 @org.junit.jupiter.api.Test  
 void getFreq() {  
 ListItem item = new ListItem(2,5);  
 *assertEquals*(5,item.getFreq());  
 }  
  
 @org.junit.jupiter.api.Test  
 void testEquals() {  
 ListItem item1 = new ListItem(2,5);  
 ListItem item2 = new ListItem(3,4);  
 ListItem item3 = new ListItem(2,5);  
 *assertTrue*(item3.equals(item1));  
 *assertFalse*(item1.equals(item2));  
 }  
}

Class: ListEncodeDecode

package assignment;  
import java.util.\*;  
*/\*\*  
 \* This class packs/unpacks the lists of integers  
 \* The repeated items are represented  
 \* by the item and its frequency in the packed version  
 \*  
 \* The items and the frequencies can be unpacked  
 \* as the full representation  
 \*  
 \** ***@author*** *Zeynep Orhan  
 \*  
 \*/*public class ListEncodeDecode {  
*/\*\*  
 \* Recursive static method packed: Pack the list of repeated sequences into item and frequency pairs  
 \*  
 \** ***@param*** *repeatedList an ArrayList of Integers of repeated sequences  
 \** ***@param*** *packList an ArrayList of ListItem where we have item and frequencies  
 \** ***@param*** *start index of the starting position in the repeatedList  
 \*  
 \*/* public static void packed(ArrayList <Integer>repeatedList, ArrayList <ListItem>packList,int start)  
 {  
 Collections.*sort*(repeatedList);  
 if(start >= repeatedList.size())  
 {  
 return;  
 }  
 if(packList.isEmpty())  
 {  
 ListItem item = new ListItem(repeatedList.get(start),1);  
 packList.add(item);  
  
 }  
 else {  
 ListItem current = packList.get(packList.size()-1);  
 if (repeatedList.get(start)== current.getItem())  
 {  
 current.setFreq(current.getFreq()+1);  
 }  
 else{  
 ListItem item = new ListItem(repeatedList.get(start),1);  
 packList.add(item);  
 }  
 }  
 *packed*(repeatedList, packList, start+1);  
 }  
  
*/\*\*  
 \* Recursive static method unpacked: Unpack the list of item and frequency pairs into repeated sequences  
 \*  
 \* This method mutates the elements of the repeated list  
 \** ***@param*** *packList an ArrayList of ListItem where we have item and frequencies  
 \** ***@param*** *repeatedList an ArrayList of Integers of repeated sequences  
 \** ***@param*** *start index of the starting position in the repeatedList  
\*/*public static void unpacked(ArrayList <ListItem>packList,ArrayList <Integer>repeatedList,int start)  
{  
  
 if(start >= packList.size())  
 {  
 return;  
 }  
 ListItem current = packList.get(start);  
 repeatedList.add(current.getItem());  
 current.setFreq(current.getFreq()-1);  
 if(current.getFreq()==0)  
 {  
 start+=1;  
 }  
 *unpacked*(packList,repeatedList,start);  
}  
 */\*\*  
 \* Recursive static method unpackItem: Unpack one item, add item to repeatedList howMany times  
 \** ***@param*** *item int item to be added  
 \** ***@param*** *howMany int frequency of the item  
 \** ***@param*** *repeatedList ArrayList<Integer> the result of adding item howMany times to this list  
\*/* public static void unpackItem(int item, int howMany, ArrayList <Integer>repeatedList)  
 {  
 if (howMany<=0)  
 return;  
 repeatedList.add(item);  
 *unpackItem*(item, howMany-1,repeatedList);  
 }  
  
 public static void main(String[] args) {  
 //Integer items[] = {2};  
 Integer items[] = {1,1,1,2,3,3,3,3,3,4,4};  
//Integer items[] = { 1, 1, 1 };  
 ArrayList<Integer> uncompressed = new ArrayList<>();  
 ArrayList<ListItem> compressed = new ArrayList<>();  
 ArrayList<Integer> newUncompressed = new ArrayList<>();  
 ArrayList<Integer> repeatedList = new ArrayList<>();  
 Collections.*addAll*(uncompressed, items);  
 *packed*(uncompressed, compressed, 0);  
 *unpacked*(compressed, newUncompressed, 0);  
 *unpackItem*(5,7,repeatedList);  
 System.*out*.println(uncompressed);  
 System.*out*.println(compressed);  
 System.*out*.println(newUncompressed);  
 System.*out*.println(repeatedList);  
 }  
}

Class: ListEncodeDecodeTest

package assignment;  
  
import org.junit.jupiter.api.Test;  
  
import java.util.ArrayList;  
import java.util.Collections;  
  
import static org.junit.jupiter.api.Assertions.\*;  
  
class ListEncodeDecodeTest {  
  
 @Test  
 void packed() {  
 Integer items[] = {1,1,1,3,3,3,3,3,4,4};  
 ArrayList<Integer> uncompressed = new ArrayList<>();  
 ArrayList<ListItem> compressedexp = new ArrayList<>();  
 ArrayList<ListItem> compressedact = new ArrayList<>();  
 Collections.*addAll*(uncompressed, items);  
 ListItem item1 = new ListItem(1,3);  
 ListItem item2 = new ListItem(3,5);  
 ListItem item3 = new ListItem(4,2);  
 compressedexp.add(item1);  
 compressedexp.add(item2);  
 compressedexp.add(item3);  
 ListEncodeDecode.*packed*(uncompressed, compressedact, 0);  
 *assertArrayEquals*(compressedexp.toArray(),compressedact.toArray());  
  
 }  
  
 @Test  
 void unpacked() {  
 Integer items[] = {1,1,1,3,3,3,3,3,4,4};  
 ArrayList<Integer> uncompressedexp = new ArrayList<>();  
 ArrayList<Integer> uncompressedact = new ArrayList<>();  
 ArrayList<ListItem> compressed = new ArrayList<>();  
 Collections.*addAll*(uncompressedexp, items);  
 ListItem item1 = new ListItem(1,3);  
 ListItem item2 = new ListItem(3,5);  
 ListItem item3 = new ListItem(4,2);  
 compressed.add(item1);  
 compressed.add(item2);  
 compressed.add(item3);  
 ListEncodeDecode.*unpacked*(compressed,uncompressedact,0);  
 *assertArrayEquals*(uncompressedexp.toArray(),uncompressedact.toArray());  
  
 }  
  
 @Test  
 void unpackItem() {  
 Integer items[] = {5,5,5,5,5,5,5};  
 ArrayList<Integer> repeatedListexp = new ArrayList<>();  
 ArrayList<Integer> repeatedListact = new ArrayList<>();  
 Collections.*addAll*(repeatedListexp,items);  
 ListEncodeDecode.*unpackItem*(5,7,repeatedListact);  
 *assertArrayEquals*(repeatedListexp.toArray(),repeatedListact.toArray());  
  
  
 }  
}

1. Sample output 1
2. Describe your test 1: See if the packed method works
3. Text output 1:

[1, 1, 1, 2, 3, 3, 3, 3, 3, 4, 4]

[[1, 3], [2, 1], [3, 5], [4, 2]]

1. Screenshot 1:

![A picture containing text, black, watch, meter

Description automatically generated](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAiwAAABgCAYAAAA+cinXAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAHYcAAB2HAY/l8WUAABcASURBVHhe7d0JWFV13gfw77lsFxS0EBELkEVTsTGUSCt3yMTtdYqaocVUmiafMVymN32bt7emMXMmpVnKHs1sU1p0pmLMxtTXLRfCVx23RMtETUQhLypeWe7/Pfd6MARRhLv8/5fv53nO41m4j7//+S/nd5Z7rpaQkCBwndq0aWPMEREREblekxIWIiIiIncyGf8SERERSYsJCxEREUmPCQsRERFJjwkLERERSY8JCxEREUmPCQsRERFJjwkLERERSY8JCxEREUnPaS+OM4eEo02gsVCb1YLi0+chNM1YQURERN5AmAIRGhYCP2P5JzaUlxbjTKXzjv1OS1iSM7OR0aN+YGL/x3j69Y2oYsJCRETkVUTIIEx9YRSi6xzjhbAib8EzyNnrvGM/bwkRERGR9Jx+hUXsXoIpb+YZaxvPNzwZGZn3o1eYv2NZFK3C7Fm5KFLkygzj9xxzh0QMSumLW2M7IjQ4EKbqcpw+cRjfbFuLLzceQJlNzjIED/gNXhwTbyw1rHrn+5i2KN9Ykkdj47dTvQyM3zVUj78h5h6P4NkJvdAaZ5G/cCYW77YaW9TQnPhFUD9MmvlzxOGC911hEUJDSPfRyMr65aWDpUoYv+fYYw9LHovfTnsUQ5O6oOONrRHg5wM/czDConvg7jET8fTEFET68vc9icg9hE8Uho5MRLB+sldxYCVyd503tqhB5vg9eoVFCDNihjyKccO7oY2PhmpLAXacCEfvLm2UOMNn/J5likrD00+lIsJXQ2XJHqxdnYeDx0pR2aoDOienYHDP9vCHQMnG1/HS0gOwSVYWLfAGtA+5cpIYEDsME9J7IkSz4uDf5+K1DSeNLfK4Wvx2qpeB8bue6vFfSejASZg+Oha+tiKszP4jVhxV64SpufF77RWWmOFZmDiyG0JMAme/W4MFc+Zh3dEKY6v8GL/n2JOtpHsGOJIVcfprvPWn+Vi+aSf2Hz6C7/Z+jS8WZeO9bWXQNBNC7xiEXgHGByUizv+IEydO1JuKK6MxNM0+UAuU5i/G2+uLjU/I5Wrxe0MZGL/rqR5/XSIoEaNSYuGnnxxZ8nOx6ojN2KIG2eP3aMLSLrw9/GDFkY3vYO5rn+KbMrUyUcbvQabO6Nr54pnZ4Q0rsM96eRav6Wdlu1ZtQZHQy+QXjdgYY4PkhG8U0sbfh4RgDRWFX2DRB7twTuKrXHXVxO8NZWD8nqFq/EKYED9sOHq21k+iLuzHF//cg0qV9rsC8Xs0YREVJ5C3OBt/XroDpdXqVGwNxu9BQQEQpUU4frwQBYdLjJV1nCxBiSMHC0LrYPm/ECdEMHpljMeQm/xhs+xAzsJ/4ahC9VI7fm8oA+N3P5XjN3UYjNF9Q/UyVOHYmn9ga5mxQREqxO/RUXznh3ORk1+MaoWy0NoYv+do5/Lx3uzZmD17Lj4/2ED8QYEIdGyy4txZuS/N2s9uIlPH4ReJbaBVHseqRYuxo0ydeqkbvzeUgfG7l8rxC9EayaOGIMpXj9eSj09XH1fqZamqxO/RhKWqqsqYUxPjl1vwrd0QaZ+xFaHomGOVtIK6pWPcsBj4owKHvvwAawrVeRbKrm783lAGxu9eKsfv33UEhnU36wd+K/Z8vhwHqtRJVuxUiV/+6+RETSBMURjcv4vj4bGqg9uQL/nl2bAu8Qj10aBpAYgdPhUzZz2Ppx5JQedgNQa+uvF7QxkYv3upGr/QIpA6Oglt9bGm+uhqfKbYvSCV4mfCQl5HCB9ED3sQA8I1CFsptny5VamHDu18Am5AbO8ReGLao0gMUeth7hqql4Hxe5Yq8be9cwwGRPjo404pNn+yBsW1xhqf5Ey8+uqryM7ORJL9CwASUil+JizkdUJ+loHxQzrqjVugdOtHWH6g0tgir8LPZmLy5MnImjYdz836K3LWf4szNgHftolIvy8JZkkHuxp14/eGMjB+91IxfmFOwKihnRGgH+TL//05VhxU6za7avEzYSGv4ht5DzIf7oW2Jg0Vx1bhnWX7YFXo6opWbUXZiW+xZdk8vLupBDZ9kA5MSMZtV/oldAnVxO8NZWD8nqFK/PaHhDvdMxKJwfp85WGszv0a5QqNNSrGz4SFvIYWegfGPX4vogM02E7vwAfzV6BQsYffamhaFQq27YHjbrJPOCIiHKuVonoZGL9nyR9/HPreHg6TfpD/cWsu1qnxIt5a1IufCQt5BdGqKx58Ih0JISaIswX45I13sV2xF/nVc+pHlDpmAmA2O2bUo3oZGL9nSR2/CZpxBLXazIiKjUVMTMxlU6dQmS9rqRc/ExZSnv3NmPc+/hj6tPeFuHAEKxe+hfVFkr93pVUs7kpNRWpqP3QObiCx0s98fBwzNgjJitOo+O1ULwPjdxnV46+tY/9MZGVl1ZsmDY0z/kJuqsTvNQmL/X5cVHIaRowY4ZiG9Y6AJq4ykEqG8TeN0ELR57EJGBodAFFZhK8WvYEVh67/p9zdHr8pEr3T0pCWNgp3xl0ckusJb4cbHTNlsFgcMw2SMn471cvA+I2tLqB6/E6mevzu4EVXWKKQNCwVKSkpGDKkP272tSj1pkHGf/2ECEL39F/hgYQQaDYLti+Zj2X7zhpbr5eb4y/7Ft+fsp9A+qH73f0RWmdgsr+ivM/Aiz/xjrLvceCav/0mV/x2qpeB8TP+q9G0/ch5dorjm00NTdOW7Db+ujFUj9/1PJqwBIZGIioq6rKpQ7DvxY1+wYiIjq61LQyttPqD4iXt4hHT1pgv343N284ZC67D+GvxQPzhA8djbN/2eiOuxA8blmHlD35o36EDwsPD608h17gB7ub4Ne0oNq4rgFUfpP3jRuKpSfejX89b0CkyCl1uvROjJ05FevdAfdC+gEPr1uKg7RoDl2Txe0MZGD/jdyvV43cDLSEh4SpHocZLzsxGRg8NYvcSTHkzz1h7dUnj5uDhnle5nFyLEAVYOuM1fFXnV3lrmPv8Cn94sBt89Yz09Ia/4YWlB1x7dqBj/D/xRPw9Hn4ZmUmNexLvWu3SE/HbzyBvvf9JPHx3BMxX+L/sA3XR1hzMy9mOsmvEImP8dqqXgfEz/uawv3htTkYPvRy7sXjyAuRfJR7V468hgvph0syfIw4XkLfgGeTsdV4ZvOKWkBAa4uM6OSpaiCLkbfJ8RV8Pxu9Znopf085g19I5eGVBLr7acwQnLeW4UFWBcsspHNm7GcsXzsGcRgzUMsbvDWVg/IzfXVSP312cf4WlIBcvL6t138tqQfHp8y7d+UJEYvTvpmJwmIbq73MxM3sVSpVqrIzfkxi/57EOPIvxe5bK8QtTIELDQuBnLMOciIzJQxGlwhUWrctIzJgx49I0PaO38bU0F2oTj7h29kqvxP6tW5RqqA6M37MYv+exDjyL8XuWyvG37oOx06f/dNyfci+iXRS/V9wS8r8lFjfZZ6x7sCW/qd8S8RzG71mM3/NYB57F+D3LG/qwOzgtYcl788pfj5oy7ytUuThbjIu9eO+vbPtm7K4wViqE8XsW4/c81oFnMX7PUjl+rex/kT2l/vF/ypTpTr0dZOe0Z1iIiIiIXMUrbgkRERGRd2PCQkRERNJjwkJERETSY8JCRERE0mPCQkRERNJjwkJERETSY8JCRERE0mPCQkRERNJjwkJERETSY8JCRERE0mPCQkRERNJjwkJERETSY8JCRERE0mPCQkRERNJjwkJERETSY8JCRERE0tMSEhKEMd8s5pBwtAk0FmqzWlB8+jyEphkrrqy5n2+phCkQoWEh8DOWf2JDeWkxzlSqsd9Y/03jLfVvxzbQNBwDWrbm1r9K7cdpCUtyZjYyetQvmNj/MZ5+fSOqrtHYmvv5lkqEDMLUF0Yhus7+EcKKvAXPIGevGvuN9d803lL/dmwDTcMxoGVrbv2r1H54S4iIiIik5/QrLGL3Ekx5M89Y23jN/bxveDIyMu9HrzB/x7IoWoXZs3JRJHFWHjzgN3hxTLyx1LDqne9j2qJ8Y+nqRFA/TJr5c8ThgpJnV02pf3OHRAxK6YtbYzsiNDgQpupynD5xGN9sW4svNx5AmU3+feCs9qtq/ds1pQ24og+5k0h4CH/MTELANepZFCzDjNfWw9qI9tASx4C6zD0ewbMTeqE1ziJ/4Uws3m01tsjJmWNYc+tf5vaj/BUWITSEdB+NrKxfXhrsqWWw131Y8lj8dtqjGJrUBR1vbI0APx/4mYMRFt0Dd4+ZiKcnpiDS1yk5uUuw/bZwGi9yO5vwicLQkYkI1pO7igMrkbvrvLFFPt4whrmT0r1FCDNihjyOaRMGIjJIQ7WlANsKLMZW+Z3NW4xZs2ZdcZr74Q5YbEIv43l8d/Cw8QmqzSd6GMY/cBva+WmoLNmDLz9ahHnZc/CX+YuxYscJVEBD67jhGDu6M0xCvg6vevuVgfJ9yKQ5BmFR9Q3+cYUy1EwvL87Xz3epMdr1G42722sQ1cex9rONKJP4KrvqY5i7KZ2wxAzPwsSR3RBiEjj73RosmDMP645WGFvlJ87/iBMnTtSbiiujMTStJ0I0gdL8xXh7fbHxCaphP9gn3TMAEb76wHT6a7z1p/lYvmkn9h8+gu/2fo0vFmXjvW1l0PQz2NA7BqFXgPFBiajefmWgfB/yMV0chPWkqrSo6IplcUwWfkumMURQIkalxMJP31eW/FysOmIztsjHG8Ywd1M6YWkX3h5+sOLIxncw97VP8U2Z+hmo8I1C2vj7kBCsoaLwCyz6YBfOcaCqz9QZXTtfvIVyeMMK7LNevo80zYpdq7agyH5W4heN2Bhjg0S8sf3KQKk+ZNLgY4/NfiXIWEVNI4QJ8cOGo2drPQG4sB9f/HMPKmUeO71gDHM3tW8JVZxA3uJs/HnpDpRWS9wwG0mIYPTKGI8hN/nDZtmBnIX/wlEvKJdLBAVAlBbh+PFCFBwuMVbWcbIEJY6jQBBaB8vX1L2t/cpAtT5kMhntUj8oyXstQA2mDoMxum+oviurcGzNP7C1zNggKy8Yw9xN6T2w88O5yMkvRrUXXIGwnx1Epo7DLxLbQKs8jlWLFmNHGQ9iDdHO5eO92bMxe/ZcfH6wgf0UFIhAxyYrzp2V73DgTe1XBir2Ia0mYbHZLiUsJr9WuCH0RgSbfYw1dC1CtEbyqCGI8tXr25KPT1cfl/4WmjeMYe6mdMJSVVVlzKkvqFs6xg2LgT8qcOjLD7CmkM8yNFfwrd0QaZ+xFaHomGOVVLyp/cpAxT7kYzIOVHrCorVLxJiJz+Kl2X/A//z3c/j9Sy/h+acewoCYVhf/hhrk33UEhnU364mLFXs+X44DVXInK40l+xjmbrzGJImwLvEI9dGgaQGIHT4VM2c9j6ceSUHnYO/oeO4mTFEY3L+L4+G7qoPbkC/75WFqNhX7kI+p5ipKKAaNewQDuoTBbCQxmikAbWNvx388+RuMjPV1rKP6hBaB1NFJaKv39eqjq/GZ9PeCGodjWH1MWCTlE3ADYnuPwBPTHkViCB/Hux5C+CB62IMYEK5B2Eqx5cutfHC5BVKhD2lGu9RaxyO+zSGsfmcunpv+n/ivF1/BgtwdOFkhoPlHYNB9Q9CeX2u9orZ3jsGACB+935di8ydrUFyrr/skZ+LVV19FdnYmkhTafxzDrowJiyQKP5uJyZMnI2vadDw366/IWf8tztgEfNsmIv2+JJg5WDVayM8yMH5IR71xC5Ru/QjLD1QaW8ibqdiHah66FaIEGxe9gdzthSizVqC85Cj2rH4bb64sRJUet9bxNvTq4PhTqkWYEzBqaGfHm4LL//05Vhz0jtusHMOujAmLZLRqK8pOfIsty+bh3U0lsOmDVWBCMm670q+YUj2+kfcg8+FeaGvSUHFsFd5Ztq9RrzMn76FSHzq3/m+OJGvKlBfx9+/qH2yL8rbjqGOuPTp05HBdm/0h6073jERisD5feRirc79GuRf0dY5hDWMPkJSmVaFg2x44blv6hCMiwrGarkILvQPjHr8X0QEabKd34IP5K1DoJQ/f0fXzij5kKcVpPY/RNB8EtuKbwy4Xh763h8OkH8x/3JqLdSeN1QrjGHZ1TFhkdupHlDpmAmA2O2aoAaJVVzz4RDoSQkwQZwvwyRvvYjtfxEbK9yGb/QtEDvY3nlJtpks/xWS1mREVG4uYmJjLpk6h6lya5hh2bewBHiJaxeKu1FSkpvZD5+AGGqV+5nDxOwQ2CH4Fv0H2N5ve+/hj6NPeF+LCEaxc+BbWF3GHebsW0YdMvvAxvkhkq2abbkjH/pnIysqqN00aGmf8hdw4hjUOExaD/X5oVHIaRowY4ZiG9Y6A5sqH9EyR6J2WhrS0UbgzroEXRIW3w42OmTJYXPybeG4vv5MILRR9HpuAodEBEJVF+GrRG1hx6Pp/Sl7V8juLkuV3ch9y9z4Qwg/xg9KRnp6OMXfcbKyt40Y9fr1oQlTg7BnX/uow+4Bnyu+sMawlYMJySRSShqUiJSUFQ4b0x82+Fte+KbHsW3x/yn4C6Ifud/dHaJ2OYX/FeJ+BF38iHWXf44DLf7vNzeV3AiGC0D39V3ggIQSazYLtS+Zj2b6zxtbrpV75nUvB8ju9D7l3H2haJcQN3XHXXXehf9pAJATWjd8HsXcn4yb7QnUhvj/kWO1CarUBTduPnGenOB5abmiatmS38deN4f7yO3cM835KJyyBoZGIioq6bOoQbLxgyS8YEdHRtbaFoZV2lWy5XTxi2hrz5buxeds5Y8E1NO0oNq4rgFUfZP3jRuKpSfejX89b0CkyCl1uvROjJ05FevdAvUFfwKF1a3HQ5uKBw83ld4bwgeMxtm97vRFX4ocNy7DyBz+079AB4eHh9aeQazzA4IHyO7X9NpeC9e/0PuSBfXBww3octr9rpU0SHpo0Fqm3d0VsVCRibrkNg3+RhcwBYY6HSs/sXIu8M8aHXEXBNuBUHii/U8ewFkDphCVh1GRMnTr1sinj9hsc2+xPW4+ttX7KlHTcdpWH7AM7x6LmSwSW/9uEPW742nvJhvfx/sbjuKBXQ5v4frhv3JOYPG0qJk54AINvuQE+qEDR1hy8vbrI+ITreKL8zdU+8maY9cFc0/xx08AJmD5jBmY0ME1/4GfGp67ME+V3ZvttLhXr386Zfcgj+6B4Ld79aBtOVQoEdeyF4Q/9Gk9NnYasJx/D6L5RaGXScL5wNd79eBcqXHy2r2obcBZPlN+ZY1hLwFtCOiE0xMd1gq/ecIQoQt6mA265FKppZ7Br6Ry8siAXX+05gpOWclyoqkC55RSO7N2M5QvnYE7OdpS5OBZPlV8WLL+65XdWH/LcGCBQkv8+Xpn7LlbmH8Dx0+WoqKpC5YWzOFW4F5tz5+OVv3yGg1bXxsI+0LLLrwotISHBKdeZkzOzkdFDr+yCXLy8rNZ9Q6sFxafPX7Pym/v55hAiEqN/NxWDwzRUf5+LmdmrUKpIYxWmQISGhcDPWIY5ERmThyJKP+fMW/AMcvZeuxwylJ/13zTeUv92bANNwzGg+Vpy/Tuj/biL0xOWusT+j/H06xtRdY3Kb+7nm0OEDMLUF0bpFVSFfR89j/mb1bl3WxN7dJ39Y//V0kYPVhKUn/XfNN5S/3ZsA03jLW2A9d80za1/Z7Qfd+EtIZ3/LbEXn8S37sGW/Jb3hDbLz/K35PLbsQ2w/C29D6jAaVdYVNb1wRfx677BsGyahxc+/AY2F2byMmL5Wf6WXH47tgGWv6X3ARUwYSEiIiLp8ZYQERERSY8JCxEREUmPCQsRERFJjwkLERERSY8JCxEREUmPCQsRERFJjwkLERERSY8JCxEREUmPCQsRERFJjwkLERERSY8JCxEREUmPCQsRERFJjwkLERERSY8JCxEREUkO+H80HG3HYyuypgAAAABJRU5ErkJggg==)

1. Sample output 2
2. Describe your test 2: See if the packed method works
3. Text output 2:

[[1, 3], [2, 1], [3, 5], [4, 2]]

[1, 1, 1, 2, 3, 3, 3, 3, 3, 4, 4]

1. Screenshot 2:

![A picture containing text, watch, sign
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1. Sample output 3
2. Describe your test 3: See if the unpackItem method works
3. Text output 3:

[5, 5, 5, 5, 5, 5, 5]

1. Screenshot 3:

**![Logo
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