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An introductory course on Software Engineering remains one of the hardest subjects to teach largely because of the wide range of topics the area encom- passes. I have believed for some time that we often tend to teach too many concepts and topics in an introductory course resulting in shallow knowledge and little insight on application of these concepts. And Software Engineering is finally about application of concepts to efficiently engineer good software solutions.

I believe that an introductory course on Software Engineering should focus on imparting to students the knowledge and skills that are needed to successfully execute a commercial project of a few person-months effort while employing proper practices and techniques. It is worth pointing out that a vast majority of the projects executed in the industry today fall in this scope—executed by a small team over a few months. I also believe that by carefully selecting the concepts and topics, we can, in the course of a semester, achieve this. This is the motivation of this book.

The goal of this book is to introduce to the students a limited number of concepts and practices which will achieve the following two objectives:

Teach the student the skills needed to execute a smallish commercial project.

Provide the students necessary conceptual background for undertaking ad- vanced studies in software engineering, through courses or on their own.

I have included in this book only those concepts that I believe are founda- tional and through which the two objectives mentioned above can be met. Ad- vanced topics have been consciously left out. As executing a software project requires skills in two dimensions—engineering and project management—this book focuses on key tasks in these two dimensions, and discusses concepts and techniques that can be applied to effectively execute these tasks.

The book is organized in a simple manner, with one chapter for each of the key tasks in a project. For engineering, these tasks are requirements analy- sis and specification, architecture design, module level design, coding and unit testing, and testing. For project management, the key tasks are project plan- ning and project monitoring and control, but both are discussed together in one chapter on project planning as even monitoring has to be planned. In addi- tion, the book contains one chapter that clearly defines the problem domain of Software Engineering, and another chapter that discusses the central concept of software process which integrates the different tasks executed in a project.

Each chapter opens with some introduction and then clearly lists the chapter goals, or what the reader can expect to learn from the chapter. For the task covered in the chapter, the important concepts are first discussed, followed by a discussion of the output of the task, the desired quality properties of the output, and some practical methods and notations for performing the task. The explanations are supported by examples, and the key learnings are summarized in the end for the reader. The chapter ends with some self-assessment exercises.

The book is primarily intented for an introductory course on Software Engi- neering in any undergraduate or graduate program. It is targeted for students who know programming but have not had a formal exposure to software engi- neering.

The book can also be used by professionals who are in a similar state—know some programming but want to be introduced to the systematic approach of software engineering.

Though the book is self-contained, some teaching support and supplemental resources are available through a website. The URL is:

The resources available on the site include:

The powerpoint presentations for each chapter in ppt format so instructors can change them to suit their style.

Various templates for different outputs in a project, that can be used for the student project in the course.

A case study with most of the major outputs of the project.

Some practice exercises for unit testing and inspections.

I would like to express my gratitude to my editor, Wayne Wheeler, who con- ceived this idea of a concise introductory book and created this opportunity.

I would also like to express my thanks to my wife, Shikha, and my daughters Sumedha and Sunanda for once again bearing with my moods and odd hours.

Ask any student who has had some programming experience the following question: You are given a problem for which you have to build a software system that most students feel will be approximately 10,000 lines of (say C or Java) code. If you are working full time on it, how long will it take you to build this system?

The answer of students is generally . And, given the program- ming expertise of the students, there is a good chance that they will be able to build the software and demo it to the professor within . With , the productivity of the student will be 5000 lines of code (LOC) per person-month.

Now let us take an alternative scenario—we act as clients and pose the same problem to a company that is in the business of developing software for clients. Though there is no standard productivity figure and it varies a lot, it is fair to say a productivity figure of 1000 LOC per person-month is quite respectable (though it can be as low as 100 LOC per person-month for embedded systems). With this productivity, a team of professionals in a software organization will take 10 person-months to build this software system.

Why this difference in productivity in the two scenarios? Why is it that the same students who can produce software at a productivity of a few thousand LOC per month while in college end up producing only about a thousand LOC per month when working in a company?