CHUYỂN DANH SÁCH CẠNH SANG DANH SÁCH KỀ

[Bài làm tốt nhất](https://code.ptit.edu.vn/student/question/DSA09001/top)

Cho đồ thị vô hướng G=<V, E> được biểu diễn dưới dạng danh sách cạnh. Hãy viết chương trình thực hiện chuyển đổi biểu diễn đồ thị dưới dạng danh sách kề.

**Input:**

* Dòng đầu tiên đưa vào T là số lượng bộ test.
* Những dòng tiếp theo đưa vào các bộ test. Mỗi bộ test gồm |E| +1 dòng: dòng đầu tiên đưa vào hai số |V|, |E| tương ứng với số đỉnh và số cạnh của đồ thị; |E| dòng tiếp theo đưa vào các bộ đôi uÎV, vÎV tương ứng với một cạnh của đồ thị.
* T, |V|, |E| thỏa mãn ràng buộc: 1≤T≤200; 1≤|V|≤103; 1≤|E|≤|V|(|V|-1)/2;

**Output:**

* Đưa ra danh sách kề của các đỉnh tương ứng theo khuôn dạng của ví dụ dưới đây. Các đỉnh trong danh sách in ra theo thứ tự tăng dần.

**Ví dụ:**

|  |  |
| --- | --- |
| **Input:** | **Output:** |
| 1  6  9  1  2  1  3  2  3  2  5  3  4  3  5  4  5  4  6  5  6 | 1: 2 3  2: 1 3 5  3: 1 2 4 5  4: 3 5 6  5: 2 3 4 6  6: 4 5 |

#include<bits/stdc++.h>

using namespace std;

typedef long long ll;

main(){

int t;

cin >> t;

while(t--){

vector<ll> ke[1001];

ll V, E, u, v;

cin >> V >> E;

for(int i = 1; i <= E; i++){

cin >> u >> v;

ke[u].push\_back(v);

ke[v].push\_back(u);

}

for(int i = 1; i <= V; i++){

sort(ke[i].begin(), ke[i].end());

}

for(int i = 1; i <= V; i++){

cout << i << ": ";

for(int j = 0; j < ke[i].size(); j++){

cout << ke[i][j] << " ";

}

cout << endl;

}

}

}

Cho đơn đồ thị G vô hướng liên thông được mô tả bởi danh sách kề. Hãy in ra danh sách cạnh tương ứng của G.

**Input**

* Dòng đầu tiên ghi số N là số đỉnh (1<N<50)
* N dòng tiếp theo mỗi dòng ghi 1 danh sách kề lần lượt theo thứ tự từ đỉnh 1 đến đỉnh N

**Output:**Ghi ra lần lượt từng cạnh của đồ thị theo thứ tự tăng dần.

**Ví dụ**

|  |  |
| --- | --- |
| **Input** | **Output** |
| 3  2 3  1 3  1 2 | 1 2  1 3  2 3 |

#include<bits/stdc++.h>

using namespace std;

typedef long long ll;

main(){

int n;

cin >> n;

cin.ignore();

int a[51][51];

for(int t = 1; t <= n; t++){

string s;

getline(cin,s);

for(int i = 0; i < s.size(); i++){

int u = 0;

while(i < s.size() && s[i] != ' '){

u = u\*10 + (s[i]-'0'); //TH dinh >= 2 cs

i++;

}

a[t][u] = 1;

a[u][t] = 1;

}

}

for(int i = 1; i <= n; i++){

for(int j = 1; j <= n; j++){

if(a[i][j] == 1){

cout << i << " " << j << endl;

a[i][j] = a[j][i] = 0;

}

}

}

}

 BIỂU DIỄN ĐỒ THỊ CÓ HƯỚNG.

[Bài làm tốt nhất](https://code.ptit.edu.vn/student/question/DSA09003/top)

Cho đồ thị có hướng G=<V, E> được biểu diễn dưới dạng danh sách cạnh. Hãy viết chương trình thực hiện chuyển đổi biểu diễn đồ thị dưới dạng danh sách kề.

**Input:**

* Dòng đầu tiên đưa vào T là số lượng bộ test.
* Những dòng tiếp theo đưa vào các bộ test. Mỗi bộ test gồm |E| +1 dòng: dòng đầu tiên đưa vào hai số |V|, |E| tương ứng với số đỉnh và số cạnh của đồ thị; |E| dòng tiếp theo đưa vào các bộ đôi uÎV, vÎV tương ứng với một cạnh của đồ thị.
* T, |V|, |E| thỏa mãn ràng buộc: 1≤T≤200; 1≤|V|≤103; 1≤|E|≤|V|(|V|-1)/2;

**Output:**

* Đưa ra danh sách kề của các đỉnh tương ứng theo khuôn dạng của ví dụ dưới đây. Các đỉnh trong danh sách in ra theo thứ tự tăng dần.

**Ví dụ:**

|  |  |
| --- | --- |
| Input: | Output: |
| 1  6  9  1  2  2  5  3  1  3  2  3  5  4  3  5  4  5  6  6  4 | 1: 2  2: 5  3: 1 2 5  4: 3  5: 4 6  6: 4 |

#include<bits/stdc++.h>

using namespace std;

typedef long long ll;

main(){

int t;

cin >> t;

while(t--){

vector<ll> ke[1001];

ll V, E, u, v;

cin >> V >> E;

for(int i = 1; i <= E; i++){

cin >> u >> v;

ke[u].push\_back(v);

}

for(int i = 1; i <= V; i++){

sort(ke[i].begin(), ke[i].end());

}

for(int i = 1; i <= V; i++){

cout << i << ": ";

for(int j = 0; j < ke[i].size(); j++){

cout << ke[i][j] << " ";

}

cout << endl;

}

}

}

DFS TRÊN ĐỒ THỊ VÔ HƯỚNG

[Bài làm tốt nhất](https://code.ptit.edu.vn/student/question/DSA09004/top)

Cho đồ thị vô hướng G=<V, E> được biểu diễn dưới dạng danh sách cạnh. Hãy viết thuật toán duyệt theo chiều sâu bắt đầu tại đỉnh uÎV (DFS(u)=?)

**Input:**

* Dòng đầu tiên đưa vào T là số lượng bộ test.
* Những dòng tiếp theo đưa vào các bộ test. Mỗi bộ test gồm |E| +1 dòng: dòng đầu tiên đưa vào ba số |V|, |E| tương ứng với số đỉnh và số cạnh của đồ thị, và u là đỉnh xuất phát; |E| dòng tiếp theo đưa vào các bộ đôi uÎV, vÎV tương ứng với một cạnh của đồ thị.
* T, |V|, |E| thỏa mãn ràng buộc: 1≤T≤200; 1≤|V|≤103; 1≤|E|≤|V|(|V|-1)/2;

**Output:**

* Đưa ra danh sách các đỉnh được duyệt theo thuật toán DFS(u) của mỗi test theo khuôn dạng của ví dụ dưới đây.

**Ví dụ:**

|  |  |
| --- | --- |
| Input: | Output: |
| 1  6 9 5  1 2  1 3  2 3  2 4  3 4  3 5  4 5  4 6  5 6 | 5 3 1 2 4 6 |

#include<bits/stdc++.h>

using namespace std;

typedef long long ll;

ll vs[1001], e[1001];

vector<int> ke[1001];

void DFS(int u){

cout << u << " ";

vs[u] = 1;

for(int i = 0; i < ke[u].size(); i++){

if(vs[ke[u][i]] == 0){

vs[ke[u][i]] = 1;

DFS(ke[u][i]);

}

}

}

main(){

int t;

cin >> t;

while(t--){

memset(ke,0,sizeof(ke));

ll V, E, u, v, x;

cin >> V >> E >> x;

for(int i = 1; i <= E; i++){

cin >> u >> v;

ke[u].push\_back(v);

ke[v].push\_back(u);

}

for(int i = 1; i <= V; i++){

sort(ke[i].begin(), ke[i].end());

}

memset(vs,0,sizeof(vs));

DFS(x);

cout << endl;

}

}

BFS TRÊN ĐỒ THỊ VÔ HƯỚNG

[Bài làm tốt nhất](https://code.ptit.edu.vn/student/question/DSA09005/top)

Cho đồ thị vô hướng G=<V, E> được biểu diễn dưới dạng danh sách cạnh. Hãy viết thuật toán duyệt theo chiều rộng bắt đầu tại đỉnh uÎV (BFS(u)=?)

**Input:**

* Dòng đầu tiên đưa vào T là số lượng bộ test.
* Những dòng tiếp theo đưa vào các bộ test. Mỗi bộ test gồm 2 dòng: dòng đầu tiên đưa vào ba số |V|, |E|, uÎV tương ứng với số đỉnh, số cạnh và đỉnh bắt đầu duyệt; Dòng tiếp theo đưa vào các bộ đôi uÎV, vÎV tương ứng với một cạnh của đồ thị.
* T, |V|, |E| thỏa mãn ràng buộc: 1≤T≤200; 1≤|V|≤103; 1≤|E|≤|V|(|V|-1)/2;

**Output:**

* Đưa ra danh sách các đỉnh được duyệt theo thuật toán BFS(u) của mỗi test theo khuôn dạng của ví dụ dưới đây.

**Ví dụ:**

|  |  |
| --- | --- |
| **Input:** | **Output:** |
| 1  6 9 1  1 2 1 3 2 3 2 5 3 4 3 5 4 5 4 6 5 6 | 1 2 3 5 4 6 |

#include<bits/stdc++.h>

using namespace std;

int A[1005][1005], n, m ,u;

bool used[1005];

void init(){

cin >> n >> m >> u;

memset(A, 0, sizeof(A));

memset(used, false, sizeof(used));

for (int i = 1; i <= m; i++){

int x, y; cin >> x >> y;

A[x][y] = 1;

A[y][x] = 1;

}

}

void BFS(){

queue<int> Q;

Q.push(u); used[u] = true;

while(!Q.empty()){

int s = Q.front();

cout << s << " ";

Q.pop();

for (int t = 1; t <= n; t++){

if (!used[t] && A[s][t]){

Q.push(t);

used[t] = true;

}

}

}

}

int main(){

int t; cin >> t;

while (t--){

init();

BFS();

cout << endl;

}

}

LIỆT KÊ CẠNH CẦU

[Bài làm tốt nhất](https://code.ptit.edu.vn/student/question/DSA09013/top)

Cho đồ thị vô hướng liên thông G=<V, E> được biểu diễn dưới dạng danh sách cạnh. Hãy đưa ra tất cả các cạnh cầu của đồ thị?

**Input:**

* Dòng đầu tiên đưa vào T là số lượng bộ test.
* Những dòng tiếp theo đưa vào các bộ test. Mỗi bộ test gồm |E| + 1 dòng: dòng đầu tiên đưa vào hai số |V|, |E| tương ứng với số đỉnh và số cạnh; |E| dòng tiếp theo đưa vào các bộ đôi u, v tương ứng với một cạnh của đồ thị.
* T, |V|, |E| thỏa mãn ràng buộc: 1≤T≤100; 1≤|V|≤103; 1≤|E|≤|V|(|V|-1)/2;

**Output:**

* Đưa ra danh sách các cạch cầu của mỗi test theo từng dòng. In ra đáp án theo thứ tự từ điển, theo dạng “a b …” với a < b.

**Ví dụ:**

|  |  |
| --- | --- |
| **Input:** | **Output:** |
| 1  5 5  1 2  1 3  2 3  2 5  3 4 | 2 5 3 4 |

#include<bits/stdc++.h>

using namespace std;

int n, m;

bool used[1005];

vector<int> vt[1005];

vector<pair<int,int> > ans;

void Reinit(){

for (int i=0; i<1005; i++)

vt[i].clear();

memset(used, false, sizeof(used));

}

void BFS(int u){

queue<int> Q;

Q.push(u);

used[u] = true;

while(!Q.empty()){

int s = Q.front();

Q.pop();

for (int t=0; t<vt[s].size(); t++){

if (!used[vt[s][t]]){

Q.push(vt[s][t]);

used[vt[s][t]] = true;

}

}

}

}

int TPLT(){

int res = 0;

for (int i=1; i<=n; i++){

if (!used[i]){

res++;

BFS(i);

}

}

return res;

}

void Canhcau(int c, int res, vector<pair<int,int> > tmp){

for (int i=0; i<m; i++){

if (i != c){

vt[tmp[i].first].push\_back(tmp[i].second);

vt[tmp[i].second].push\_back(tmp[i].first);

}

}

int d = TPLT();

if (d > res){

if(tmp[c].first < tmp[c].second)

ans.push\_back({tmp[c].first, tmp[c].second});

else

ans.push\_back({tmp[c].second, tmp[c].first});

}

}

int main(){

int T; cin >> T;

while (T--){

Reinit();

ans.clear();

cin >> n >> m;

vector<pair<int,int> > tmp;

for (int i=0; i<m; i++){

int x, y; cin >> x >> y;

tmp.push\_back({x, y});

vt[x].push\_back(y);

vt[y].push\_back(x);

}

int res = TPLT();

for (int i=0; i<m; i++){

Reinit();

Canhcau(i, res, tmp);

}

sort(ans.begin(), ans.end());

for (int i=0; i<ans.size(); i++)

cout << ans[i].first << " " << ans[i].second << " ";

cout << endl;

}

}

ĐƯỜNG ĐI VÀ CHU TRÌNH EULER VỚI ĐỒ THỊ VÔ HƯỚNG

[Bài làm tốt nhất](https://code.ptit.edu.vn/student/question/DSA10004/top)

Cho đồ thị vô hướng liên thông G=<V, E> được biểu diễn dưới dạng danh sách cạnh. Hãy kiểm tra xem đồ thị có đường đi Euler hay chu trình Euler hay không?

Đường đi Euler bắt đầu tại một đỉnh, và kết thúc tại một đỉnh khác.

Chu trình Euler bắt đầu tại một đỉnh, và kết thúc chu trình tại chính đỉnh đó.

**Input:**

* Dòng đầu tiên đưa vào T là số lượng bộ test.
* Những dòng tiếp theo đưa vào các bộ test. Mỗi bộ test gồm 2 dòng: dòng đầu tiên đưa vào hai số |V|, |E| tương ứng với số đỉnh,  số cạnh của đồ thị; Dòng tiếp theo đưa vào các bộ đôi uÎV, vÎV tương ứng với một cạnh của đồ thị.
* T, |V|, |E| thỏa mãn ràng buộc: 1≤T≤100; 1≤|V|≤103; 1≤|E|≤|V|(|V|-1)/2;

**Output:**

* Đưa ra 1, 2, 0 kết quả mỗi test theo từng dòng tương ứng với đồ thị có đường đi Euler, chu trình Euler và trường hợp không tồn tại.

**Ví dụ:**

|  |  |
| --- | --- |
| **Input:** | **Output:** |
| 2  6  10  1 2 1 3 2 3 2 4 2 5 3 4 3 5 4 5 4 6 5 6  6 9  1  2 1  3 2  3 2  4 2  5 3  4 3  5 4  5 4  6 | 2  1 |

#include<bits/stdc++.h>

using namespace std;

int n, m;

vector<int> adj[1005];

int isEulerian(){

int odd = 0;

for (int i=1; i<=n; i++){

if (adj[i].size()%2 != 0)

odd++;

}

if (odd > 2)

return 0;

return (odd == 2)? 1 : 2;

}

int main(){

int T; cin >> T;

while (T--){

cin >> n >> m;

for (int i=0; i<1005; i++)

adj[i].clear();

for (int i=1; i<=m; i++){

int x, y; cin >> x >> y;

adj[x].push\_back(y);

adj[y].push\_back(x);

}

cout << isEulerian() << endl;

}

}

CHU TRÌNH EULER TRONG ĐỒ THỊ CÓ HƯỚNG

[Bài làm tốt nhất](https://code.ptit.edu.vn/student/question/DSA10005/top)

Cho đồ thị có hướng liên thông yếu G=<V, E> được biểu diễn dưới dạng danh sách cạnh. Hãy kiểm tra xem đồ thị có chu trình Euler hay không?

**Input:**

* Dòng đầu tiên đưa vào T là số lượng bộ test.
* Những dòng tiếp theo đưa vào các bộ test. Mỗi bộ test gồm 2 dòng: dòng đầu tiên đưa vào hai số |V|, |E| tương ứng với số đỉnh,  số cạnh của đồ thị; Dòng tiếp theo đưa vào các bộ đôi uÎV, vÎV tương ứng với một cạnh của đồ thị.
* T, |V|, |E| thỏa mãn ràng buộc: 1≤T≤100; 1≤|V|≤103; 1≤|E|≤|V|(|V|-1)/2;

**Output:**

* Đưa ra 1, 0 kết quả mỗi test theo từng dòng tương ứng với đồ thị có chu trình Euler và trường hợp không tồn tại đáp án.

**Ví dụ:**

|  |  |
| --- | --- |
| **Input:** | **Output:** |
| 2  6  10  1 2 2 4 2 5 3 1 3 2 4 3 4 5 5 3 5 6 6 4  3 3  1 2 2 3 1 3 | 1  0 |

#include<bits/stdc++.h>

using namespace std;

int n, m;

vector<int> adj[1005];

bool isEulerCycle(){

vector<int> start(1005, 0), end(1005, 0);

for (int i=1; i<=n; i++){

int sum = 0;

for (int j=0; j<adj[i].size(); j++){

start[adj[i][j]]++;

sum++;

}

end[i] = sum;

}

if (start == end)

return true;

return false;

}

int main(){

int T; cin >> T;

while (T--){

cin >> n >> m;

for (int i=0; i<1005; i++)

adj[i].clear();

for (int i=1; i<=m; i++){

int x, y; cin >> x >> y;

adj[x].push\_back(y);

}

if (isEulerCycle()) cout << 1;

else cout << 0;

cout << endl;

}

}

CHUYỂN MA TRẬN KỀ SANG DANH SÁCH KỀ

[Bài làm tốt nhất](https://code.ptit.edu.vn/student/question/DSA09021/top)

Ma trận kề A của một đồ thị vô hướng là một ma trận chỉ có các số 0 hoặc 1 trong đó A[i][j] = 1 có ý nghĩa là đỉnh i kề với đỉnh j (chỉ số tính từ 1).

Danh sách kề thì liệt kê các đỉnh kề với đỉnh đó theo thứ tự tăng dần.

Hãy chuyển biểu diễn đồ thị từ dạng ma trận kề sang dạng danh sách kề.

**Input:** Dòng đầu tiên chứa số nguyên n – số đỉnh của đồ thị (1 < n ≤ 1000). n dòng tiếp theo, mỗi dòng có n số nguyên có giá trị 0 và 1 mô tả ma trận kề của đồ thị.

**Output:** Gồm n dòng, dòng thứ i chứa các số nguyên là đỉnh có nối với đỉnh i và được sắp xếp tăng dần. Dữ liệu đảm bảo mỗi đỉnh có kết nối với ít nhất 1 đỉnh khác.

**Ví dụ:**

|  |  |
| --- | --- |
| **Input** | **Output** |
| 3  0 1 1  1 0 1  1 1 0 | 2 3  1 3  1 2 |

#include<bits/stdc++.h>

using namespace std;

int matrix[1005][1005];

int main(){

vector<int> res;

int n; cin >> n;

for (int i = 1; i <= n; i++){

for (int j = 1; j <= n; j++)

cin >> matrix[i][j];

}

for (int i = 1; i <= n; i++){

res.clear();

for (int j = 1; j <= n; j++){

if (matrix[i][j])

res.push\_back(j);

}

for (int k = 0; k < res.size(); k++)

cout << res[k] << " ";

cout << endl;

}

}

CHUYỂN DANH SÁCH KỀ SANG MA TRẬN KỀ

[Bài làm tốt nhất](https://code.ptit.edu.vn/student/question/DSA09020/top)

Cho đơn đồ thị vô hướng có n đỉnh dưới dạng danh sách kề.

Hãy biểu diễn đồ thị bằng ma trận kề.

**Input:** Dòng đầu tiên chứa số nguyên n – số đỉnh của đồ thị (1 ≤  n ≤  1000). n dòng tiếp theo, dòng thứ i chứa các số nguyên là các đỉnh kề với đỉnh i.

**Output:** Ma trận kề của đồ thị.

**Ví dụ:**

|  |  |
| --- | --- |
| **Input** | **Output** |
| 3  2 3  1 3  1 2 | 0 1 1  1 0 1  1 1 0 |

#include<bits/stdc++.h>

using namespace std;

int n;

int matrix[1005][1005];

int strToNum(string s){

int res=0;

for (int i=0; i<s.length(); i++)

res = res\*10+(s[i]-'0');

return res;

}

int main(){

int n; cin >> n;

cin.ignore();

memset(matrix, 0 , sizeof(matrix));

for (int i=1; i<=n; i++){

string s; getline(cin, s);

stringstream ss;

ss<<s;

while (ss>>s){

int tmp=strToNum(s);

matrix[i][tmp] = 1;

}

}

for (int i=1; i<=n; i++){

for (int j=1; j<=n; j++)

cout<<matrix[i][j]<<" ";

cout << endl;

}

}

DFS TRÊN ĐỒ THỊ CÓ HƯỚNG

[Bài làm tốt nhất](https://code.ptit.edu.vn/student/question/DSA09022/top)

Cho đồ thị có hướng G=<V, E> được biểu diễn dưới dạng danh sách cạnh. Hãy viết thuật toán duyệt theo chiều sâu bắt đầu tại đỉnh uÎV (DFS(u)=?)

**Input:**

* Dòng đầu tiên đưa vào T là số lượng bộ test.
* Những dòng tiếp theo đưa vào các bộ test. Mỗi bộ test gồm 2 dòng: dòng đầu tiên đưa vào ba số |V|, |E|, uÎV tương ứng với số đỉnh, số cạnh và đỉnh bắt đầu duyệt; Dòng tiếp theo đưa vào các bộ đôi uÎV, vÎV tương ứng với một cạnh của đồ thị.
* T, |V|, |E| thỏa mãn ràng buộc: 1≤T≤200; 1≤|V|≤103; 1≤|E|≤|V|(|V|-1)/2;

**Output:**

* Đưa ra danh sách các đỉnh được duyệt theo thuật toán DFS(u) của mỗi test theo khuôn dạng của ví dụ dưới đây.

**Ví dụ:**

|  |  |
| --- | --- |
| **Input:** | **Output:** |
| 1  6 9 5  1 2 2 5 3 1 3 2 3 5 4 3 5 4 5 6 6 3 | 5 4 3 1 2 6 |

#include<bits/stdc++.h>

int A[1005][1005], n, m, u;

bool used[1005];

using namespace std;

void init(){

cin >> n >> m >> u;

memset(A, 0, sizeof(A));

memset(used, false, sizeof(used));

for (int i = 1; i <= m; i++){

int x, y; cin >> x >> y;

A[x][y] = 1;

}

}

void DFS(){

stack<int> St;

St.push(u); used[u] = true;

cout << u << " ";

while(!St.empty()){

int s = St.top();

St.pop();

for (int t = 1; t <= n; t++){

if (!used[t] && A[s][t]){

cout << t << " ";

used[t] = true;

St.push(s);

St.push(t);

break;

}

}

}

}

int main(){

int t; cin >> t;

while (t--){

init();

DFS();

cout << endl;

}

}

BFS TRÊN ĐỒ THỊ CÓ HƯỚNG

[Bài làm tốt nhất](https://code.ptit.edu.vn/student/question/DSA09024/top)

Cho đồ thị có hướng G=<V, E> được biểu diễn dưới dạng danh sách cạnh. Hãy viết thuật toán duyệt theo chiều rộng bắt đầu tại đỉnh uÎV (BFS(u)=?)

**Input:**

* Dòng đầu tiên đưa vào T là số lượng bộ test.
* Những dòng tiếp theo đưa vào các bộ test. Mỗi bộ test gồm 2 dòng: dòng đầu tiên đưa vào ba số |V|, |E|, uÎV tương ứng với số đỉnh, số cạnh và đỉnh bắt đầu duyệt; Dòng tiếp theo đưa vào các bộ đôi uÎV, vÎV tương ứng với một cạnh của đồ thị.
* T, |V|, |E| thỏa mãn ràng buộc: 1≤T≤200; 1≤|V|≤103; 1≤|E|≤|V|(|V|-1)/2;

**Output:**

* Đưa ra danh sách các đỉnh được duyệt theo thuật toán BFS(u) của mỗi test theo khuôn dạng của ví dụ dưới đây.

**Ví dụ:**

|  |  |
| --- | --- |
| **Input:** | **Output:** |
| 1  6  9  1  1 2 2 5 3 1 3 2 3 5 4 3 5 4 5 6 6 4 | 1 2 5 4 6 3 |

#include<bits/stdc++.h>

using namespace std;

int A[1005][1005], n, m ,u;

bool used[1005];

void init(){

cin >> n >> m >> u;

memset(A, 0, sizeof(A));

memset(used, false, sizeof(used));

for (int i = 1; i <= m; i++){

int x, y; cin >> x >> y;

A[x][y] = 1;

}

}

void BFS(){

queue<int> Q;

Q.push(u); used[u] = true;

while(!Q.empty()){

int s = Q.front();

cout << s << " ";

Q.pop();

for (int t = 1; t <= n; t++){

if (!used[t] && A[s][t]){

Q.push(t);

used[t] = true;

}

}

}

}

int main(){

int t; cin >> t;

while (t--){

init();

BFS();

cout << endl;

}

}

ĐƯỜNG ĐI THEO DFS VỚI ĐỒ THỊ CÓ HƯỚNG

[Bài làm tốt nhất](https://code.ptit.edu.vn/student/question/DSA09025/top)

Cho đồ thị có hướng G=<V, E> được biểu diễn dưới dạng danh sách cạnh. Hãy tìm đường đi từ đỉnh sÎV đến đỉnh tÎV trên đồ thị bằng thuật toán DFS.

**Input:**

* Dòng đầu tiên đưa vào T là số lượng bộ test.
* Những dòng tiếp theo đưa vào các bộ test. Mỗi bộ test gồm 2 dòng: dòng đầu tiên đưa vào bốn số |V|, |E|, sÎV, tÎV tương ứng với số đỉnh, số cạnh,  đỉnh u, đỉnh v; Dòng tiếp theo đưa vào các bộ đôi uÎV, vÎV tương ứng với một cạnh của đồ thị.
* T, |V|, |E| thỏa mãn ràng buộc: 1≤T≤100; 1≤|V|≤103; 1≤|E|≤|V|(|V|-1)/2;

**Output:**

* Đưa ra đường đi từ đỉnh s đến đỉnh t của mỗi test theo thuật toán DFS của mỗi test theo khuôn dạng của ví dụ dưới đây. Nếu không có đáp án, in ra -1.

**Ví dụ:**

|  |  |
| --- | --- |
| **Input:** | **Output:** |
| 1  6  9  1  6  1 2 2 5 3 1 3 2 3 5 4 3 5 4 5 6 6 4 | 1 2 5 6 |

#include<bits/stdc++.h>

using namespace std;

int n, m, s, e;

int matrix[1005][1005];

bool visited[1005];

int forward\_point[1005];

void init(){

cin >> n >> m >> s >> e;

memset(matrix, 0, sizeof(matrix));

memset(forward\_point, 0, sizeof(forward\_point));

memset(visited, false, sizeof(visited));

for (int i = 1; i <= m; i++){

int x, y; cin >> x >> y;

matrix[x][y] = 1;

}

}

void DFS(int u)

{

stack<int> st;

st.push(u);

visited[u] = true;

while(!st.empty())

{

int s = st.top();

st.pop();

for(int t = 1; t <= n; t++)

{

if(visited[t] == false && matrix[s][t] == 1)

{

forward\_point[t] = s;

visited[t] = true;

st.push(s);

st.push(t);

break;

}

}

}

}

void PrintPath(int s, int e)

{

if(forward\_point[e] == 0)

cout << "-1" ;

else

{

vector<int> res;

res.push\_back(e);

int u = forward\_point[e];

while(u != s)

{

res.push\_back(u);

u = forward\_point[u];

}

res.push\_back(s);

for (int i = res.size()-1; i >= 0; i--)

cout << res[i] << " ";

}

}

int main(){

int T; cin >> T;

while (T--){

init();

DFS(s);

PrintPath(s, e);

cout << endl;

}

}

ĐƯỜNG THI THEO BFS TRÊN ĐỒ THỊ CÓ HƯỚNG

[Bài làm tốt nhất](https://code.ptit.edu.vn/student/question/DSA09026/top)

Cho đồ thị có hướng G=<V, E> được biểu diễn dưới dạng danh sách cạnh. Hãy tìm đường đi từ đỉnh uÎV đến đỉnh vÎV trên đồ thị bằng thuật toán BFS.

**Input:**

* Dòng đầu tiên đưa vào T là số lượng bộ test.
* Những dòng tiếp theo đưa vào các bộ test. Mỗi bộ test gồm 2 dòng: dòng đầu tiên đưa vào bốn số |V|, |E|, sÎV, tÎV tương ứng với số đỉnh, số cạnh,  đỉnh u, đỉnh v; |E| Dòng tiếp theo đưa vào các bộ đôi uÎV, vÎV tương ứng với một cạnh của đồ thị.
* T, |V|, |E| thỏa mãn ràng buộc: 1≤T≤100; 1≤|V|≤103; 1≤|E|≤|V|(|V|-1)/2;

**Output:**

* Đưa ra đường đi từ đỉnh s đến đỉnh t của mỗi test theo thuật toán BFS của mỗi test theo khuôn dạng của ví dụ dưới đây. Nếu không có đáp án, in ra -1.

**Ví dụ:**

|  |  |
| --- | --- |
| **Input:** | **Output:** |
| 1  6 9 1 6  1 2 2 5 3 1 3 2 3 5 4 3 5 4 5 6 6 4 | 1 2 5 6 |

#include<bits/stdc++.h>

using namespace std;

int n, m, s, e, matrix[1005][1005], f[1005];

bool used[1005];

void init(){

cin >> n >> m >> s >> e;

memset(matrix, 0, sizeof(matrix));

memset(f, 0, sizeof(f));

memset(used, false, sizeof(used));

for (int i = 1; i <= m; i++){

int x, y; cin >> x >> y;

matrix[x][y] = 1;

}

}

void BFS(int u){

queue<int> Q;

Q.push(u); used[u] = true;

while(!Q.empty()){

int s = Q.front();

Q.pop();

for (int t = 1; t <= n; t++){

if (!used[t] && matrix[s][t]){

f[t] = s;

used[t] = true;

Q.push(t);

}

}

}

}

void BFS\_Path(int s, int t){

if(f[t] == 0)

cout << "-1" << endl;

else

{

vector<int> res;

res.push\_back(t);

int u = f[t];

while(u != s)

{

res.push\_back(u);

u = f[u];

}

res.push\_back(s);

for (int i = res.size()-1; i >= 0; i--)

cout << res[i] << " ";

cout << endl;

}

}

int main(){

int T; cin >> T;

while (T--){

init();

BFS(s);

BFS\_Path(s, e);

}

}

Cho đồ thị vô hướng có N đỉnh và M cạnh. Có Q truy vấn, mỗi truy vấn yêu cầu trả lời câu hỏi giữa 2 đỉnh x và y có tồn tại đường đi tới nhau hay không?

**Input:**

* Dòng đầu tiên là số lượng bộ test T (T ≤ 20).
* Mỗi test gồm 2 số nguyên N, M (1 ≤ N, M ≤ 1000).
* M dòng tiếp theo, mỗi dòng gồm 2 số nguyên u, v cho biết có cạnh nối giữa đỉnh u và v.
* Dòng tiếp là số lượng truy vấn Q (1 ≤ Q ≤ 1000).
* Q dòng tiếp theo, mỗi dòng gồm 2 số nguyên x và y.

**Output:**Với mỗi truy vấn, in ra “YES” nếu có đường đi từ x tới y, in ra “NO” nếu ngược lại.

**Ví dụ:**

|  |  |
| --- | --- |
| **Input:** | **Output** |
| 1  6 5  1 2  2 3  3 4  1 4  5 6  2  1 5  2 4 | NO  YES |

#include<bits/stdc++.h>

using namespace std;

int n, m;

vector<int> vt[1005];

bool used[1005];

int f[1005];

void BFS(int u, int v){

queue<int> Q;

Q.push(u); used[u] = true;

while(!Q.empty()){

int s = Q.front();

Q.pop();

if (s == v){

cout << "YES";

return;

}

for (int t=0; t<vt[s].size(); t++){

if (!used[vt[s][t]]){

f[vt[s][t]] = s;

used[vt[s][t]] = true;

Q.push(vt[s][t]);

}

}

}

cout << "NO";

}

void solve(int s, int e){

if(f[e] == 0)

cout << "NO" << endl;

else

cout << "YES" << endl;

}

int main(){

int T; cin >> T;

while (T--){

cin >> n >> m;

for (int i=0; i<1005; i++)

vt[i].clear();

for (int i=1; i<=m; i++){

int x, y; cin >> x >> y;

vt[x].push\_back(y);

vt[y].push\_back(x);

}

int q; cin >> q;

while (q--){

memset(used, false, sizeof(used));

int s, e;

cin >> s >> e;

BFS(s, e);

cout << endl;

}

}

}

 ĐƯỜNG ĐI THEO DFS VỚI ĐỒ THỊ VÔ HƯỚNG

[Bài làm tốt nhất](https://code.ptit.edu.vn/student/question/DSA09006/top)

Cho đồ thị vô hướng G=<V, E> được biểu diễn dưới dạng danh sách cạnh. Hãy tìm đường đi từ đỉnh sÎV đến đỉnh tÎV trên đồ thị bằng thuật toán DFS.

**Input:**

* Dòng đầu tiên đưa vào T là số lượng bộ test.
* Những dòng tiếp theo đưa vào các bộ test. Mỗi bộ test gồm 2 dòng: dòng đầu tiên đưa vào bốn số |V|, |E|, sÎV, tÎV tương ứng với số đỉnh, số cạnh,  đỉnh u, đỉnh v; Dòng tiếp theo đưa vào các bộ đôi uÎV, vÎV tương ứng với một cạnh của đồ thị.
* T, |V|, |E| thỏa mãn ràng buộc: 1≤T≤100; 1≤|V|≤103; 1≤|E|≤|V|(|V|-1)/2;

**Output:**

* Đưa ra đường đi từ đỉnh s đến đỉnh t của mỗi test theo thuật toán DFS của mỗi test theo khuôn dạng của ví dụ dưới đây. Nếu không có đáp án, in ra -1.

**Ví dụ:**

|  |  |
| --- | --- |
| **Input:** | **Output:** |
| 1  6  9 1 6  1 2 1 3 2 3 2 5 3 4 3 5 4 5 4 6 5 6 | 1 2 3 4 5 6 |

#include<bits/stdc++.h>

using namespace std;

int n, m, s, e;

int matrix[1005][1005];

bool visited[1005];

int forward\_point[1005];

void init(){

cin >> n >> m >> s >> e;

memset(matrix, 0, sizeof(matrix));

memset(forward\_point, 0, sizeof(forward\_point));

memset(visited, false, sizeof(visited));

for (int i = 1; i <= m; i++){

int x, y; cin >> x >> y;

matrix[x][y] = 1;

matrix[y][x] = 1;

}

}

void DFS(int u)

{

stack<int> st;

st.push(u);

visited[u] = true;

while(!st.empty())

{

int s = st.top();

st.pop();

for(int t = 1; t <= n; t++)

{

if(visited[t] == false && matrix[s][t] == 1)

{

forward\_point[t] = s;

visited[t] = true;

st.push(s);

st.push(t);

break;

}

}

}

}

void PrintPath(int s, int e)

{

if(forward\_point[e] == 0)

cout << "-1" ;

else

{

vector<int> res;

res.push\_back(e);

int u = forward\_point[e];

while(u != s)

{

res.push\_back(u);

u = forward\_point[u];

}

res.push\_back(s);

for (int i = res.size()-1; i >= 0; i--)

cout << res[i] << " ";

}

}

int main(){

int T; cin >> T;

while (T--){

init();

DFS(s);

PrintPath(s, e);

cout << endl;

}

}

ĐƯỜNG ĐI THEO BFS TRÊN ĐỒ THỊ VÔ HƯỚNG

[Bài làm tốt nhất](https://code.ptit.edu.vn/student/question/DSA09007/top)

Cho đồ thị vô hướng G=<V, E> được biểu diễn dưới dạng danh sách cạnh. Hãy tìm đường đi từ đỉnh sÎV đến đỉnh tÎV trên đồ thị bằng thuật toán BFS.

**Input:**

* Dòng đầu tiên đưa vào T là số lượng bộ test.
* Những dòng tiếp theo đưa vào các bộ test. Mỗi bộ test gồm 2 dòng: dòng đầu tiên đưa vào bốn số |V|, |E|, sÎV, tÎV tương ứng với số đỉnh, số cạnh,  đỉnh u, đỉnh v; Dòng tiếp theo đưa vào các bộ đôi uÎV, vÎV tương ứng với một cạnh của đồ thị.
* T, |V|, |E| thỏa mãn ràng buộc: 1≤T≤100; 1≤|V|≤103; 1≤|E|≤|V|(|V|-1)/2;

**Output:**

* Đưa ra đường đi từ đỉnh s đến đỉnh t của mỗi test theo thuật toán BFS của mỗi test theo khuôn dạng của ví dụ dưới đây. Nếu không có đáp án, in ra -1.

**Ví dụ:**

|  |  |
| --- | --- |
| **Input:** | **Output:** |
| 1  6 9 1 6  1 2 1 3 2 3 2 5 3 4 3 5 4 5 4 6 5 6 | 1 2 5 6 |

#include<bits/stdc++.h>

using namespace std;

int n, m, s, e, matrix[1005][1005], f[1005];

bool used[1005];

void init(){

cin >> n >> m >> s >> e;

memset(matrix, 0, sizeof(matrix));

memset(f, 0, sizeof(f));

memset(used, false, sizeof(used));

for (int i = 1; i <= m; i++){

int x, y; cin >> x >> y;

matrix[x][y] = 1;

matrix[y][x] = 1;

}

}

void BFS(int u){

queue<int> Q;

Q.push(u); used[u] = true;

while(!Q.empty()){

int s = Q.front();

Q.pop();

for (int t = 1; t <= n; t++){

if (!used[t] && matrix[s][t]){

f[t] = s;

used[t] = true;

Q.push(t);

}

}

}

}

void BFS\_Path(int s, int t){

if(f[t] == 0)

cout << "-1" << endl;

else

{

vector<int> res;

res.push\_back(t);

int u = f[t];

while(u != s)

{

res.push\_back(u);

u = f[u];

}

res.push\_back(s);

for (int i = res.size()-1; i >= 0; i--)

cout << res[i] << " ";

cout << endl;

}

}

int main(){

int T; cin >> T;

while (T--){

init();

BFS(s);

BFS\_Path(s, e);

}

}

 ĐẾM SỐ THÀNH PHẦN LIÊN THÔNG

[Bài làm tốt nhất](https://code.ptit.edu.vn/student/question/DSA09008/top)

Cho đồ thị vô hướng G=<V, E> được biểu diễn dưới dạng danh sách cạnh. Hãy tìm số thành phần liên thông của đồ thị.

**Input:**

* Dòng đầu tiên đưa vào T là số lượng bộ test.
* Những dòng tiếp theo đưa vào các bộ test. Mỗi bộ test gồm 2 dòng: dòng đầu tiên đưa vào hai số |V|, |E| tương ứng với số đỉnh và số cạnh; Dòng tiếp theo đưa vào các bộ đôi uÎV, vÎV tương ứng với một cạnh của đồ thị.
* T, |V|, |E| thỏa mãn ràng buộc: 1≤T≤100; 1≤|V|≤103; 1≤|E|≤|V|(|V|-1)/2;

**Output:**

* Đưa ra số thành phần liên thông của đồ thị.

**Ví dụ:**

|  |  |
| --- | --- |
| **Input:** | **Output:** |
| 1  6 6  1 2 1 3 2 3 3 4 3 5 4 5 | 2 |

#include<bits/stdc++.h>

using namespace std;

int n, m, sol;

int matrix[1005][1005];

bool used[1005];

void init(){

cin >> n >> m;

sol = 0;

memset(matrix, 0, sizeof(matrix));

memset(used, false, sizeof(used));

for (int i = 1; i <= m; i++){

int x, y; cin >> x >> y;

matrix[x][y] = 1;

matrix[y][x] = 1;

}

}

void DFS(int u){

used[u] = true;

for (int v = 1; v <= n; v++){

if (matrix[u][v] && !used[v])

DFS(v);

}

}

void TPLT\_DFS(){

for (int u = 1; u <= n; u++){

if (!used[u]){

sol++;

DFS(u);

}

}

cout << sol << endl;

}

int main(){

int t; cin >> t;

while (t--){

init();

TPLT\_DFS();

}

}

TÌM SỐ THÀNH PHẦN LIÊN THÔNG VỚI BFS

[Bài làm tốt nhất](https://code.ptit.edu.vn/student/question/DSA09009/top)

Cho đồ thị vô hướng G=<V, E> được biểu diễn dưới dạng danh sách cạnh. Hãy tìm số thành phần liên thông của đồ thị bằng thuật toán BFS.

**Input:**

* Dòng đầu tiên đưa vào T là số lượng bộ test.
* Những dòng tiếp theo đưa vào các bộ test. Mỗi bộ test gồm 2 dòng: dòng đầu tiên đưa vào hai số |V|, |E| tương ứng với số đỉnh và số cạnh; Dòng tiếp theo đưa vào các bộ đôi uÎV, vÎV tương ứng với một cạnh của đồ thị.
* T, |V|, |E| thỏa mãn ràng buộc: 1≤T≤100; 1≤|V|≤103; 1≤|E|≤|V|(|V|-1)/2;

**Output:**

* Đưa ra số thành phần liên thông của đồ thị bằng thuật toán BFS.

**Ví dụ:**

|  |  |
| --- | --- |
| **Input:** | **Output:** |
| 1  6  6  1 2 1 3 2 3 3 4 3 5 4 5 | 2 |

#include<bits/stdc++.h>

using namespace std;

int n, m, sol;

int matrix[1005][1005];

bool used[1005];

void init(){

cin >> n >> m;

sol = 0;

memset(matrix, 0, sizeof(matrix));

memset(used, false, sizeof(used));

for (int i = 1; i <= m; i++){

int x, y; cin >> x >> y;

matrix[x][y] = 1;

matrix[y][x] = 1;

}

}

void BFS(int u){

queue<int> Q;

Q.push(u); used[u] = true;

while(!Q.empty()){

int s = Q.front();

Q.pop();

for (int t = 1; t <= n; t++){

if (!used[t] && matrix[s][t]){

Q.push(t);

used[t] = true;

}

}

}

}

void TPLT\_BFS(){

for (int u = 1; u <= n; u++){

if (!used[u]){

sol++;

BFS(u);

}

}

cout << sol << endl;

}

int main(){

int t; cin >> t;

while (t--){

init();

TPLT\_BFS();

}

}

KIỂM TRA TÍNH LIÊN THÔNG MẠNH

[Bài làm tốt nhất](https://code.ptit.edu.vn/student/question/DSA09010/top)

Cho đồ thị có hướng G=<V, E> được biểu diễn dưới dạng danh sách cạnh. Hãy kiểm tra xem đồ thị có liên thông mạnh hay không?

**Input:**

* Dòng đầu tiên đưa vào T là số lượng bộ test.
* Những dòng tiếp theo đưa vào các bộ test. Mỗi bộ test gồm 2 dòng: dòng đầu tiên đưa vào hai số |V|, |E| tương ứng với số đỉnh và số cạnh; Dòng tiếp theo đưa vào các bộ đôi uÎV, vÎV tương ứng với một cạnh của đồ thị.
* T, |V|, |E| thỏa mãn ràng buộc: 1≤T≤100; 1≤|V|≤103; 1≤|E|≤|V|(|V|-1)/2;

**Output:**

* Đưa ra “YES”, hoặc “NO” theo từng dòng tương ứng với test là liên thông mạnh hoặc không liên thông mạnh.

**Ví dụ:**

|  |  |
| --- | --- |
| **Input:** | **Output:** |
| 1  6 9  1 2 2 4 3 1 3 2 3 5 4 3 5 4 5 6 6  3 | YES |

#include<bits/stdc++.h>

using namespace std;

int n, m;

bool used[1005];

vector<int> vt[1005];

void BFS(int u){

queue<int> Q;

Q.push(u);

used[u] = true;

while(!Q.empty()){

int s = Q.front();

Q.pop();

for (int t=0; t<vt[s].size(); t++){

if (!used[vt[s][t]]){

Q.push(vt[s][t]);

used[vt[s][t]] = true;

}

}

}

}

int main(){

int T; cin >> T;

while (T--){

cin >> n >> m;

for (int i=0; i<1005; i++)

vt[i].clear();

for (int i=1; i<=m; i++){

int x, y; cin >> x >> y;

vt[x].push\_back(y);

}

memset(used, false, sizeof(used));

int res = 0;

for (int i=1; i<=n; i++){

if (!used[i]){

res++;

BFS(i);

}

}

if (res >= 2) cout << "NO";

else cout << "YES";

cout << endl;

}

}

 LIỆT KÊ ĐỈNH TRỤ

[Bài làm tốt nhất](https://code.ptit.edu.vn/student/question/DSA09012/top)

Cho đồ thị vô hướng liên thông G=<V, E> được biểu diễn dưới dạng danh sách cạnh. Hãy đưa ra tất cả các đỉnh trụ của đồ thị?

**Input:**

* Dòng đầu tiên đưa vào T là số lượng bộ test.
* Những dòng tiếp theo đưa vào các bộ test. Mỗi bộ test gồm 2 dòng: dòng đầu tiên đưa vào hai số |V|, |E| tương ứng với số đỉnh và số cạnh; Dòng tiếp theo đưa vào các bộ đôi u, v tương ứng với một cạnh của đồ thị.
* T, |V|, |E| thỏa mãn ràng buộc: 1≤T≤100; 1≤|V|≤103; 1≤|E|≤|V|(|V|-1)/2;

**Output:**

* Đưa ra danh sách các đỉnh trụ của mỗi test  theo từng dòng.

**Ví dụ:**

|  |  |
| --- | --- |
| **Input:** | **Output:** |
| 1  5 5  1 2 1 3 2 3 2 5 3 4 | 2 3 |

#include<bits/stdc++.h>

using namespace std;

int n, m;

int matrix[1005][1005];

bool used[1005];

void init(){

cin >> n >> m;

for (int i=1; i<=n; i++)

for (int j=1; j<=n; j++)

matrix[i][j] = 0;

for (int i=1; i<=n; i++)

used[i] = false;

for (int i = 1; i <= m; i++){

int x, y; cin >> x >> y;

matrix[x][y] = 1;

matrix[y][x] = 1;

}

}

int BFS(int u){

int c = 0;

queue<int> Q;

Q.push(u);

used[u] = true;

while(!Q.empty()){

int s = Q.front();

c++;

Q.pop();

for (int t = 1; t <= n; t++){

if (!used[t] && matrix[s][t]){

Q.push(t);

used[t] = true;

}

}

}

return c;

}

void Reinit(){

for (int i = 1; i <= n; i++)

used[i] = false;

}

void Dinh\_tru\_BFS(){

vector<int> res;

for (int u = 1; u <= n ; u++){

used[u] = true;

if (u == 1){

if (BFS(2) != n-1)

res.push\_back(u);

}

else{

if (BFS(1) != n-1)

res.push\_back(u);

}

Reinit();

}

for (int i = 0; i < res.size(); i++)

cout << res[i] << " ";

cout << endl;

}

int main(){

int T; cin >> T;

while (T--){

init();

Dinh\_tru\_BFS();

}

}

KIỂM TRA CHU TRÌNH TRÊN ĐỒ THỊ VÔ HƯỚNG

[Bài làm tốt nhất](https://code.ptit.edu.vn/student/question/DSA09014/top)

Cho đồ thị vô hướng G=<V, E> được biểu diễn dưới dạng danh sách cạnh. Hãy kiểm tra xem đồ thị có tồn tại chu trình hay không?

**Input:**

* Dòng đầu tiên đưa vào T là số lượng bộ test.
* Những dòng tiếp theo đưa vào các bộ test. Mỗi bộ test gồm 2 dòng: dòng đầu tiên đưa vào hai số |V|, |E| tương ứng với số đỉnh,  số cạnh của đồ thị; Dòng tiếp theo đưa vào các bộ đôi u, v tương ứng với một cạnh của đồ thị.
* T, |V|, |E| thỏa mãn ràng buộc: 1≤T≤100; 1≤|V|≤103; 1≤|E|≤|V|(|V|-1)/2;

**Output:**

* Đưa ra YES hoặc “NO” kết quả test theo từng dòng tương ứng với đồ thị tồn tại hoặc không tồn tại chu trình.

**Ví dụ:**

|  |  |
| --- | --- |
| Input: | Output: |
| 1  6  9  1 2 1 3 2 3 2 5 3 4 3 5 4 5 4 6 5 6 | YES |

#include<bits/stdc++.h>

using namespace std;

int n, m;

bool used[1005];

int f[1005];

vector<int> vt[1005];

bool isCycle(int u){

queue<int> Q;

Q.push(u);

used[u] = true;

while(!Q.empty()){

int s = Q.front();

Q.pop();

for (int t=0; t<vt[s].size(); t++){

if (!used[vt[s][t]]){

f[vt[s][t]] = s;

Q.push(vt[s][t]);

used[vt[s][t]] = true;

}

else if (f[s] != vt[s][t])

return true;

}

}

return false;

}

bool check(){

for (int i=1; i<=n; i++){

if (!used[i] && isCycle(i))

return true;

}

return false;

}

int main(){

int T; cin >> T;

while (T--){

cin >> n >> m;

for (int i=0; i<1005; i++)

vt[i].clear();

for (int i=1; i<=m; i++){

int x, y; cin >> x >> y;

vt[x].push\_back(y);

vt[y].push\_back(x);

}

memset(used, false, sizeof(used));

if (check()) cout << "YES";

else cout << "NO";

cout << endl;

}

}

KIỂM TRA CHU TRÌNH TRÊN ĐỒ THỊ CÓ HƯỚNG VỚI DFS

[Bài làm tốt nhất](https://code.ptit.edu.vn/student/question/DSA09016/top)

Cho đồ thị có hướng G=<V, E> được biểu diễn dưới dạng danh sách cạnh. Sử dụng thuật toán DFS, hãy kiểm tra xem đồ thị có tồn tại chu trình hay không?

**Input:**

* Dòng đầu tiên đưa vào T là số lượng bộ test.
* Những dòng tiếp theo đưa vào các bộ test. Mỗi bộ test gồm 2 dòng: dòng đầu tiên đưa vào hai số |V|, |E| tương ứng với số đỉnh,  số cạnh của đồ thị; Dòng tiếp theo đưa vào các bộ đôi uÎV, vÎV tương ứng với một cạnh của đồ thị.
* T, |V|, |E| thỏa mãn ràng buộc: 1≤T≤100; 1≤|V|≤103; 1≤|E|≤|V|(|V|-1)/2;

**Output:**

* Đưa ra YES hoặc “NO” kết quả test theo từng dòng tương ứng với đồ thị tồn tại hoặc không tồn tại chu trình.

**Ví dụ:**

|  |  |
| --- | --- |
| **Input:** | **Output:** |
| 1  6 9  1 2 2 4 3 1 3 2 3 5 4 3 5 4 5 6 6 4 | YES |

#include<bits/stdc++.h>

using namespace std;

int n, m;

bool used[1005];

bool recStack[1005];

vector<int> vt[1005];

bool isCycle(int u){

if (!used[u]){

used[u] = true;

recStack[u] = true;

for (int i=0; i<vt[u].size(); i++){

if (!used[vt[u][i]] && isCycle(vt[u][i]))

return true;

else if(recStack[vt[u][i]])

return true;

}

}

recStack[u] = false;

return false;

}

bool check(){

for(int i=1; i<=n; i++)

if (isCycle(i))

return true;

return false;

}

int main(){

int T; cin >> T;

while (T--){

cin >> n >> m;

for (int i=0; i<1005; i++)

vt[i].clear();

for (int i=1; i<=m; i++){

int x, y; cin >> x >> y;

vt[x].push\_back(y);

}

memset(used, false, sizeof(used));

memset(recStack, false, sizeof(recStack));

if (check()) cout << "YES";

else cout << "NO";

cout << endl;

}

}

KIỂM TRA ĐỒ THỊ CÓ PHẢI LÀ CÂY HAY KHÔNG

[Bài làm tốt nhất](https://code.ptit.edu.vn/student/question/DSA09017/top)

Một đồ thị N đỉnh là một cây, nếu như nó có đúng N-1 cạnh và giữa 2 đỉnh bất kì, chỉ tồn tại duy nhất 1 đường đi giữa chúng.

Cho một đồ thị N đỉnh và N-1 cạnh, hãy kiểm tra đồ thị đã cho có phải là một cây hay không?

**Input:**

* Dòng đầu tiên là số lượng bộ test T (T ≤ 20).
* Mỗi test bắt đầu bởi số nguyên N (1 ≤ N ≤ 1000).
* N-1 dòng tiếp theo, mỗi dòng gồm 2 số nguyên u, v cho biết có cạnh nối giữa đỉnh u và v.

**Output:**

* Với mỗi test, in ra “YES” nếu đồ thị đã cho là một cây, in ra “NO” trong trường hợp ngược lại.

**Ví dụ:**

|  |  |
| --- | --- |
| **Input** | **Output** |
| 2  4  1 2  1 3  2 4  4  1 2  1 3  2 3 | YES  NO |

#include<bits/stdc++.h>

using namespace std;

int n;

bool used[1005];

vector<int> adj[1005];

void Tree\_DFS(int u){

vector<vector<int> > vt;

stack<int> S;

S.push(u);

used[u] = true;

while (!S.empty()){

int s = S.top();

S.pop();

for (int t=0; t<adj[s].size(); t++){

if (!used[adj[s][t]]){

vector<int> v;

v.push\_back(s); v.push\_back(adj[s][t]);

vt.push\_back(v);

used[adj[s][t]] = true;

S.push(s); S.push(adj[s][t]);

break;

}

}

}

if (vt.size() < n-1)

cout << "NO" << endl;

else cout << "YES" << endl;

}

int main(){

int T; cin >> T;

while (T--){

cin >> n;

for (int i=0; i<1005; i++)

adj[i].clear();

for (int i=1; i<n; i++){

int x, y; cin >> x >> y;

adj[x].push\_back(y);

adj[y].push\_back(x);

}

memset(used, false, sizeof(used));

Tree\_DFS(1);

}

}

Cho một bản đồ kích thước N x M được mô tả bằng ma trận A[][].A[i][j] = 1 có nghĩa vị trí (i, j) là nổi trên biển. 2 vị trí (i, j) và (x, y) được coi là liền nhau nếu như nó có chung đỉnh hoặc chung cạnh. Một hòn đảo là một tập hợp các điểm (i, j) mà A[i][j] = 1 và có thể di chuyển giữa hai điểm bất kì trong đó.

Nhiệm vụ của bạn là hãy đếm số lượng đảo xuất hiện trên bản đồ.

**Input:** Dòng đầu tiên là số lượng bộ test T (T ≤ 20).

Mỗi test bắt đầu bởi 2 số nguyên N và M (1 ≤ N, M ≤ 500).

N dòng tiếp theo, mỗi dòng gồm M số nguyên A[i][j].

**Output:** Với mỗi test, in ra số lượng hòn đảo tìm được.

**Ví dụ:**

|  |  |
| --- | --- |
| **Input:** | **Output** |
| 1  5 5  1 1 0 0 0  0 1 0 0 1  1 0 0 1 1  0 0 0 0 0  1 0 1 0 1 | 5 |

#include <bits/stdc++.h>

using namespace std;

int isSafe(int n, int m, int M[][505], int row, int col, bool visited[][505]){

return (row >= 0) && (row < n) && (col >= 0) && (col < m) && (M[row][col] && !visited[row][col]);

}

void DFS(int n, int m, int M[][505], int row, int col, bool visited[][505]){

static int rowNbr[] = { -1, -1, -1, 0, 0, 1, 1, 1 };

static int colNbr[] = { -1, 0, 1, -1, 1, -1, 0, 1 };

visited[row][col] = true;

for (int k = 0; k < 8; ++k)

if (isSafe(n, m, M, row + rowNbr[k], col + colNbr[k], visited))

DFS(n, m, M, row + rowNbr[k], col + colNbr[k], visited);

}

int countIslands(int n, int m, int M[][505]){

bool visited[505][505];

memset(visited, 0, sizeof(visited));

int count = 0;

for (int i = 0; i < n; ++i)

for (int j = 0; j < m; ++j)

if (M[i][j] && !visited[i][j]) {

DFS(n, m, M, i, j, visited);

++count;

}

return count;

}

int main(){

int t; cin >> t;

while (t--){

int n, m, matrix[505][505];

cin >> n >> m;

for (int i=0; i<n; i++)

for (int j=0; j<m; j++)

cin >> matrix[i][j];

cout << countIslands(n , m, matrix) << endl;

}

}

TÔ MÀU ĐỒ THỊ

[Bài làm tốt nhất](https://code.ptit.edu.vn/student/question/DSA09028/top)

Một trong những bài toán kinh điển của lý thuyết đồ thị là bài toán Tô màu đồ thị. Bài toán được phát biểu như sau: Cho đồ thị vô hướng G =<V, E> được biểu diễn dưới dạng danh sách cạnh và số M. Nhiệm vụ của bạn là kiểm tra xem đồ thị có thể tô màu các đỉnh bằng nhiều nhất M màu sao cho hai đỉnh kề nhau đều có màu khác nhau hay không?
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**Input:**

* Dòng đầu tiên đưa vào số lượng bộ test T.
* Những dòng kế tiếp đưa vào các bộ test. Mỗi bộ test gồm hai phần: phần thứ nhất đưa vào ba số V, E, M tương ứng với số đỉnh, số cạnh và số màu; phần thứ hai đưa vào các cạnh của đồ thị.
* T, V, E, M thỏa mãn ràng buộc: 1≤T ≤100; 1≤V≤10; 1≤ E ≤N(N-1), 1≤V≤N.

**Output:**

* Đưa ra kết quả mỗi test theo từng dòng.

**Ví dụ:**

|  |  |
| --- | --- |
| **Input** | **Output** |
| 2 4  5  3 1 2  2 3  3 4  4 1  1 3 3 3 2 1 2  2 3  1 3 | YES NO |

#include<bits/stdc++.h>

using namespace std;

int n, m, p;

int color[1005];

int matrix[1005][1005];

bool isSafe(int v, int c){

for (int i=1; i<=n; i++)

if (matrix[v][i] && c==color[i])

return false;

return true;

}

bool Try(int v){

if (v == n+1)

return true;

for (int c=1; c<=p; c++){

if (isSafe(v, c)){

color[v] = c;

if (Try(v+1) == true)

return true;

color[v] = 0;

}

}

return false;

}

int main(){

int t; cin >> t;

while (t--){

memset(matrix, 0 , sizeof(matrix));

memset(color, 0, sizeof(color));

cin >> n >> m >> p;

for (int i = 1; i <= m; i++){

int x, y; cin >> x >> y;

matrix[x][y] = 1;

matrix[y][x] = 1;

}

if (Try(1) == false)

cout << "NO" << endl;

else

cout << "YES" << endl;

}

}

 ĐƯỜNG ĐI HAMILTON

[Bài làm tốt nhất](https://code.ptit.edu.vn/student/question/DSA09029/top)

Đường đi đơn trên đồ thị có hướng hoặc vô hướng đi qua tất cả các đỉnh của đồ thị mỗi đỉnh đúng một lần được gọi là đường đi Hamilton. Cho đồ thị vô hướng G = <V, E>, hãy kiểm tra xem đồ thị có đường đi Hamilton hay không?

**Input:**

* Dòng đầu tiên đưa vào số lượng bộ test T.
* Những dòng kế tiếp đưa vào các bộ test. Mỗi bộ test gồm hai phần: phần thứ nhất đưa vào hai số V, E tương ứng với số đỉnh, số cạnh của đồ thị; phần thứ hai đưa vào các cạnh của đồ thị.
* T, V, E thỏa mãn ràng buộc: 1≤T ≤100; 1≤V≤10; 1≤ E ≤15.

**Output:**

* Đưa ra 1 hoặc 0 tương ứng với test có hoặc không có đường đi Hamilton theo từng dòng.

**Ví dụ:**

|  |  |
| --- | --- |
| **Input** | **Output** |
| 2 4 4 1 2 2 3 3 4 2 4 4 3 1 2 2 3 2 4 | 1  0 |

#include<bits/stdc++.h>

using namespace std;

int n, m;

vector<int> adj[1005];

bool DFS(int u, int c, bool used[]){

if (c == n)

return true;

used[u] = true;

for (int v=0; v<adj[u].size(); v++){

if (!used[adj[u][v]]){

if (DFS(adj[u][v], c+1, used)){

return true;

}

}

}

used[u] = false;

return false;

}

bool isHamilton(){

bool used[1005];

memset(used, false, sizeof(used));

for (int i=1; i<=n; i++){

int c = 1;

if (DFS(i, c, used))

return true;

}

return false;

}

int main(){

int t; cin >> t;

while (t--){

cin >> n >> m;

for (int i=0; i<1005; i++)

adj[i].clear();

for (int i=1; i<=m; i++){

int x, y; cin >> x >> y;

adj[x].push\_back(y);

adj[y].push\_back(x);

}

if (isHamilton()) cout << 1;

else cout << 0;

cout << endl;

}

}

ĐỒ THỊ HAI PHÍA

[Bài làm tốt nhất](https://code.ptit.edu.vn/student/question/DSA09030/top)

Đồ thị hai phía là một đồ thị đặc biệt, trong đó tập các đỉnh có thể được chia thành hai tập không giao nhau thỏa mãn điều kiện không có cạnh nối hai đỉnh bất kỳ thuộc cùng một tập. Cho đồ thị N đỉnh và M cạnh, bạn hãy kiểm tra đồ thị đã cho có phải là một đồ thị hai phía hay không?
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Description automatically generated](data:image/png;base64,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)

**Input:**

* Dòng đầu tiên là số lượng bộ test T (T ≤  20).
* Mỗi test bắt đầu bởi số nguyên N và M (1 ≤  N, M ≤  1000).
* M dòng tiếp theo, mỗi dòng gồm 2 số nguyên u, v cho biết có cạnh nối giữa đỉnh u và v.

**Output:**

* Với mỗi test, in ra “YES” nếu đồ thị đã cho là một đồ thị hai phía, in ra “NO” trong trường hợp ngược lại.

**Ví dụ:**

|  |  |
| --- | --- |
| **Input:** | **Output** |
| 2  5 4  1 5  1 3  2 3  4 5  3 3  1 2  1 3  2 3 | YES  NO |

#include<bits/stdc++.h>

using namespace std;

int n, m;

vector<int> adj[1005];

int mark[1005];

bool bfs(int u){

queue<int> q;

q.push(u);

mark[u] = 1;

while (!q.empty()){

int s = q.front();

q.pop();

for (int t: adj[s]){

if (mark[s] == mark[t])

return false;

else if (!mark[t]){

q.push(t);

mark[t] = 3-mark[s];

}

}

}

return true;

}

void solve(){

memset(mark, 0, sizeof(mark));

for (int i=1; i<=n; i++){

if (mark[i]) continue;

if (!adj[i].size()){

mark[i] = 1;

continue;

}

if (!bfs(i)){

cout << "NO" << endl;

return;

}

}

cout << "YES" << endl;

}

int main(){

int t; cin >> t;

while (t--){

cin >> n >> m;

for (int i=0; i<1005; i++)

adj[i].clear();

for (int i=1; i<=m; i++){

int x, y; cin >> x >> y;

adj[x].push\_back(y);

adj[y].push\_back(x);

}

solve();

}

}

 LIỆT KÊ ĐỈNH TRỤ

[Bài làm tốt nhất](https://code.ptit.edu.vn/student/question/DSA09018/top)

Cho đồ thị vô hướng liên thông G=<V, E> được biểu diễn dưới dạng danh sách cạnh. Hãy đưa ra tất cả các đỉnh trụ của đồ thị?

**Input:**

* Dòng đầu tiên đưa vào T là số lượng bộ test.
* Những dòng tiếp theo đưa vào các bộ test. Mỗi bộ test gồm 2 dòng: dòng đầu tiên đưa vào hai số |V|, |E| tương ứng với số đỉnh và số cạnh; Dòng tiếp theo đưa vào các bộ đôi uÎV, vÎV tương ứng với một cạnh của đồ thị.
* T, |V|, |E| thỏa mãn ràng buộc: 1≤T≤100; 1≤|V|≤103; 1≤|E|≤|V|(|V|-1)/2;

**Output:**

* Đưa ra danh sách các đỉnh trụ của mỗi test  theo từng dòng.

**Ví dụ:**

|  |  |
| --- | --- |
| **Input:** | **Output:** |
| 1  5 5  1 2 1 3 2 3 2 5 3 4 | 2 3 |

#include<bits/stdc++.h>

using namespace std;

int n, m;

int matrix[1005][1005];

bool used[1005];

void init(){

cin >> n >> m;

for (int i=1; i<=n; i++)

for (int j=1; j<=n; j++)

matrix[i][j] = 0;

for (int i=1; i<=n; i++)

used[i] = false;

for (int i = 1; i <= m; i++){

int x, y; cin >> x >> y;

matrix[x][y] = 1;

matrix[y][x] = 1;

}

}

int BFS(int u){

int c = 0;

queue<int> Q;

Q.push(u);

used[u] = true;

while(!Q.empty()){

int s = Q.front();

c++;

Q.pop();

for (int t = 1; t <= n; t++){

if (!used[t] && matrix[s][t]){

Q.push(t);

used[t] = true;

}

}

}

return c;

}

void Reinit(){

for (int i = 1; i <= n; i++)

used[i] = false;

}

void Dinh\_tru\_BFS(){

vector<int> res;

for (int u = 1; u <= n ; u++){

used[u] = true;

if (u == 1){

if (BFS(2) != n-1)

res.push\_back(u);

}

else{

if (BFS(1) != n-1)

res.push\_back(u);

}

Reinit();

}

for (int i = 0; i < res.size(); i++)

cout << res[i] << " ";

cout << endl;

}

int main(){

int T; cin >> T;

while (T--){

init();

Dinh\_tru\_BFS();

}

}

KIỂM TRA CHU TRÌNH

[Bài làm tốt nhất](https://code.ptit.edu.vn/student/question/DSA09019/top)

Cho đồ thị vô hướng G=<V, E> được biểu diễn dưới dạng danh sách cạnh. Hãy kiểm tra xem đồ thị có tồn tại chu trình hay không?

**Input:**

* Dòng đầu tiên đưa vào T là số lượng bộ test.
* Những dòng tiếp theo đưa vào các bộ test. Mỗi bộ test gồm 2 dòng: dòng đầu tiên đưa vào hai số |V|, |E| tương ứng với số đỉnh,  số cạnh của đồ thị; Dòng tiếp theo đưa vào các bộ đôi uÎV, vÎV tương ứng với một cạnh của đồ thị.
* T, |V|, |E| thỏa mãn ràng buộc: 1≤T≤100; 1≤|V|≤103; 1≤|E|≤|V|(|V|-1)/2;

**Output:**

* Đưa ra YES hoặc “NO” kết quả test theo từng dòng tương ứng với đồ thị tồn tại hoặc không tồn tại chu trình.

**Ví dụ:**

|  |  |
| --- | --- |
| **Input:** | **Output:** |
| 1  6  9  1 2 1 3 2 3 2 5 3 4 3 5 4 5 4 6 5 6 | YES |

#include<bits/stdc++.h>

using namespace std;

int n, m;

bool used[1005];

int f[1005];

vector<int> vt[1005];

bool isCycle(int u){

queue<int> Q;

Q.push(u);

used[u] = true;

while(!Q.empty()){

int s = Q.front();

Q.pop();

for (int t=0; t<vt[s].size(); t++){

if (!used[vt[s][t]]){

f[vt[s][t]] = s;

Q.push(vt[s][t]);

used[vt[s][t]] = true;

}

else if (f[s] != vt[s][t])

return true;

}

}

return false;

}

bool check(){

for (int i=1; i<=n; i++){

if (!used[i] && isCycle(i))

return true;

}

return false;

}

int main(){

int T; cin >> T;

while (T--){

cin >> n >> m;

for (int i=0; i<1005; i++)

vt[i].clear();

for (int i=1; i<=m; i++){

int x, y; cin >> x >> y;

vt[x].push\_back(y);

vt[y].push\_back(x);

}

memset(used, false, sizeof(used));

if (check()) cout << "YES";

else cout << "NO";

cout << endl;

}

}

 CÂY KHUNG CỦA ĐỒ THỊ THEO THUẬT TOÁN DFS

[Bài làm tốt nhất](https://code.ptit.edu.vn/student/question/DSA10006/top)

Cho đồ thị vô hướng G=(V, E). Hãy xây dựng một cây khung của đồ thị G với đỉnh u ∈ V là gốc của cây bằng thuật toán DFS.

**Input**

Dòng đầu tiên gồm một số nguyên T (1 ≤ T ≤ 20) là số lượng bộ test.

Tiếp theo là T bộ test, mỗi bộ test có dạng sau:

* Dòng đầu tiên gồm 3 số nguyên N=|V|, M=|E|, u (1 ≤ N ≤ 103, 1 ≤ M ≤ 105, 1 ≤ u ≤ N).
* M dòng tiếp theo, mỗi dòng gồm 2 số nguyên a, b (1 ≤ a, b ≤ N, a ≠ b) tương ứng cạnh nối hai chiều từ a tới b.
* Dữ liệu đảm bảo giữa hai đỉnh chỉ tồn tại nhiều nhất một cạnh nối.

**Output**

Với mỗi bộ test, nếu tồn tại cây khung thì in ra N – 1 cạnh của cây khung với gốc là đỉnh u trên N – 1 dòng theo thứ tự duyệt của thuật toán DFS. Ngược lại nếu không tồn tại cây khung thì in ra -1.

**Ví dụ**

|  |  |
| --- | --- |
| **Input** | **Output** |
| 2  4 3 2  1 2  1 3  2 4  3 4  4 2 2  1 2  3 4 | 2 1  1 3  3 4  -1 |

#include<bits/stdc++.h>

using namespace std;

int n, m, u;

vector<int> adj[1005];

bool used[1005];

void Tree\_DFS(){

vector<vector<int> > vt;

stack<int> S;

S.push(u);

used[u] = true;

while (!S.empty()){

int s = S.top();

S.pop();

for (int t=0; t<adj[s].size(); t++){

if (!used[adj[s][t]]){

vector<int> v;

v.push\_back(s); v.push\_back(adj[s][t]);

vt.push\_back(v);

used[adj[s][t]] = true;

S.push(s); S.push(adj[s][t]);

break;

}

}

}

if (vt.size() < n-1)

cout << "-1" << endl;

else{

for (int i=0; i<vt.size(); i++){

for (int j=0; j<vt[i].size(); j++)

cout << vt[i][j] << " ";

cout << endl;

}

}

}

int main(){

int t; cin >> t;

while (t--){

cin >> n >> m >> u;

memset(used, false, sizeof(used));

for (int i=0; i<1005; i++)

adj[i].clear();

for (int i=1; i<=m; i++){

int x, y; cin >> x >> y;

adj[x].push\_back(y);

adj[y].push\_back(x);

}

Tree\_DFS();

}

}

CÂY KHUNG CỦA ĐỒ THỊ THEO THUẬT TOÁN BFS

[Bài làm tốt nhất](https://code.ptit.edu.vn/student/question/DSA10007/top)

Cho đồ thị vô hướng G=(V, E). Hãy xây dựng một cây khung của đồ thị G với đỉnh u ∈ V là gốc của cây bằng thuật toán BFS.

**Input**

Dòng đầu tiên gồm một số nguyên T (1 ≤ T ≤ 20) là số lượng bộ test.

Tiếp theo là T bộ test, mỗi bộ test có dạng sau:

* Dòng đầu tiên gồm 3 số nguyên N=|V|, M=|E|, u (1 ≤ N ≤ 103, 1 ≤ M ≤ 105, 1 ≤ u ≤ N).
* M dòng tiếp theo, mỗi dòng gồm 2 số nguyên a, b (1 ≤ a, b ≤ N, a ≠ b) tương ứng cạnh nối hai chiều từ a tới b.
* Dữ liệu đảm bảo giữa hai đỉnh chỉ tồn tại nhiều nhất một cạnh nối.

**Output**

Với mỗi bộ test, nếu tồn tại cây khung thì in ra N – 1 cạnh của cây khung với gốc là đỉnh u trên N – 1 dòng theo thứ tự duyệt của thuật toán BFS. Ngược lại nếu không tồn tại cây khung thì in ra -1.

**Ví dụ**

|  |  |
| --- | --- |
| **Input** | **Output** |
| 2  4 4 2  1 2  1 3  2 4  3 4  4 2 2  1 2  3 4 | 2 1  2 4  1 3  -1 |

#include<bits/stdc++.h>

using namespace std;

int n, m, u;

vector<int> adj[1005];

bool used[1005];

void Tree\_BFS(){

vector<vector<int> > vt;

queue<int> Q;

Q.push(u);

used[u] = true;

while (!Q.empty()){

int s = Q.front();

Q.pop();

for (int t=0; t<adj[s].size(); t++){

if (!used[adj[s][t]]){

vector<int> v;

v.push\_back(s);

v.push\_back(adj[s][t]);

vt.push\_back(v);

Q.push(adj[s][t]);

used[adj[s][t]] = true;

}

}

}

if (vt.size() < n-1)

cout << "-1" << endl;

else{

for (int i = 0; i < vt.size(); i++){

for (int j = 0; j < vt[i].size(); j++)

cout << vt[i][j] << " ";

cout << endl;

}

}

}

int main(){

int t; cin >> t;

while (t--){

cin >> n >> m >> u;

memset(used, false, sizeof(used));

for (int i=0; i<1005; i++)

adj[i].clear();

for (int i=1; i<=m; i++){

int x, y; cin >> x >> y;

adj[x].push\_back(y);

adj[y].push\_back(x);

}

Tree\_BFS();

}

}

 DIJKSTRA

[Bài làm tốt nhất](https://code.ptit.edu.vn/student/question/DSA10008/top)

Cho đồ thị có trọng số không âm G=<V, E> được biểu diễn dưới dạng danh sách cạnh trọng số. Hãy viết chương trình tìm đường đi ngắn nhất từ đỉnh uÎV đến tất cả các đỉnh còn lại trên đồ thị.

**Input:**

* Dòng đầu tiên đưa vào T là số lượng bộ test.
* Những dòng tiếp theo đưa vào các bộ test. Mỗi bộ test gồm |E|+1 dòng: dòng đầu tiên đưa vào hai ba số |V|, |E| tương ứng với số đỉnh và uÎV là đỉnh bắt đầu; |E| dòng tiếp theo mỗi dòng đưa vào bộ ba uÎV, vÎV, w tương ứng với một cạnh cùng với trọng số canh của đồ thị.
* T, |V|, |E| thỏa mãn ràng buộc: 1≤T≤100; 1≤|V|≤103; 1≤|E|≤|V|(|V|-1)/2;

**Output:**

* Đưa ra kết quả của mỗi test theo từng dòng. Kết quả mỗi test là trọng số đường đi ngắn nhất từ đỉnh u đến các đỉnh còn lại của đồ thị theo thứ tự tăng dần các đỉnh.

**Ví dụ:**

|  |  |
| --- | --- |
| **Input:** | **Output:** |
| 1  9  12 1  1  2   4  1  8   8  2  3   8  2  8   11  3  4   7  3  6   4  3  9   2  4  5   9  4  6  14  5  6  10  6  7  2  6  9  6 | 0 4 12 19 21 11 9 8 14 |

#include<bits/stdc++.h>

#define mp make\_pair

using namespace std;

typedef pair<int, int> iPair;

int n, m, s;

vector<iPair> adj[1005];

void dijkstra(){

priority\_queue<iPair, vector<iPair>, greater<iPair> > pq;

vector<int> dist(n+1, INT\_MAX);

pq.push(mp(0, s));

dist[s] = 0;

while (!pq.empty()){

int u = pq.top().second;

pq.pop();

for(auto x: adj[u]){

int v = x.first;

int w = x.second;

if (dist[v] > dist[u]+w){

dist[v] = dist[u]+w;

pq.push(mp(dist[v], v));

}

}

}

for (int i=1; i<=n; i++)

cout << dist[i] << " ";

cout << endl;

}

int main(){

int t; cin >> t;

while (t--){

cin >> n >> m >> s;

for (int i=0; i<1005; i++)

adj[i].clear();

while(m--){

int u, v, w; cin >> u >> v >> w;

adj[u].push\_back(mp(v, w));

adj[v].push\_back(mp(u, w));

}

dijkstra();

}

}

KRUSKAL

[Bài làm tốt nhất](https://code.ptit.edu.vn/student/question/DSA10015/top)

Cho đồ thị vô hướng có trọng số G=<V, E, W>. Nhiệm vụ của bạn là hãy xây dựng một cây khung nhỏ nhất của đồ thị bằng thuật toán Kruskal.

**Input:**

* Dòng đầu tiên đưa vào số lượng bộ test T.
* Những dòng kế tiếp đưa vào các bộ test. Mỗi bộ test gồm hai phần: phần thứ nhất đưa vào hai số V, E tương ứng với số đỉnh và số cạnh của đồ thị; phần thứ 2 đưa vào E cạnh của đồ thị, mỗi cạnh là một bộ 3: đỉnh đầu, đỉnh cuối và trọng số của cạnh.
* T, S, D thỏa mãn ràng buộc: 1≤T≤100;  1≤V≤100; 1≤E, W≤10000.

**Output:**

* Đưa ra kết quả mỗi test theo từng dòng.

**Ví dụ:**

|  |  |
| --- | --- |
| **Input** | **Output** |
| 2 3 3 1 2 5  2 3 3  1 3 1 2 1 1 2 5 | 4 5 |

#include<bits/stdc++.h>

typedef long long ll;

using namespace std;

int n, m;

struct edge{

int u;

int v;

int w;

};

edge edges[10005];

int parent[10005];

int rankz[10005];

bool compare(edge x, edge y){

if(x.w < y.w) return true;

return false;

}

int find(int u){

if (parent[u] == u) return parent[u];

return find(parent[u]);

}

bool merge(int u, int v){

u = find(u); v = find(v);

if (u == v) return false;

if (rankz[u] == rankz[v]){

rankz[u]++;

}

if (rankz[u] < rankz[v])

parent[u] = v;

else parent[v] = u;

return true;

}

void solve(){

long long res = 0;

sort(edges, edges+m, compare);

for (int i=0; i<m; i++){

if (merge(edges[i].u, edges[i].v))

res += edges[i].w;

}

cout << res << endl;

}

int main(){

int t; cin >> t;

while (t--){

cin >> n >> m;

for (int i=0; i<m; i++)

cin >> edges[i].u >> edges[i].v >> edges[i].w;

for (int i=1; i<=n; i++){

parent[i] = i;

rankz[i] = 0;

}

solve();

}

}

CHU TRÌNH ÂM

[Bài làm tốt nhất](https://code.ptit.edu.vn/student/question/DSA10017/top)

Cho đồ thị có trọng số G=<V, E> được biểu diễn dưới dạng danh sách cạnh trọng số âm hoặc dương. Hãy viết chương trình xác định xem đồ thị có chu trình âm hay không.

**Input:**

* Dòng đầu tiên đưa vào T là số lượng bộ test.
* Những dòng tiếp theo đưa vào các bộ test. Mỗi bộ test gồm |E|+1 dòng: dòng đầu tiên đưa vào hai số |V|, |E| tương ứng với số đỉnh và số cạnh của đồ thị; |E| dòng tiếp theo mỗi dòng đưa vào bộ ba uÎV, vÎV, w tương ứng với một cạnh cùng với trọng số canh của đồ thị.
* T, |V|, |E| thỏa mãn ràng buộc: 1≤T≤100; 1≤|V|≤103; 1≤|E|≤|V|(|V|-1)/2;

**Output:**

* Đưa ra 1 hoặc 0 theo từng dòng của mỗi test tương ứng với đồ thị có hoặc không có chu trình âm.

**Ví dụ:**

|  |  |
| --- | --- |
| **Input:** | **Output:** |
| 2  3  3  1  2 -1  2  3  4  3  1 -2  3  3  1  2 -1  2  3  2  3  1 -2 | 0  1 |

#include<bits/stdc++.h>

using namespace std;

int n, m;

struct edge{

int u;

int v;

int w;

};

edge edges[10005];

bool isNegCycle(int k, int dis[]){

for (int i=1; i<=n; i++)

dis[i] = INT\_MAX;

dis[k] = 0;

for (int i=1; i<=n; i++){

for (int j=0; j<m; j++){

int u = edges[j].u;

int v = edges[j].v;

int w = edges[j].w;

if (dis[u] != INT\_MAX && dis[u]+w<dis[v])

dis[v] = dis[u]+w;

}

}

for (int i=0; i<m; i++){

int u = edges[i].u;

int v = edges[i].v;

int w = edges[i].w;

if (dis[u] != INT\_MAX && dis[u]+w<dis[v]){

return true;

}

}

return false;

}

void solve(){

bool visited[10005];

memset(visited, 0, sizeof(visited));

int dis[10005];

for (int i=1; i<=n; i++){

if (!visited[i])

if(isNegCycle(i, dis)){

cout << 1 << endl;

return;

}

}

cout << 0 << endl;

}

int main(){

int t; cin >> t;

while (t--){

cin >> n >> m;

for (int i=0; i<m; i++)

cin >> edges[i].u >> edges[i].v >> edges[i].w;

solve();

}

}