# 4.1

## Introduction

JavaScript is a high-level, dynamic, and interpreted programming language that is primarily used for web development. It was created by Brendan Eich, a Netscape Communications Corporation programmer, in just 10 days in May 1995. Initially, it was named "Mocha," but it was later renamed to "LiveScript" and finally to "JavaScript" as part of a marketing strategy to associate it with the increasingly popular Java programming language.

## History of JavaScript

Here's a brief overview of the history and evolution of JavaScript:

1. Birth at Netscape (1995):

• Brendan Eich created JavaScript while working at Netscape, and the language was first introduced in the Netscape Navigator 2.0 browser.

2. Standardization (ECMAScript):

• Due to the language's growing popularity, a standardization effort was initiated to ensure compatibility across different browsers. The language specification was formalized as ECMAScript, and the first edition was released in 1997.

3. Internet Explorer Dominance:

• In the late 1990s and early 2000s, JavaScript faced challenges related to browser compatibility issues. However, with the dominance of Internet Explorer and the emergence of AJAX (Asynchronous JavaScript and XML) in the mid-2000s, JavaScript gained prominence for building interactive and dynamic web applications.

4. Rise of Libraries and Frameworks:

• Libraries like jQuery (released in 2006) and frameworks like AngularJS (developed by Google and released in 2010) and later React (by Facebook) and Vue.js gained popularity. These tools simplified the development of complex web applications.

5. ECMAScript 5 and Beyond:

• ECMAScript 5 (2009) brought significant improvements to the language, enhancing features and addressing some of its limitations. Subsequent versions, including ECMAScript 6 (2015) and beyond, introduced modern language features and syntax enhancements.

6. Node.js and Server-Side JavaScript:

• In 2009, Ryan Dahl introduced Node.js, which allowed JavaScript to be used on the server side. This opened up new possibilities for building scalable and efficient web applications using a unified language on both client and server.

7. JavaScript Everywhere:

• With the rise of single-page applications (SPAs) and the popularity of JavaScript frameworks like React, Angular, and Vue.js, JavaScript became a key technology for building modern, interactive web applications.

8. WebAssembly (Wasm):

• WebAssembly, introduced in 2015, is a binary instruction format that enables high-performance execution of code on web browsers. While not specific to JavaScript, it complements the language by allowing developers to use other languages like C, C++, and Rust to run code on the web.

9. Modern Ecosystem and Tooling:

• The JavaScript ecosystem has grown significantly, with the npm package manager becoming a central hub for sharing and managing code. Build tools like Webpack, Babel, and testing frameworks such as Jest have become essential for modern JavaScript development.

JavaScript has evolved into a versatile and widely used language, powering a vast majority of websites and web applications. Its continuous development and adaptation to changing web development practices have contributed to its longevity and relevance in the ever-evolving tech landscape.

## Tools for JavaScript Development

JavaScript development has a rich ecosystem of tools that help developers create, test, debug, and optimize their code. Here are some essential tools commonly used in JavaScript development:

1. Text Editors and IDEs:

• Visual Studio Code (VSCode): A lightweight, powerful, and highly extensible source code editor with support for JavaScript, TypeScript, and various plugins.

• Sublime Text: A popular and customizable text editor with features like multiple selections and a large number of plugins.

• Atom: A modern, open-source text editor developed by GitHub, with a built-in package manager and a wide array of plugins.

2. Version Control:

• Git: A distributed version control system widely used for tracking changes in code. Platforms like GitHub, GitLab, and Bitbucket provide hosting services for Git repositories.

3. Frameworks and Libraries:

• React: A declarative, efficient, and component-based library for building user interfaces.

• Angular: A comprehensive framework for building web applications, maintained by Google.

• Vue.js: A progressive JavaScript framework for building user interfaces, designed to be incrementally adoptable.

4. Debugging Tools:

• Chrome DevTools: Built into the Google Chrome browser, this set of debugging tools allows developers to inspect, debug, and profile web applications.

• Visual Studio Code Debugger: VSCode provides an integrated debugger for JavaScript and Node.js applications.

5. Browser Developer Tools:

• Firefox Developer Tools, Edge Developer Tools, Safari Web Inspector: Each major browser comes with its set of developer tools for debugging, profiling, and inspecting web pages.

## Web Console

It seems like you're asking about using the web console in a web browser to interact with JavaScript and HTML. The web console is a built-in tool in web browsers that allows developers to interact with the Document Object Model (DOM) and execute JavaScript code directly in the browser. This is particularly useful for debugging and testing code.

Here's a simple example of how you can use the web console with JavaScript and HTML:

<!DOCTYPE html>

<html lang="en">

<head>

<meta charset="UTF-8">

<meta name="viewport" content="width=device-width, initial-scale=1.0">

<title>Web Console Example</title>

<script>

// Accessing the HTML element with JavaScript

var headingElement = document.getElementById("myHeading");

// Changing the text content of the heading

headingElement.textContent = "Welcome to JavaScript and HTML!";

// Logging a message to the console

console.log("This is a message in the console.");

// Defining a function

function showAlert() {

alert("Button clicked!");

}

</script>

</head>

<body>

<h1 id="myHeading">Hello, World!</h1>

<!-- Adding a button that calls the showAlert function -->

<button onclick="showAlert()">Click Me</button>

</body>

</html>

In this example:

• The HTML file contains a heading element (<h1>) with the id "myHeading."

• The embedded JavaScript code in the <script> tags retrieves the heading element using getElementById and changes its text content.

• The console.log statement logs a message to the web console.

• A function showAlert is defined, which displays an alert when called.

• Finally, a button is included in the HTML with an onclick attribute that calls the showAlert function when clicked.

To open the web console in most browsers, you can right-click on the web page, select "Inspect" or "Inspect Element," and navigate to the "Console" tab. Alternatively, you can press Ctrl + Shift + J (Windows/Linux) or Cmd + Opt + J (Mac) to open the console directly.

You can then use the console to interact with the document, run JavaScript commands, and debug your code. For example, you can type showAlert() in the console and press Enter to trigger the alert.

# 4.2

## Variables

In JavaScript, variables are used to store and manipulate data. You can declare variables using the var, let, or const keywords. Here's an overview of each:

1. var (Legacy):

• var was traditionally used to declare variables in JavaScript.

• It has function-level scope, meaning it is limited to the function where it is declared, and is not block-scoped.

• Variables declared with var are hoisted, which means they are moved to the top of their scope during the compilation phase.

var x = 10;

2. let:

• Introduced in ECMAScript 6 (ES6), let allows you to declare block-scoped variables.

• Block-scoped variables are confined to the block (enclosed by curly braces) in which they are declared.

• let variables are not hoisted to the top of their scope.

let y = 20;

3. const:

• Also introduced in ES6, const is used to declare constants.

• Like let, const has block scope, and variables declared with const cannot be reassigned after initialization.

• const variables must be assigned a value during declaration.

const PI = 3.14;

Examples:

// Using var

var a = 5;

var b = 10;

// Using let

let c = 15;

let d = 20;

// Using const

const e = 25;

const f = 30;

// Reassigning a variable declared with let

c = 35;

// Error: Cannot reassign a variable declared with const

// e = 40;

It's generally recommended to use let and const over var due to the improved scoping rules and the avoidance of unintended hoisting behavior. Use let when you need to reassign a variable, and use const for values that should not be reassigned.

Variables can store various types of data, such as numbers, strings, objects, arrays, and more. The data type is dynamically determined at runtime based on the assigned value. For example:

let name = "John";

let age = 25;

let isStudent = true;

let scores = [90, 85, 92];

let person = { firstName: "Alice", lastName: "Smith" };

These examples showcase the flexibility of JavaScript variables in handling different types of data.

## Datatypes

JavaScript is a dynamically-typed language, which means that variables are not explicitly declared with a data type. Instead, the data type is determined dynamically at runtime based on the type of the value assigned to the variable. JavaScript has several built-in data types:

### 1. Primitive Data Types:

a. String: Represents a sequence of characters (text).

let str = "Hello, World!";

b. Number: Represents numeric values (integers or floating-point numbers).

let num = 42;

let pi = 3.14;

c. Boolean: Represents a logical value indicating true or false.

let isTrue = true;

let isFalse = false;

d. Undefined: Represents the absence of a value or an uninitialized variable.

let undefinedVar;

e. Null: Represents the intentional absence of any object value.

let nullVar = null;

f. Symbol (ES6 and later): Represents a unique identifier.

let symbolVar = Symbol("uniqueSymbol");

### 2. Object Data Type:

Object: Represents a collection of key-value pairs and is used for more complex data structures.

let person = {

name: "John",

age: 30,

isStudent: false

};

### 3. Reference Data Types:

• Array: Represents an ordered collection of values.

let numbers = [1, 2, 3, 4, 5];

Function: Represents a reusable block of code.

function greet(name) {

return "Hello, " + name + "!";

}

Date: Represents a date and time.

let currentDate = new Date();

## Arithmetic Operators

1. Addition (+):

• Adds two values together.

let sum = 5 + 3; // Result: 8

1. Subtraction (-):

• Subtracts the right operand from the left operand.

let difference = 10 - 4; // Result: 6

1. Multiplication (\*):

• Multiplies two values.

let product = 2 \* 6; // Result: 12

1. Division (/):

• Divides the left operand by the right operand.

let quotient = 8 / 2; // Result: 4

1. Modulus (%):

• Returns the remainder of the division of the left operand by the right operand.

let remainder = 15 % 7; // Result: 1

1. Exponentiation (\*\*):

• Raises the left operand to the power of the right operand.

let power = 2 \*\* 3; // Result: 8

1. Increment (++):

• Increases the value of a variable by 1.

let x = 5;

x++; // Equivalent to x = x + 1;

// Now, x is 6

1. Decrement (--):

• Decreases the value of a variable by 1.

let y = 8;

y--; // Equivalent to y = y - 1;

// Now, y is 7

## Strings and Numbers

### Strings:

A string is a sequence of characters, and it is enclosed in either single (') or double (") quotes. Strings are used to represent textual data.

let greeting = "Hello, World!";

let name = 'John';

Strings in JavaScript are immutable, meaning that once a string is created, its value cannot be changed. However, you can perform various operations on strings, such as concatenation or extracting substrings.

String Concatenation:

let firstName = "John";

let lastName = "Doe";

let fullName = firstName + " " + lastName;

// Result: "John Doe"

### Numbers:

JavaScript represents numbers using the number data type. Numbers can be integers or floating-point values.

let integerNumber = 42;

let floating Point Number = 3.14;

### Type Conversion:

JavaScript also allows you to convert between strings and numbers using functions like parseInt and parseFloat for converting strings to numbers, and toString for converting numbers to strings.

let strNumber = "42";

let convertedNumber = parseInt(strNumber);

// Result: 42 (converted to a number)

let numericValue = 3.14;

let stringValue = numericValue.toString();

// Result: "3.14" (converted to a string)

## Conditional Statement and logical operator

### Conditional Statement

Conditional statements and logic in JavaScript allow you to control the flow of your program based on certain conditions. Here are the primary constructs for handling conditions in JavaScript:

1. if Statement:

The if statement is used to execute a block of code if a specified condition is true.

let x = 10;

if (x > 5) {

console.log("x is greater than 5");

}

2. if-else Statement:

The if-else statement is an extension of the if statement. If the specified condition is true, one block of code is executed; otherwise, another block of code is executed.

let y = 3;

if (y > 5) {

console.log("y is greater than 5");

} else {

console.log("y is not greater than 5");

}

3. if-else if-else Statement:

This structure allows you to check multiple conditions in sequence.

let z = 7;

if (z > 10) {

console.log("z is greater than 10");

} else if (z > 5) {

console.log("z is greater than 5 but not 10");

} else {

console.log("z is 5 or less");

}

4. Ternary Operator (? :):

The ternary operator is a concise way to write simple if-else statements.

let a = 8;

let result = (a > 10) ? "Greater than 10" : "Not greater than 10";

console.log(result);

5.Switch Statement:

The switch statement is used to select one of many code blocks to be executed.

let day = "Monday";

switch (day) {

case "Monday":

console.log("It's Monday!");

break;

case "Tuesday":

console.log("It's Tuesday!");

break;

// ... other cases

default:

console.log("It's another day");

}

### Logical Operators:

Logical operators allow you to combine multiple conditions:

• && (Logical AND): Returns true if both conditions are true.

• || (Logical OR): Returns true if at least one of the conditions is true.

• ! (Logical NOT): Returns the opposite of the condition.

let isSunny = true;

let isWarm = true;

if (isSunny && isWarm) {

console.log("It's a sunny and warm day!");

}

if (isSunny || isWarm) {

console.log("It's either sunny or warm (or both)!");

}

if (!isSunny) {

console.log("It's not sunny!");

}

## Arrays

Arrays can hold elements of different data types, including numbers, strings, objects, and other arrays. Each element in an array is assigned a unique index, starting from 0. Arrays are versatile and widely used in JavaScript for storing and manipulating data. They provide a convenient way to work with collections of values in a structured manner.

Creating Arrays:

You can create an array using the array literal syntax ([]) or the Array constructor.

// Using array literal

let fruits = ["Apple", "Banana", "Orange"];

// Using Array constructor

let colors = new Array("Red", "Green", "Blue");

Accessing Elements:

You can access elements in an array using their index. Remember that array indices start at 0.

console.log(fruits[0]); // Output: "Apple"

console.log(colors[2]); // Output: "Blue"

Modifying Elements:

You can modify array elements by assigning new values to specific indices.

fruits[1] = "Mango";

console.log(fruits); // Output: ["Apple", "Mango", "Orange"]

Array Length:

You can determine the length of an array using the length property.

console.log(fruits.length); // Output: 3

Adding Elements:

You can add elements to the end of an array using the push method.

fruits.push("Grapes");

console.log(fruits); // Output: ["Apple", "Mango", "Orange", "Grapes"]

Removing Elements:

You can remove elements from the end of an array using the pop method.

let removedFruit = fruits.pop();

console.log(removedFruit); // Output: "Grapes"

console.log(fruits); // Output: ["Apple", "Mango", "Orange"]

Iterating Over Arrays:

You can use loops, such as for or forEach, to iterate over the elements of an array.

for (let i = 0; i < fruits.length; i++) {

console.log(fruits[i]);

}

Multi-dimensional Arrays:

Arrays can also contain other arrays, creating multi-dimensional arrays.

let matrix = [

[1, 2, 3],

[4, 5, 6],

[7, 8, 9]

];

console.log(matrix[1][2]); // Output: 6

## Loops

1. for loop: The for loop is often used when you know in advance how many times the loop should run.

for (initialization; condition; iteration) {

// code to be executed

}

Example:

for (let i = 0; i < 5; i++) {

console.log(i);

}

2. while loop: The while loop repeatedly executes a block of code as long as the specified condition is true.

while (condition) {

// code to be executed

}

Example:

let i = 0;

while (i < 5) {

console.log(i);

i++;

}

3. do...while loop: Similar to the while loop, but the condition is checked after the block of code is executed, meaning the code will run at least once.

do {

// code to be executed

} while (condition);

Example:

let i = 0;

do {

console.log(i);

i++;

} while (i < 5);

4. for...in loop: Used to iterate over the properties of an object.

for (variable in object) {

// code to be executed

}

Example:

const person = { name: 'John', age: 30 };

for (let key in person) {

console.log(key + ': ' + person[key]);

}

5. for...of loop: Introduced in ES6, it iterates over iterable objects (arrays, strings, maps, sets, etc.).

for (variable of iterable) {

// code to be executed

}

Example:

const fruits = ['apple', 'banana', 'orange'];

for (let fruit of fruits) {

console.log(fruit);

}

## Looping through Array

Looping through an array in JavaScript is a common task. You can use various types of loops to iterate over the elements of an array. Here are examples using the for loop, while loop, and for...of loop:

1. Using a for loop:

const array = [1, 2, 3, 4, 5];

for (let i = 0; i < array.length; i++) {

console.log(array[i]);

}

2. Using a while loop:

const array = [1, 2, 3, 4, 5];

let i = 0;

while (i < array.length) {

console.log(array[i]);

i++;

}

3. Using a for...of loop:

const array = [1, 2, 3, 4, 5];

for (const element of array) {

console.log(element);

}

## Break and continue loops

### break statement:

The break statement is used to terminate the loop prematurely, regardless of whether the loop condition is still true or not. It is commonly used to exit a loop when a certain condition is met.

Example using a for loop:

for (let i = 0; i < 10; i++) {

if (i === 5) {

break;

}

console.log(i);

}

In this example, the loop will break when i becomes 5, and the program will exit the loop.

### continue statement:

The continue statement is used to skip the rest of the code inside the loop for the current iteration and move on to the next iteration.

Example using a for loop:

for (let i = 0; i < 5; i++) {

if (i === 2) {

continue;

}

console.log(i);

}

In this example, when i is equal to 2, the continue statement will skip the console.log(i) statement for that iteration, and the loop will continue with the next iteration.

Both break and continue can also be used with while and do...while loops in a similar way. They provide flexibility in controlling the flow of your loops based on specific conditions.

# 4.3

## Functions

A function is a reusable block of code that performs a specific task or set of tasks. Functions can be defined using the function keyword, and they can be invoked (called) later in the code. Here's a basic syntax for defining and calling a function:

// Function definition

function print() {

console.log("Its an example.");

}

// Function invocation

print(); // Output: Hello, John!

## Arguments and return values

### Functions with Arguements

// Function definition

function greet(name) {

console.log("Hello, " + name + "!");

}

// Function invocation

greet("John"); // Output: Hello, John!

In the example above, greet is the name of the function, and it takes a parameter name. When the function is invoked with the argument "John", it prints "Hello, John!" to the console.

### Return Values

The return statement is used in a function to specify the value that the function should return when it is called. The return statement ends the execution of a function and sends the specified value back to the calling code.

// Function definition with a return statement

function add(a, b) {

return a + b;

}

// Function invocation and storing the result in a variable

let sum = add(3, 5);

console.log(sum); // Output: 8

In this example, the add function takes two parameters (a and b) and returns their sum. The result of the function call is then stored in the variable sum and printed to the console.

## Variable Scope

Functions can also be assigned to variables, passed as arguments to other functions, and even defined anonymously (without a name). Here's an example of an anonymous function:

// Anonymous function assigned to a variable

let multiply = function(x, y) {

return x \* y;

};

// Function invocation

let result = multiply(4, 6);

console.log(result); // Output: 24

Scope:

var: Variables declared with var have function scope. This means they are visible throughout the entire function, regardless of where they are declared. If declared outside any function, they have global scope.

let: Variables declared with let have block scope. They are visible only within the block (statement or compound statement) where they are defined.

Redeclaration:

var: Variables declared with var can be redeclared within the same scope without an error.

let: Variables declared with let cannot be redeclared within the same block scope.

## Objects

Objects are a fundamental data type and a versatile way to represent and organize data. Objects are used to store collections of key-value pairs, where each key is a string and each value can be of any data type, including other objects. Objects provide a way to structure and manipulate complex data.

Creating Objects:

Objects in JavaScript can be created using either the object literal notation {} or the Object constructor.

Example:

let person = {

name: 'John',

age: 25,

gender: 'male',

sayHello: function() {

console.log('Hello, my name is ' + this.name);

}

};

Accessing Object Properties:

Properties of an object can be accessed using dot notation (object.property) or bracket notation (object['property']).

Example:

console.log(person.name); // Output: John

console.log(person['age']); // Output: 25

Methods in Objects:

Functions within objects are known as methods. They can be defined as part of the object and called using the object's reference.

Example:

person.sayHello(); // Output: Hello, my name is John

Adding and Modifying Properties:

Properties can be added or modified after an object is created.

Example:

person.city = 'New York'; // Adding a new property

person.age = 26; // Modifying an existing property

Nested Objects:

Objects can contain other objects, creating a nested structure.

Example:

let student = {

name: 'Alice',

details: {

age: 20,

grade: 'A'

}

};

console.log(student.details.age); // Output: 20

## Object Constructors

Object constructors are functions used to create and initialize objects. They serve as blueprints for creating multiple objects with similar properties and methods. Object constructors are often used in conjunction with the new keyword to instantiate new instances of objects.

Object Constructor Function:

You define an object constructor function using a regular function declaration. The convention is to capitalize the name of the constructor to distinguish it from regular functions.

Example:

// Object constructor function

function Person(name, age) {

this.name = name;

this.age = age;

this.sayHello = function() {

console.log('Hello, my name is ' + this.name);

};

}

In this example, Person is an object constructor function that takes two parameters (name and age). It initializes properties (name and age) and defines a method (sayHello) for instances created using this constructor.

Creating Instances with new:

To create instances of objects using the constructor function, you use the new keyword.

Example:

// Creating instances using the constructor

let person1 = new Person('John', 25);

let person2 = new Person('Alice', 30);

The new keyword creates a new object and sets its prototype to the prototype of the constructor function. It also executes the constructor function in the context of the new object (this refers to the new object).

Accessing Properties and Methods:

Once instances are created, you can access their properties and methods.

Example:

console.log(person1.name); // Output: John

console.log(person2.age); // Output: 30

person1.sayHello(); // Output: Hello, my name is John

Basic example of constructor.

Example:

let person = new Object();

person.name = 'John';

person.age = 25;

person.gender = 'male';

person.sayHello = function() {

console.log('Hello, my name is ' + this.name);

};

# 4.4

## DOM: The document object model

The Document Object Model (DOM) is a programming interface for web documents. It represents the structure of a document as a tree of objects, where each object corresponds to a part of the document, such as elements, attributes, and text. The DOM provides a way for programs to manipulate the structure, style, and content of web documents dynamically.

In JavaScript, the DOM is accessed through the document object, which represents the web page itself. You can use various methods and properties provided by the DOM API to interact with and manipulate the content of a web page.

## Target elements in the DOM with query Selector methods

## querySelector:

The querySelector method returns the first element that matches a specified CSS selector within the document.

It returns null if no matches are found.

js code:

// Example: Select the first element with the class "example"

const element = document.querySelector(".example");

html code:

<div class="example">First Element</div>

<div class="example">Second Element</div>

### querySelectorAll:

The querySelectorAll method returns a NodeList containing all elements that match a specified CSS selector within the document.

If no matches are found, it returns an empty NodeList.

js code:

// Example: Select all elements with the class "example"

const elements = document.querySelectorAll(".example");

html code:

// Example: Select all elements with the class "example"

const elements = document.querySelectorAll(".example");

### CSS Selectors Examples:

Here are some examples of CSS selectors that can be used with querySelector and querySelectorAll:

1. Element Selector:

const divElement = document.querySelector("div");

1. Class Selector:

const elementsWithClass = document.querySelectorAll(".example");

1. ID Selector:

const elementWithId = document.querySelector("#myId");

1. Attribute Selector:

const elementsWithAttribute = document.querySelectorAll("[data-type='value']");

1. Combining Selector:

const complexSelector = document.querySelector("div.example[data-type='value']");

## Access and change elements, classes, attributes

1. Accessing Elements:

By ID:

// Access an element by its ID

const myElement = document.getElementById("myId");

By Class Name:

// Access elements by class name (returns a NodeList)

const elementsWithClass = document.getElementsByClassName("myClass");

By Tag Name:

// Access elements by tag name (returns a NodeList)

const paragraphs = document.getElementsByTagName("p");

By CSS Selector:

// Access an element using a CSS selector

const myElement = document.querySelector("#myId");

1. Changing Content:

Text Content:

// Change the text content of an element

myElement.textContent = "New text content";

HTML Content:

// Change the HTML content of an element

myElement.innerHTML = "<strong>New HTML content</strong>";

1. Changing Classes:

Adding a Class:

// Add a class to an element

myElement.classList.add("newClass");

Removing a Class:

// Remove a class from an element

myElement.classList.remove("oldClass");

1. Changing Attributes:

Setting an Attribute:

// Set an attribute of an element

myElement.setAttribute("src", "newImage.jpg");

Getting an Attribute:

// Get the value of an attribute

const srcValue = myElement.getAttribute("src");

## Add DOM elements

To add new elements to the DOM (Document Object Model) in JavaScript, you can use a combination of document.createElement(), document.createTextNode(), and various methods to append the new elements to existing elements. Here's an example:

<!DOCTYPE html>

<html lang="en">

<head>

<meta charset="UTF-8">

<meta name="viewport" content="width=device-width, initial-scale=1.0">

<title>Adding DOM Elements Example</title>

<style>

.highlight {

background-color: yellow;

}

</style>

</head>

<body>

<div id="myContainer">

<p>This is an existing paragraph.</p>

</div>

<script>

// Create a new element

const newParagraph = document.createElement("p");

// Create a text node

const newText = document.createTextNode("This is a new paragraph.");

// Append the text node to the new paragraph element

newParagraph.appendChild(newText);

// Access an existing container

const container = document.getElementById("myContainer");

// Append the new paragraph to the container

container.appendChild(newParagraph);

// You can also directly set the innerHTML property to add HTML content

container.innerHTML += '<p>This is another new paragraph with HTML content.</p>';

</script>

</body>

</html>

In this example:

1. document.createElement("p") creates a new paragraph element.
2. document.createTextNode("This is a new paragraph.") creates a text node with the desired content.
3. newParagraph.appendChild(newText) appends the text node to the new paragraph element.
4. document.getElementById("myContainer") selects an existing container in the DOM.
5. container.appendChild(newParagraph) appends the new paragraph element to the container.

## Add inline CSS to an element

"Inline CSS in JavaScript" generally refers to the practice of dynamically applying or modifying CSS styles directly within JavaScript code, specifically using the style property of HTML elements.

<!DOCTYPE html>

<html lang="en">

<head>

<meta charset="UTF-8">

<meta name="viewport" content="width=device-width, initial-scale=1.0">

<title>Adding Inline CSS Example</title>

</head>

<body>

<div id="myElement">This is a div.</div>

<script>

// Access the element

const myElement = document.getElementById("myElement");

// Add inline CSS styles

myElement.style.backgroundColor = "yellow";

myElement.style.padding = "10px";

myElement.style.border = "1px solid black";

myElement.style.fontFamily = "Arial, sans-serif";

myElement.style.fontSize = "18px";

myElement.style.color = "blue";

</script>

</body>

</html>

# 4.5

## Events

An event is an occurrence or happening that takes place during the execution of a program. These events can be triggered by various interactions, such as user actions, system events, or changes in the program state. Events are essential for creating interactive and dynamic web pages.

### Event Types:

Events can be of various types, such as mouse events (click, mouseover, mouseout), keyboard events (keydown, keyup), form events (submit, reset), and more.

Examples of event types:

Mouse events: click, mouseover, mouseout, etc.

Keyboard events: keydown, keyup, keypress.

Form events: submit, reset.

Document events: load, unload, ready, etc.

### Event Handlers:

An event handler is a function that gets executed in response to a specific event.

You can assign event handlers to elements to define the behavior when a particular event occurs.

Event handlers are usually functions that you define in your JavaScript code.

Example:

<button onclick="alert('Button clicked!')">Click me</button>

### Event Listeners:

An event listener is a method that attaches an event handler to an element. It "listens" for a specific event type on that element and executes the associated event handler when the event occurs.

The most common method for adding event listeners is addEventListener().

Example:

const myButton = document.getElementById("myButton");

myButton.addEventListener("click", function() {

alert("Button clicked!");

});

### Event Object:

When an event occurs, an event object is created, providing information about the event.

The event object is automatically passed to the event handler function.

Example:

document.addEventListener("keydown", function(event) {

console.log("Key pressed:", event.key);

});

## Type of DOM events

DOM (Document Object Model) events in JavaScript are categorized into various types based on the interactions or actions that trigger them. Here are some common types of DOM events:

1. Mouse Events:

* click: Triggered when a mouse button is pressed and released on an element.
* dblclick: Triggered when a mouse button is double-clicked on an element.
* mousedown: Triggered when a mouse button is pressed down on an element.
* mouseup: Triggered when a mouse button is released on an element.
* mousemove: Triggered when the mouse pointer moves over an element.
* mouseover: Triggered when the mouse pointer enters an element.
* mouseout: Triggered when the mouse pointer leaves an element.

1. Keyboard Events:

* keydown: Triggered when a key on the keyboard is pressed down.
* keyup: Triggered when a key on the keyboard is released.
* keypress: Triggered when a key on the keyboard is pressed and released.

1. Form Events:

* submit: Triggered when a form is submitted.
* reset: Triggered when a form is reset.

1. Focus Events:

* focus: Triggered when an element gains focus.
* blur: Triggered when an element loses focus.

1. Input Events:

* input: Triggered when the value of an input element changes.
* change: Triggered when the value of an input, select, or textarea element changes and the element loses focus.

1. Window Events:

* load: Triggered when the window or an element finishes loading.
* unload: Triggered when the window is being unloaded (e.g., when the user navigates away).

1. Document Events:

* DOMContentLoaded: Triggered when the initial HTML document has been completely loaded and parsed, without waiting for stylesheets, images, and subframes to finish loading.
* readystatechange: Triggered when the readyState property of the document changes.

1. Media Events:

* play: Triggered when media playback begins.
* pause: Triggered when media playback is paused.
* ended: Triggered when media playback has reached the end.

## Trigger function with event handlers

To trigger a function using event handlers in JavaScript, you typically define an event handler function and then attach it to an HTML element using an event listener. The event listener listens for a specific event type on the element, and when that event occurs, it invokes the associated event handler function.

<!DOCTYPE html>

<html lang="en">

<head>

<meta charset="UTF-8">

<meta name="viewport" content="width=device-width, initial-scale=1.0">

<title>Trigger Function with Event Handlers</title>

</head>

<body>

<button id="myButton">Click me</button>

<script>

// Define the function to be triggered

function myFunction() {

alert("Button clicked!");

}

// Access the button element

const myButton = document.getElementById("myButton");

// Attach an event listener to the button

myButton.addEventListener("click", myFunction);

// Alternatively, you can use an inline event handler in HTML

// <button id="myButton" onclick="myFunction()">Click me</button>

</script>

</body>

</html>

In this example:

1. The myFunction function is defined to be triggered.
2. The button element with the ID "myButton" is accessed using document.getElementById.
3. An event listener is attached to the button using addEventListener. It listens for the "click" event, and when the button is clicked, it triggers the myFunction function.

## Add and use event listeners

Adding and using event listeners is a common practice in JavaScript to respond to user interactions and trigger specific actions.

<!DOCTYPE html>

<html lang="en">

<head>

<meta charset="UTF-8">

<meta name="viewport" content="width=device-width, initial-scale=1.0">

<title>Event Listeners Example</title>

</head>

<body>

<button id="myButton">Click me</button>

<script>

// Define a function to be triggered by the event

function buttonClickHandler() {

alert("Button clicked!");

}

// Access the button element

const myButton = document.getElementById("myButton");

// Add an event listener for the "click" event

myButton.addEventListener("click", buttonClickHandler);

// Add event listeners for other events

myButton.addEventListener("mouseover", function() {

console.log("Mouse over the button");

});

myButton.addEventListener("mouseout", function() {

console.log("Mouse out of the button");

});

// You can also remove an event listener if needed

function mouseOverHandler() {

console.log("Mouse over (second handler)");

}

myButton.addEventListener("mouseover", mouseOverHandler);

// Remove the second mouseover handler after the first execution

myButton.removeEventListener("mouseover", mouseOverHandler);

</script>

</body>

</html>

In this example:

1. A function named buttonClickHandler is defined to handle the "click" event.
2. The getElementById method is used to access the button element with the ID "myButton."
3. An event listener is added to the button using addEventListener. It listens for the "click" event and triggers the buttonClickHandler function when the button is clicked.
4. Additional event listeners are added for the "mouseover" and "mouseout" events. The associated functions log messages to the console.
5. Another event listener (mouseOverHandler) is added for the "mouseover" event, and then it is removed using removeEventListener. Note that this removal happens after the first execution.

## Pass arguments via event listeners

We can pass arguments to functions when using event listeners by using an anonymous function or by using the bind method.

### Using an Anonymous Function:

<!DOCTYPE html>

<html lang="en">

<head>

<meta charset="UTF-8">

<meta name="viewport" content="width=device-width, initial-scale=1.0">

<title>Pass Arguments via Event Listeners</title>

</head>

<body>

<button id="myButton">Click me</button>

<script>

// Define a function that accepts arguments

function buttonClickHandler(message) {

alert(message);

}

// Access the button element

const myButton = document.getElementById("myButton");

// Add an event listener with an anonymous function

myButton.addEventListener("click", function() {

// Call the function with the desired arguments

buttonClickHandler("Button clicked!");

});

</script>

</body>

</html>

In this example, an anonymous function is used as the event handler. Inside this function, buttonClickHandler("Button clicked!"); is called, passing the desired message as an argument.

### Using the bind Method:

<!DOCTYPE html>

<html lang="en">

<head>

<meta charset="UTF-8">

<meta name="viewport" content="width=device-width, initial-scale=1.0">

<title>Pass Arguments via Event Listeners</title>

</head>

<body>

<button id="myButton">Click me</button>

<script>

// Define a function that accepts arguments

function buttonClickHandler(message) {

alert(message);

}

// Access the button element

const myButton = document.getElementById("myButton");

// Add an event listener using the bind method

myButton.addEventListener("click", buttonClickHandler.bind(null, "Button clicked!"));

</script>

</body>

</html>

In this example, the bind method is used to create a new function with a specific context (null in this case) and pre-set arguments ("Button clicked!"). The resulting function is then used as the event handler.

# 4.6

## jQuery

jQuery is a fast, small, and feature-rich JavaScript library. It simplifies tasks such as HTML document traversal and manipulation, event handling, and animation, providing an easy-to-use API that works across different browsers. jQuery is not as prevalent as it once was, thanks to improvements in native browser APIs, but it still has a place in certain scenarios.

Comparison:

// Vanilla JavaScript

document.getElementById("myElement").style.color = "red";

// jQuery equivalent

$("#myElement").css("color", "red");

## Ajax

AJAX (Asynchronous JavaScript and XML) is a set of web development techniques that allows web pages to be updated asynchronously by exchanging small amounts of data with the server behind the scenes. This allows for a more dynamic and interactive user experience without requiring a full page reload.

Key components of AJAX include:

1. Asynchronous Operations:

AJAX enables asynchronous communication between the web browser and the server. This means that the browser can make requests to the server and continue to process other tasks without waiting for the response.

1. XMLHttpRequest (XHR) Object:

The XMLHttpRequest object is a fundamental part of AJAX. It provides the functionality to send HTTP requests and receive responses from the server asynchronously.