**SECUREIN ASSESSMENT**

**Problem Statement: The Doomed Dice Challenge**

**PART A:**

**CODE:PYTHON**

die\_A=[1,2,3,4,5,6]

die\_B=[1,2,3,4,5,6]

#1.TOTAL COMBINATION

tot\_comb=len(die\_A)\*len(die\_B)

print(f"TOTAL\_COMBINATION={tot\_comb}\n")

arr={}

#2.possible combination

print("POSSIBLE\_COMBINATION")

for i in range(len(die\_A)):

for j in range(len(die\_B)):

print((die\_A[i],die\_B[j]),end=" ")

print("\n")

#2.sum

print("SUM")

for i in range(len(die\_A)):

for j in range(len(die\_B)):

print(die\_A[i]+die\_B[j],end=" ")

s=die\_A[i]+die\_B[j]

if s in arr.keys():

arr[s]+=1

else:

arr[s]=1

print("\n")

#print(arr)

#3.PROBABILITY OF SUM

print("| SUM || PROBABILITY |")

for i in arr.keys():

print("| ",i ," || ", round(arr[i]/tot\_comb,3)," |")

output:
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3.
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**HOW I CAME UP WITH THE SOLUTION?:**

The problem focused on three parts

1.total combination

2.possible combinations and its sum

3. probability of the sum

Total combination= faces of die\_A \* faces of die\_B

i.e, len(die\_A) \*len(die\_B)

* I employed the method of **matrix addition** in my approach.
* Where I used nested for loops to find the combination of the die\_A and die\_B
* printed the combination
* calculated the sum of each combination within the for loop and
* inserted it in a dictionary with key as the sum and value as the count
* then printed the sum(which is the key from the dictionary ) and
* the probability(count of the sum /total combination)

**LOGIC:**

* + Total combination= faces of die\_A \* faces of die\_B i.e, len(die\_A) \*len(die\_B)
  + employed the method of **matrix addition** in my approach.
  + Nested for loop gave the possible combination
  + Calculated the sum using the combination
  + Probability = Count of the sum / total combination

**PART B:**

**CODE:PYTHON**

c={}

def freq(a,b):

d={}

for i in range(1,7):

for j in range(1,7):

s=i+j

if s in d.keys():

d[s]=d[s]+1

else:

d[s]=1

c[s]=0

return d

def check\_prob(d,c):

for i in d.keys():

if (d[i]/36) != (c[i]/36):

return False

return True

def undoom\_dice(a,b):

#sum=2 has only one possibility (1,1)-first element of new\_a and new\_b

# as 4 is the most spots on a face -last element of new\_a

#the rest elemets are initalized to 1

new\_die\_a=[1,1,1,1,1,4]

new\_die\_b=[1,1,1,1,1,1]

d=freq(a,b)

#finding new\_die\_a

for i in range(1):

for j in range(6):

s=new\_die\_a[j]+new\_die\_b[i]

while((c[s]+1)>d[s]):

new\_die\_a[j]=new\_die\_a[j]+1

s=new\_die\_a[j]+new\_die\_b[i]

c[s]=c[s]+1

#finding new\_die\_b

for i in range(1,6):

for j in range(6):

s=new\_die\_a[j]+new\_die\_b[i]

while((c[s]+1)>d[s]):

new\_die\_b[i]=new\_die\_b[i]+1

s=new\_die\_a[j]+new\_die\_b[i]

c[s]=c[s]+1

# checking for equal probability between old and new die

if(check\_prob(d,c)):

print("NEW\_DIE\_A = ",new\_die\_a," NEW\_DIE\_B = ",new\_die\_b)

else:

print("incorrect die")

print("DIE\_A:")

A=[int(x) for x in input().split(" ")]

print("DIE\_B:")

B=[int(x) for x in input().split(" ")]

undoom\_dice(A,B)

**INPUT:**
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**Output:**

**![](data:image/png;base64,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)**

**HOW I CAME UP WITH THE SOLUTION?:**

This problem focused on finding the new\_die\_A and New\_die\_B with certain

Constrains:

● Die A cannot have more than 4 Spots on a face.

● Die A may have multiple faces with the same number of spots.

● Die B can have as many spots on a face as necessary i.e. even more than 6.

* I created a list new\_die\_A where the first and the last element were initialized to 1 and 4 – as (1,1) is the only combination in which sum=2 is possible(so the first element of new\_die\_A and new\_die\_B) and 4 is the most spots possible in a face(so the last element is initialized as 4 in new\_die\_a )

new\_die\_a=[1,1,1,1,1,4]

new\_die\_b=[1,1,1,1,1,1]

* The other elements are initialized to 1 which will be changed by comparing the frequency of the sum of the possible combination form the old\_die\_A and old\_die\_B
* the new\_die\_A is found ,here c is the dictionary to have the count of the frequency of the sum of the possible combination from new\_die\_a and new\_die\_b

#finding new\_die\_a

for i in range(1):

for j in range(6):

s=new\_die\_a[j]+new\_die\_b[i]

while((c[s]+1)>d[s]):

new\_die\_a[j]=new\_die\_a[j]+1

s=new\_die\_a[j]+new\_die\_b[i]

c[s]=c[s]+1

* the new\_die\_b is found

#finding new\_die\_b

for i in range(1,6):

for j in range(6):

s=new\_die\_a[j]+new\_die\_b[i]

while((c[s]+1)>d[s]):

new\_die\_b[i]=new\_die\_b[i]+1

s=new\_die\_a[j]+new\_die\_b[i]

c[s]=c[s]+1

* Then the old\_dice and new\_dice are checked for equal probability
* And the new\_die\_a and new\_die\_b is printed

**LOGIC:**

* + - Found the new\_die\_a by comparing the frequency of sum of the possible combination and by initializing the first and last element of the new\_die\_a as 1 and 4 – as (1,1) combination is the only possible way to get the sum=2 and the most number of sports that can be added in a face is 4- so the last element is initialized as 4
    - Found the new\_die\_b from new\_die\_a and the frequency of the sum of possible combination of the old\_die\_A and old\_die\_B
    - Checked the probability of old and new
    - Printed the new\_die\_a and new\_die\_b