Composition:

You simply create objects of your existing class inside the new class. This is called composition because the new class is

Composed of objects of existing classes.

Y contains a subobject of X: As per useful.cpp Both member objects and base class storage are referred to as subobjects.

The constructor initializer list:

The solution is simple: Call the constructor for the subobject. C++ provides a special syntax for this, the constructor initializer list. The form of the constructor initializer

list echoes the act of inheritance. With inheritance, you put the base classes after a colon and before the opening brace of the class body. In the constructor initializer list, you put the calls to subobject constructors after the constructor argument list and a colon, but before the opening brace of the function body. For a class MyType, inherited from Bar, this might look like this:

MyType::MyType(int i) : Bar(i) { // ...

if Bar has a constructor that takes a single int argument.

Member object initialization

It turns out that you use this very same syntax for member object initialization when using composition.

For composition, you give the names of the objects instead of the class names. If you have more than one

constructor call in the initializer list, you separate the calls with commas:

MyType2::MyType2(int i) : Bar(i), m(i+1) { // ...

This is the beginning of a constructor for class MyType2, which is inherited from Bar and contains a member

object called m. Note that while you can see the type of the base class in the constructor initializer list,

you only see the member object identifier.

Overriding

It’s worth emphasizing that constructors and destructors are quite unusual in that every one in the hierarchy is called,

whereas with a normal member function only that function is called, but not any of the base-class versions.

If you also want to call the base-class version of a normal member function that you’re overriding,

you must do it explicitly.

NameHiding

If you inherit a class and provide a new definition for one of its member functions, there are two possibilities.

The first is that you provide the exact signature and return type in the derived class definition as in the base class

definition. This is called redefining for ordinary member functions and overriding when the base class member function is a virtual function (virtual functions are the normal case, and will be covered in detail in Chapter 15).

But what happens if you change the member function argument list or return type in the derived class? Here’s an example:

NameHiding.cpp

Functions that don’t automatically inherit//TODO

1.constructors and destructors don’t inherit and must be created specially for each derived class.

2.In addition, the operator= doesn’t inherit because it performs a constructor-like activity. That is, just because you know how to assign all the members of an object on the left-hand side of the = from an object on the right-hand side doesn’t

mean that assignment will still have the same meaning after inheritance.

Inheritance and static member functions

static member functions act the same as non-static member functions:

1. They inherit into the derived class.

2. If you redefine a static member, all the other overloaded functions in the base class are hidden.//TODO

3.If you change the signature of a function in the base class, all the base class versions with that function name are hidden

(this is really a variation of the previous point).

4. Static Member Function can be not be virtual

Choosing composition vs. inheritance

Composition is generally used when you want the features of an existing class inside your new class, but not its

interface. That is, you embed an object to implement features of your new class, but the user of your new class

sees the interface you’ve defined rather than the interface from the original class. To do this, you follow the typical

path of embedding private objects of existing classes inside your new class.

Occasionally, however, it makes sense to allow the class user to directly access the composition of your new class,

that is, to make the member objects public. The member objects use access control themselves, so this is a safe thing

to do and when the user knows you’re assembling a bunch of parts, it makes the interface easier to understand.

A Car class is a good example:car.cpp

private inheritance:

You may wonder what the purpose of private inheritance is, because the alternative of using composition to

create a private object in the new class seems more appropriate. private inheritance is included in the

language for completeness, but if for no other reason than to reduce confusion, you’ll usually want to use

composition rather than private inheritance. However, there may occasionally be situations where you want to

produce part of the same interface as the base class and disallow

the treatment of the object as if it were a base-class object. private inheritance provides this ability.

Publicizing privately inherited members

When you inherit privately, all the public members of the base class become private. If you want any of them to

be visible, just say their

names (no arguments or return values) along with the using keyword in the public section of the derived class:

So Private Inheritance is useful if I want to hide a part o functionality of the class

### Upcasting:Why “upcasting?”
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Casting from derived to base moves *up* on the inheritance diagram, so it’s commonly referred to as upcasting. Upcasting is always safe because you’re going from a more specific type to a more general type – the only thing that can occur to the class interface is that it can lose member functions, not gain them. This is why the compiler allows upcasting without any explicit casts or other special notation.

Ex CopyConstructor.cpp

## Upcasting

an object can be used as its own type or as an object of its base type. In addition, it can be manipulated through an address of the base type. Taking the address of an object (either a pointer or a reference) and treating it as the address of the base type is called *upcasting* because of the way inheritance trees are drawn with the base class at the top.

Example Upcasting.cpp:Modified

The function **tune( )** accepts (by reference) an **Instrument**, but also without complaint anything derived from **Instrument**. In **main( )**, you can see this happening as a **Wind** object is passed to **tune( )**, with nocast necessary. This is acceptable; the interface in **Instrument** must exist in **Wind**, because **Wind** is publicly inherited from **Instrument**. Upcasting from **Wind** to **Instrument** may “narrow” that interface, but never less than the full interface to **Instrument**.

The same arguments are true when dealing with pointers; the only difference is that the user must explicitly take the addresses of objects as they are passed into the function.

## The problem

The problem with **Instrument2.cpp** can be seen by running the program. The output is **Instrument::play**. This is clearly not the desired output, because you happen to know that the object is actually a **Wind** and not just an **Instrument**. The call should produce **Wind::play**. For that matter, any object of a class derived from **Instrument** should have its version of **play( )** used, regardless of the situation.

The behavior of **Instrument2.cpp** is not surprising, given C’s approach to functions. To understand the issues, you need to be aware of the concept of *binding*.

### Function call binding:

Connecting a function call to a function body is called *binding*. When binding is performed before the program is run (by the compiler and linker), it’s called *early binding*. You may not have heard the term before because it’s never been an option with procedural languages: C compilers have only one kind of function call, and that’s early binding.

The problem in the program above is caused by early binding because the compiler cannot know the correct function to call when it has only an **Instrument** address.

The solution is called *late binding*, which means the binding occurs at runtime, based on the type of the object. Late binding is also called *dynamic binding* or *runtime binding*. When a language implements late binding, there must be some mechanism to determine the type of the object at runtime and call the appropriate member function. In the case of a compiled language, the compiler still doesn’t know the actual object type, but it inserts code that finds out and calls the correct function body. The late-binding mechanism varies from language to language, but you can imagine that some sort of type information must be installed in the objects. You’ll see how this works later.

## virtual functions

To create a member function as **virtual**, you simply precede the declaration of the function with the keyword **virtual**. Only the declaration needs the **virtual** keyword, not the definition. If a function is declared as**virtual** in the base class, it is **virtual** in all the derived classes. The redefinition of a **virtual**function in a derived class is usually called *overriding**.*