OBJECT ORIENTED PROGRAM

ADVANCE PYTHON

oops:-

class

properties

constructor

method

object

'''

class Add:

a:int

b:int

c:int

constructor():

a=10

b=20

def add():

c=a+b

def show():

print(c) '''
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class Add:

a:int

b:int

c:int

def sum(a,b):

c=a+b

return c

a=10

b=20

al=Add()

c=al.sum(a,b)

print(c)

output====30

====object oriented programing system====

class Bank:

acno:str

name:str

mob:int

bal:int

pin:int

b=Bank()

b.acno='sbi123'

b.name='tani'

b.mob=7000

b.bal=234456

b.pin=12340

print(b.acno," ",b.name," ",b.mob," ",b.bal," ",b.pin)
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oops:---

class

object

inheritance

abstraction

encapsulation

polymorphism

class:---class is a blueprint of an object. class contenet data member and member function and we can accsess data of class with the help of an object.

object:---object is instence of class or we can say that its a memory in whitch we can store data member or member function and we can access data of class using object (with the help of an object.)

properties:---data member's or glober variables whitch is declared inside the class is known as properties of an object.we can access properties outside the class using (.) member access opretor.

class Emp:

empno:int

name:str

e=Emp()

e.empno=101

e.name='tani'

print(e.empno," ",e.name)

output:---101 tani

CONSTRUCTOR

Constructor are those member function there name start with \_init\_ it will automatically called where we will create an object of class.

Constructor is mainlly used to initilize properties of an object .As we now Constructor is member function of class. and if want to call a member function of class using object then we will pass self in first argument of no function.

In python we will use two type of constructor.

1.. DEFAULT CONSTRUCTOR :-----

Default constructor is a constructor that content only self constructor and when we will not write any constructor in python class.then python compiler will automatically define default constructor.

1. program

class Emp:

def \_init\_(self):

print("default constructor")

e=Emp()

Output:-------dafault constructor

2.. PARAMETERIZE CONSTRUCTOR:------

A parameterize constructor is constructor that content parameter's other then self.

2. program

class Emp:

def\_init\_(self,a):

print("welcome",a)

e=Emp("ajay")

e1=Emp("jay")

Output:-------------welcome ajay

wlecome jay

===CONSTRUCTOR OVERLOADING====

OR COMPILE TIME POLYMORPHISM=======

we can write more than are constructor .with difference arguments within a python class this process is called constructor overloading But when we will put two constroctor with same argument then last constructor will execute only this process is called polymorphism.

class Emp:

def\_init\_(self,a,b):

print("welcome",a,b):

def\_init\_(self):

print("default constructor")

def\_init\_(self,a):

print("welcome",a)

#e=Emp() #error

e1=Emp("jay")

output:------

welcome jay

\* args non key arguments

\* args keyword is mainly used to achive overloading in python.

when we will pass \* args in argument of any member function then it will internally create a list in witch we can store multiple argument.

class Emp:

def\_init\_(self,\*args):

if ien(args)==0:

print("default construcor is running")

else:

for i in args:

print(i,end=" ")

print()

e=Emp()

e1=Emp("jay")

e2=Emp("jay","singh")

output:------

default constructor is running

jay

jay singh

======== \*\*(star) args====

\*\* args contens key arguments it is also use to achive overloading.

In \*\*args it will store data internally within a dictionary .

We can pass argument values based on key .At the time of calling of any member function.

Class Emp:

Def\_\_init\_\_(self,\*\*args):

if len(args)==0:

print(“default constructor is running”)

else:

print(args)

e1=Emp(name=”ajay”)

e2=Emp(name=”ajay”,age=25,adddress=”indore”)

output:=======

{‘name’:’ajay’}

{‘name’:’ajay’,’age’:25,’address’:’indore’}

====METHOD MEMBER FUNCTION=====

Method or memberfunction of class which we define under the class. In python we will use two type of methods.

1.. statics method 2… nonstatic method

1..static method:---- static method is a method which is define under the class that doesn’t content self in argument .we can call static method of class with the help of class name.method name.

2…..non-static:--- non-static method of class that content self in argument .we can call a not-static method of class with the help of object.

Class Demo:

def display():

Print(“static display id running”)

def show(self):

print(“non-static show is running”)

d=Demo()

#d.display()

d.show()

#Demo.show()

Demo.display()

Output:----

Non-static is running

Static display is running

( d.display() is error,Demo.show() is error )

# Method Overloading🡪we can write more than are constructor .with difference arguments within a python class this process is called method overloading But when we will put two constroctor with same argument then last constructor will execute only this process is called polymorphism.

Class Demo:

Def display(self,\*args):

Print(args)

d=Demo()

d,display(10)

d,display(10,20)

d.display(10,20,30)

output---🡪(10) (10,20) (10,20,30)

#IMP🡪 if we want to use property of an object or globel variable of class in any member function (constructor,method) than we will use self keyword to access globle variable .

Class Emp:

enpno:int

ename:str

job:str

sel:int

def\_\_init\_\_(self,empno,ename,job,sel)

self.empno=empno

self.enmae=name

self.job=job

self.sal=sal

def show(self):

print(self.empno,self.ename,self.job,self.sal)

e=Emp(101,”ajay”,”manager”,2500)

e.show()

################################################3

Selfkeyword:-- self is a keyword which is usually pass as a first argumnent of any

Member function which is mainly used to store carrent object throw which we will call a function.

class Emp:

empno:int

name:str

def show(self):

#print(self)

Self.empno=102

e=Emp()

e1=Emp()

print(e)

print(e1)

#e.show()

e1.show()

e.empno(0)

print(e.empno)

print(e1.empno)

############################################################################

============= INHERITANCE=========

Inheritance is use to achive is a relationship of python.we can access or reuse data members and member function of one python class in anthor class.

With the help of Inheritance.

In python we will use 5 types of inheritance.

1.single inheritance

2.. Multilevel inheritance

3.. hieracichal inheritance

4. hybrid inheritance 5.multiple inheritance

![](data:image/png;base64,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)

We will use syntax:==

@1 class Derived\_class\_name(Base\_class\_name);

Body

Class Calculator:

def add(self,a,b):

Print(“add is ”,a+b)

def sub(self,a,b):

print(“sub is”,a-b)

def mul(“mul is”,a\*b):

print(“mul is”,a\*b)

def div(“div is”,a/b):

print(“div is”,a/b)

class Demo(Calculator):

def show(self):

print(“\*\*\*\*\*calculator\*\*\*\*\*\*”)

d=Demo()

d.show()

d.add(10,20)

d.sub(20,30)

d.mul(10,20)

d.div(20,2)

#SIMPLE INHERITENCE===🡺we will write a class in modul we can import the class from module and we will reverse in other class using inheritence.

Calc.py-----

Class Calculator:

def add(self):

Print(“add is ”,a+b)

def sub(self,a,b):

print(“sub is”,a-b)

def mul(“mul is”,a\*b):

print(“mul is”,a\*b)

def div(“div is”,a/b):

print(“div is”,a/b)

inheritance.py------

from Calc import Calculator

class Demo(Calculator):

def show(self):

print(“\*\*\* CALCULATOR\*\*\*”)

d=Demo()

d.add(10,20)

d.sub(20,10)

d.mul(10,20)

d.div(20,2)

======== Multilevel Inheritence==================

Class Calculator:

def add(self,a,b):

print(“add is”,a+b)

def sub(self,a,b):

print(“sub is”,a-b)

def mul(self,a,b):

print(“mul is”,a\*b)

def div(self,a,b):

print(“div is”,a/b)

class Scalculator (calculator):

def cube(self,n):

print(“cube is”,n\*\*3)

def square(self,n):

print(“square is”,n\*\*2)

def factorial(self,n):

f=1

for i in range(1,n+1):

f=f\*i

print(“factorial of”,n,”is”,f)

class Demo(scalculator):

def show(self):

print(“\*\*\*\*CALCULATOR \*\*\*\*\*”)

d=Demo()

d.show()

d.cube(5)

d.square(5)

d.factorial(5)

d.add(10,20)

d.sub(20,10)

d.mul(10,20)

d.div(20,2)

OUTPUT🡪

\*\*\*\*\*CALCULATOR\*\*\*\*\*

cube is 125

square is 25

factorial of 5 is 120

#imp for read note🡪if class different hogi to method same possible hai.

================HIERARCHIAL==============

class Base:

def show(self):

print(“show is running”)

class Demo(Base):

def display(self):

print(“display is running from Demo”)

class Dummy(Base):

def display(self):

print(“display is running from dummy”)

d=Demo()

d.show()

d.display()

d1.Dummy()

d1.show()

d1.display()

OUTPUT=🡺

Show is running

display is running from Demo

show is running

display is running from dummy

=============MULTIPLE CLASS=============

Class Base1:

def show(self):

print(“show is running”)

class Base2:

def display(self):

print(“display is running from demo”)

class Dammy(Base1,Base2):

def welcome(self):

print(“welcome to dummy”)

d=Dummy()

d.welcome()

d.Display()

d.show()

==============HYBRID=============

Class Base:

def getData(self):

print(“get data from Base”)

class Base1(Base):

def show(self):

print(“show is running”)

class Base2(Base):

def display(self):

print(“display is running from Demo”)

class Dummy(base1,base2):

def welcome(self):

print(“welcome to dummy”)

d=Dummy()

d.welcome()

d.display()

d.show()

output==🡺welcome to dummy

display is running from Demo

show is running

################AMBIGUITY PROBLEM #########################3333

If two parent classes contents same method and with the help of multiple inheritance .we want the call same method using child class then compiler will only one method instead of two method.

This problem is call Ambiguity problem because method is ambiguity define.

Class Base:

def show(self):

print(“show is running from base”)

Class dummy:

def show(self):

print(“show is running from Dummy”)

class Demo(Base,Dummy):

def display(self):

print(“display is running”)

d=Demo()

d.display()

d.show()

output-🡪display is running

show is running from base.

########################################################################3

=========================AGGRIGATION====================

We can access data member of member function of one python class in another python class with the help of an object using aggrigation.

Class Dummy:

def show(self):

print(“show is running from Dummy”)

class Demo(Dummy):

a=Dummy() #aggrigation

def display(self):

# a=Dummy() # aggriagation

# a.show()

self.a.show()

print(“display is running”)

d=Demo()

d.display()

output🡪show is running from dummy display is running

#########################################################333

===========METHOD OVERRIDING and polymorphism================

IF Parent and child class both contents same method with same signature and same parameter and then we will call same method using child class object so at runtime parent class method will replaced by child class method.

This process is called method overriding or runtime polymorphism.

Class Dummy:

def show(self):

print(“show is running from Dummy”)

def display(self):

print(“show is running from Dummy”)

class Demo(Dummy):

def show(self):

print(“show is running from Demo”)

d=Demo()

d.show()

d.display()

output-🡪

show is running from Demo

display is running from Dummy

IMP NOTES-🡪function k under kissi bhi globel variable ko access krne k liye self lagta hai.

# class alag ho to data same ho skta hai.!

# apni class me kisi or class ka object bnay ise aggregatin kahte hai!

====collection with user defined===========

class Emp:

empno:int

ename:str

job:str

def \_\_init\_\_(self,empno,ename,job):

self.empno=empno

self.ename=ename

self.job=job

def show(self):

print(self.empno,self.ename,self.job)

e1=Emp(101,'jay','manager')

e2=Emp(102,'ajay','developer')

e3=Emp(103,'jaya','clerk')

al=[e1,e2,e3]

for i in al:

i.show()

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_//////////////////\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

class Emp:

empno:int

ename:str

job:str

sal:int

def \_\_init\_\_(self,empno,ename,job,sal):

self.empno=empno

self.ename=ename

self.job=job

self.sal=sal

def show(self):

print(self.empno,self.ename,self.job,self.sal)

al=[]

s=int(input("enter total no of student"))

for i in range(1,s+1):

print("enter detail for emp",i)

eno=int(input("enter empno"))

enm=input("enter name")

ejob=input("enter job name")

esal=int(input("enter sal"))

e=Emp(eno,enm,ejob,esal)

al.append(e)

print("student detail are")

for i in al:

i.show()

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_////////////////////////////\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

class Emp:

empno:int

ename:str

job:str

sal:int

def \_\_init\_\_(self,empno,ename,job,sal):

self.empno=empno

self.ename=ename

self.job=job

self.sal=sal

def show(self):

print(self.empno,self.ename,self.job,self.sal)

al=[]

s=int(input("enter total no of student"))

for i in range(1,s+1):

print("enter detail for emp",i)

eno=int(input("enter empno"))

enm=input("enter name")

ejob=input("enter job name")

esal=int(input("enter sal"))

e=Emp(eno,enm,ejob,esal)

al.append(e)

print("student detail are")

for i in al:

if i.sal>5000:

i.show()

--------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------

class Emp:

empno:int

ename:str

job:str

sal:int

def \_\_init\_\_(self,empno,ename,job,sal):

self.empno=empno

self.ename=ename

self.job=job

self.sal=sal

def show(self):

print(self.empno,self.ename,self.job,self.sal)

al=[]

s=int(input("enter total no of student"))

for i in range(1,s+1):

print("enter detail for emp",i)

eno=int(input("enter empno"))

enm=input("enter name")

ejob=input("enter job name")

esal=int(input("enter sal"))

e=Emp(eno,enm,ejob,esal)

al.append(e)

print("student detail are")

for i in al:

if i.job==”manager”:

i.show()

#############################################################################

=========SUPER FUNCTION===========

Super is a function which is mainly used to access immediate parent class data members or member function.

=======================================================

=========SUPER CLASS WITH CoNSTRuCTOR=========

We can class parent class with constructor from child class constructor with the help of super function.

class Emp:

def \_\_init\_\_(self):

print("default constructor of emp")

class RegEmp(Emp):

def \_\_init\_\_(self):

print("default constructor of RegEmp")

super().\_\_init\_\_()

e=RegEmp()

output--🡪

default constructor of RegEmp

default constructor of emp

########################################33333

class Emp:

empno:int

ename:str

def \_\_init\_\_(self,empno,ename):

self.empno=empno

self.ename=ename

class RegEmp(Emp):

def \_\_init\_\_(self,empno,ename):

super().\_\_init\_\_(empno,ename)

def show(self):

print(self.empno," ",self.ename)

e=RegEmp(101,'veer')

e.show()

output-🡪

101 veer

==============super function with method=============

If we want to call parent class method from child class method . we will use super function in case of method overriding .if you want to parent class as well as child class method we will use super function in child class method to class parent class method.

class Dummy:

def show(self):

print(“show is running from dummy”)

class Demo:

def show(self):

print(“show is running from Demo”)

super().show()

d=Demo()

d.show()

output-🡪

show is running from Demo show is running from Demo

=============Accese modifir=============

Access Modifier’s are mainly used to decide Accessiblity .And life time of data member’s or member functions of python class.

In python modifiers three tpe of access modifires.

1}🡪public 2}🡪private 3}🡪protected

But adject implementation of protected not supported by python.

Imp note🡪

Protected variables are those data members of a class that can be accessed within the class and the classes derived from that class. In Python, **there is no existence of** “Public” instance variables. However, we use underscore '\_' symbol to determine the access control of a data member in a class.

VARIABLE🡪 Public access within class ,within child class ,outside class.

\_variable🡪 protected access within class ,within child class, not outside.

\_\_variable🡪 private access within class , not within child class, not outside c class.

===========outside class access==========

Class Dummy:

a=10 #public

\_b=20 #protected

\_\_c=30 #private

d=Dummy()

print(d.a)

print(d.\_b)

print(d.\_\_c)

outside🡪

10

20

#2🡪

class Dummy:

a=10

\_b=20

\_\_c=30

def show(self):

print(self.a,” ”,self,\_b,” ”,self.\_\_c)

d=Dummy()

d.show()

=================within child class==================

class Dummy:

a=10 #public

\_b=20 #protected

\_\_c=30 #private

class Demo(Dummy):

def show(self)

print(self.a, “ ”,self. \_b,” ”,self.c)

d=Demo()

d.show()

====================encapsulation================

Wrapping or binding Data of and function of function in single unit is called encapsulation we can achieve encapsulation and we will define private protected with in class and we will write setter public methods to set values in property’s and getter public method to get values of property.

class Emp:

\_empno :int

\_\_ename:str

def set Empno(self,empno):

self. \_\_empno=empno

def set Ename(self,ename):

self. \_\_ename = ename

def get Empno(self):

return self.\_ \_\_empno

def get Ename (self):

return self.\_ \_\_ename

e=Emp()

e.setEmpno(101)

e.setEname(“jay”)

print(e.getEmpno(),” ”,e.getEname())

output🡪

101 jay

######################################################

=============DECORATOR===================

Decorator are one of the most powerful concept of python to which can optimise behaviour of a pyhton function . we can define a decorator with the help of a(@) addtherate symbol. When we will use a decorator before any function. That the function will perform same extra operation’s Before decorater we will use some imp concept related to function like

1. We can pass a function in argument of another function.
2. We can read a function as object.
3. A function can return another function.

def show(name):

return "welcome"+name

# print(show(" ajay"))

display=show

print(display("ajay"))

output🡪

welcome jay

1. -----🡪We can pass a function in argument of another function.

===🡺

def square(n):

return n\*\*2

def cube(n):

return n\*\*3

def factorial(n):

f=1

for i in range(1,n+1):

f=f\*i

return f

def show(fun):

print(fun(5))

show(square)

show(cube)

show(factorial)

output🡪

25

125

120

================%================%============%================

def outer():

def innner():

print("inner function is called")

return innner

temp=outer()

temp()

output🡺

inner function is called

===============%=============%=================%===============

(I)def programmer(fun): #aargument m bhi function denge

def inner():

print("welcome to programmer point")

fun()

print("bye bye")

return inner

#then compile krke chod do

(II)def tanvi():

print("hi i ma tanvi learning python")

temp=programmer(tanvi)

temp()

(III)

@programmer

def tanvi():

print("hi i ma tanviiii learning python")

tanvi()

output==🡺

welcome to programmer point

hi i ma tanviiii learning python

bye bye

In [ ]:

===========ABSTRACTION AND ABSTRACT CLASS=================

ABSTRACTION IS A PROCESS IN WHICH WE WILL SHOW ONLY SPACIAL FEATURE AND HIDE BACKGROUND WE CAN ACHIVE ABSTRACTION IN PYTHON BY INHERITING abc CLASS ABC modle. If we want to construct a abstract class in python then we will create a abstact method in class . we can create a abstract method decorater and if a class that content atlest one abstract method decorater class .If any class will inherit a abstract class will inherit a abstract class then we will overwrite all the abstract method of abstract class in child class.Otherwise child class also we cant create considerd as , we cant create a object of abstract class.

from abc import ABC,abstractmethod

class Rbi(ABC):

def rules(self):

print("rules by Rbi")

@abstractmethod

def deposit(self):

pass

class Sbi(Rbi):

def welcome(self):

print("welcome to sbi")

def deposit(self):

print("you can deposite in Sbi")

#r=Rbi()

s=Sbi()

s.welcome()

s.rules()

s.deposit()

output🡺

welcome to sbi

rules by Rbi

you can deposite in Sbi

=====================final class=========================

FINAL CLASS IS AN IMP CONCEPT IN PYTHON WHICH WE WILL MAKE A CLASS US FINAL WHEN WE WILL DEFINE A CLASS AS FINAL CLASS AS FINAL WE CANT INHERIT THAT FINAL CLASS.IF WE WANT TO MAKE A CLASS AS FINAL .WE WILL USE FINAL DECORATOR BUT IF WE WANT TO USE FINAL DECORATOR TO WE WILL INSTALL A ENTERNAL PACKAGE BY USING FOLLOWING PIP COMMOMD.

# PIP🡺

PACKAGE INSTALLER PYTHON

OR

PYTHON PACKAGE INSTALLER

PIP INSTALL FINAL\_CLASS.

WE CAN USE FINAL CLASS CONCEPT USE AFTER FINAL CLASS.

from final\_class import final

@final

class Dummy:

def show(self):

print("show is running")

def display(self):

print("dispaly is running")

class Demo(Dummy):

def welcome(self):

print("welcome is running")

d=Demo()

d.welcome()

d.show()

d.display()

OUTPUT🡺

**TypeError**: Subclassing final classes is restricted

WHEN WE WILL MAKE CLASS FINAL THEN NO ONE CAN OVERRIDE CONCEPT.

from final\_class import final

from final\_class import final

@final

class Dummy:

def show(self):

print("show is running from Dummy")

def display(self):

print("dispaly is running")

class Demo(Dummy):

def show(self):

print("show is running from Demo")

def welcome(self):

print("welcome is running")

d=Demo()

d.welcome()

d.show()

d.display()

output🡺

**TypeError**: Subclassing final classes is restricted

Note🡺final class ka agrigation possible hai!

from final\_class import final

@final

class Dummy:

def show(self):

print("show is running from Dummy")

def display(self):

print("dispaly is running")

class Demo:

d1:Dummy

def show(self):

print("show is running from Demo")

d1=Dummy()

d1.show()

d1.display()

def welcome(self):

print("welcome is running")

d=Demo()

d.welcome()

d.show()

output🡺

welcome is running

show is running from Demo

show is running from Dummy

dispaly is running

##python iteration#################

Iteration is an object which is used to itert iterable objects like list,set,tuple,dict etc.

Iterototer object inishlize using iter method and we will use next method for itration when data will not found itrable that it will raise Stopiteration.

a=['java','python','angular','react','oracle']

try:

t=iter(a)

print(next(t))

print("our data")

print(next(t))

print("our data")

print("our data")

print("our data")

print(next(t))

print("our data")

print(next(t))

except stapIteration:

print("element end")

output🡪

java

our data

python

our data

our data

our data

angular

our data

react

##############Custom Iterator class ###########

In python we will also creater custom Iterator in which we will define \_\_iter\_\_() method and \_\_next\_\_() method and we will raise Stop iteration exception.

class Myter:

def \_\_iter\_\_(self):

self.roll=101

return self

def \_\_next\_\_(self):

if self.roll==105:

raise StopIteration()

else:

self.roll=self.roll+1

return self.roll

m=MyIter()

t=iter(m)

print(next(t))

print(next(t))

print(next(t))

print(next(t))

output🡪

101

102

103

104

##################### GENERATOR ##########################

IN WHICJ WE WILL USE YEILD KEYWORD INSTIED OF RETURN KEYWORD WE CAN CREATE CONSTRUCT GENERTOR BY USING FUNCTION INSTIED OF CLASS. IT MEANS THAT IS KNOW AS – ITER\_\_(),\_\_NEXT\_\_() METHOD.

MAJOR ADVANTAGE GENRATOR IS IT WILL AUTOMATICALLY RAISE IS STOPITERATION.

def genRoll(m):

for i in range(101,101+m):

yield i

r=genRoll(5)

print(next(r))

print(next(r))

print(next(r))

print(next(r))

print(next(r))

OUTPUT🡪

101

102

103

104

105

===========STR==========(its called magic function)

WHEN we will print a object inside print function then python interpretor enterly call \_\_str\_\_() method it will print a specially string but if we want to print some user define function then we will override \_\_str\_\_() method.

Class Emp:

Empno : int

Ename : str

Job: str

def \_\_init\_\_(self,empno,ename,job):

self.empno=empno

self.ename=ename

self.job=job

def \_\_str\_\_(self):

return str (self.empno)+” “+self.ename+” “ self.job

e=Emp(101,’ajay’,’developer’)

print(e)

output🡪

101 ajay developer

Class Emp:

Ename : str

Job: str

def \_\_init\_\_(self,ename,job):

self.ename=ename

self.job=job

def \_\_str\_\_(self):

return self.ename+” “ self.job

e=Emp(’ajay’,’developer’)

print(e)

output🡪

ajay developer

=================== \_\_DOC\_\_ =======================

Doc string is a special concept of python in which use will define one comment (‘ ‘) or(“ “) .it is also use to describe commont in a function.and we can fetch this commended data using method name . \_\_doc\_\_

def show():

“ “ “

We are learning python

Hello how are you “ “ “

Return none

print(show .\_\_doc\_\_)

outptu🡪

we are learning python

hello how are you.

* Dender wale function ko magic function bolte hen.
* Str function m int ko use krna ho to int ko str m convert krke print kr skte hen.
* Child class se parent class ko use krne k liye super class ka use hoga
* !