**Values, Variables, and Literals**

This chapter discusses values that JavaScript recognizes and describes the fundamental building blocks of JavaScript expressions: variables and literals.

This chapter contains the following sections:

* [Values](https://docs.oracle.com/cd/E19957-01/816-6409-10/ident.htm" \l "1008306)

* [Variables](https://docs.oracle.com/cd/E19957-01/816-6409-10/ident.htm" \l "1008330)

* [Literals](https://docs.oracle.com/cd/E19957-01/816-6409-10/ident.htm" \l "1008348)

* [Unicode](https://docs.oracle.com/cd/E19957-01/816-6409-10/ident.htm" \l "1009568)

**Values**

JavaScript recognizes the following types of values:

* Numbers, such as 42 or 3.14159.
* Logical (Boolean) values, either true or false.
* Strings, such as "Howdy!".
* null, a special keyword denoting a null value; null is also a primitive value. Because JavaScript is case sensitive, null is not the same as Null, NULL, or any other variant.
* undefined, a top-level property whose value is undefined; undefined is also a primitive value.

Objects and functions are the other fundamental elements in the language. You can think of objects as named containers for values, and functions as procedures that your application can perform.

**Data Type Conversion**

JavaScript is a dynamically typed language. That means you do not have to specify the data type of a variable when you declare it, and data types are converted automatically as needed during script execution. So, for example, you could define a variable as follows:

var answer = 42

And later, you could assign the same variable a string value, for example,

answer = "Thanks for all the fish..."

Because JavaScript is dynamically typed, this assignment does not cause an error message.

In expressions involving numeric and string values with the + operator, JavaScript converts numeric values to strings. For example, consider the following statements:

x = "The answer is " + 42 // returns "The answer is 42"  
y = 42 + " is the answer" // returns "42 is the answer"

In statements involving other operators, JavaScript does not convert numeric values to strings. For example:

"37" - 7 // returns 30  
"37" + 7 // returns 377

**Variables**

A JavaScript identifier, or *name,* must start with a letter or underscore ("\_"); subsequent characters can also be digits (0-9). Because JavaScript is case sensitive, letters include the characters "A" through "Z" (uppercase) and the characters "a" through "z" (lowercase).

Some examples of legal names are Number\_hits, temp99, and \_name.

**Declaring Variables**

You can declare a variable in two ways:

* By simply assigning it a value. For example, x = 42
* With the keyword var. For example, var x = 42

**Evaluating Variables**

A variable or array element that has not been assigned a value has the value undefined. The result of evaluating an unassigned variable depends on how it was declared:

* If the unassigned variable was declared without var, the evaluation results in a runtime error.
* If the unassigned variable was declared with var, the evaluation results in the undefined value, or NaN in numeric contexts.

The following code demonstrates evaluating unassigned variables.

function f1() {  
   return y - 2;  
}  
f1() //Causes runtime error

function f2() {  
   return var y - 2;  
}  
f2() //returns NaN

You can use undefined to determine whether a variable has a value. In the following code, the variable input is not assigned a value, and the if statement evaluates to true.

var input;  
if(input === undefined){  
   doThis();  
} else {  
   doThat();  
}

The undefined value behaves as false when used as a Boolean value. For example, the following code executes the function myFunction because the array element is not defined:

myArray=new Array()  
if (!myArray[0])  
   myFunction()

When you evaluate a null variable, the null value behaves as 0 in numeric contexts and as false in Boolean contexts. For example:

var n = null  
n \* 32 //returns 0

**Variable Scope**

Using var to declare a global variable is optional. However, you must use var to declare a variable inside a function.

You can access global variables declared in one window or frame from another window or frame by specifying the window or frame name. For example, if a variable called phoneNumber is declared in a FRAMESET document, you can refer to this variable from a child frame as parent.phoneNumber.

**Literals**

You use literals to represent values in JavaScript. These are fixed values, not variables, that you *literally* provide in your script. This section describes the following types of literals:

* [Array Literals](https://docs.oracle.com/cd/E19957-01/816-6409-10/ident.htm" \l "1011655)

* [Boolean Literals](https://docs.oracle.com/cd/E19957-01/816-6409-10/ident.htm" \l "1012095)

* [Floating-Point Literals](https://docs.oracle.com/cd/E19957-01/816-6409-10/ident.htm" \l "1009427)

* [Integers](https://docs.oracle.com/cd/E19957-01/816-6409-10/ident.htm" \l "1008351)

* [Object Literals](https://docs.oracle.com/cd/E19957-01/816-6409-10/ident.htm" \l "1009450)

* [String Literals](https://docs.oracle.com/cd/E19957-01/816-6409-10/ident.htm" \l "1008368)

**Array Literals**

An array literal is a list of zero or more expressions, each of which represents an array element, enclosed in square brackets ([]).

The following example creates the coffees array with three elements and a length of three:

coffees = ["French Roast", "Columbian", "Kona"].

If an array is created using a literal in a top-level script, JavaScript interprets the array each time it evaluates the expression containing the array literal. In addition, a literal used in a function is created each time the function is called.

**Array literals are also Array objects.**

**Extra Commas in Array Literals**

You do not have to specify all elements in an array literal. If you put two commas in a row, the array is created with spaces for the unspecified elements. The following example creates the fish array:

fish = ["Lion", , "Angel"]

### Array Object

JavaScript does not have an explicit array data type. However, you can use the predefined Array object and its methods to work with arrays in your applications.

* The Array object has **methods** for manipulating arrays in various ways, such as joining, reversing, and sorting them.
* It has a **property** for determining the array length and other properties for use with regular expressions.

#### Creating an Array

To create an Array object:

1. arrayObjectName = new Array(element0, element1, ..., element*N*)  
2. arrayObjectName = new Array(arrayLength)

arrayLength is the initial length of the array. The following code creates an array of five elements:

billingMethod = new Array(5)

Array literals are also Array objects; for example, the following literal is an Array object.

coffees = ["French Roast", "Columbian", "Kona"]

**Array Methods**

The Array object has the following methods:

* **Concat**  joins two arrays and returns a new array.
* **Join**  joins all elements of an array into a string.
* **Pop**  removes the last element from an array and returns that element.
* **push**  adds one or more elements to the end of an array and returns that last element added.
* **reverse** transposes the elements of an array: the first array element becomes the last and the last becomes the first.
* **shift**  removes the first element from an array and returns that element
* **slice**  extracts a section of an array and returns a new array.
* **splice**  adds and/or removes elements from an array.
* **sort**  sorts the elements of an array.
* **unshift** adds one or more elements to the front of an array and returns the new length of the array.

For example, suppose you define the following array:

myArray = new Array("Wind","Rain","Fire")

myArray.join() returns "Wind,Rain,Fire";

myArray.reverse transposes the array so that myArray[0] is "Fire", myArray[1] is "Rain", and myArray[2] is "Wind".

myArray.sort sorts the array so that myArray[0] is "Fire",myArray[1] is "Rain", and myArray[2] is "Wind".

#### Two-Dimensional Arrays

The following code creates a two-dimensional array.

a = new Array(4)  
for (i=0; i < 4; i++) {  
   a[i] = new Array(4)  
   for (j=0; j < 4; j++) {  
      a[i][j] = "["+i+","+j+"]"  
   }  
}

# [**How to create multidimensional array**](https://stackoverflow.com/questions/7545641/how-to-create-multidimensional-array)

Declared without value assignment.

2 dimensions...

var arrayName = new Array(new Array());

3 dimensions...

var arrayName = new Array(new Array(new Array()));

**Boolean Literals**

The Boolean type has two literal values: true and false.

Do not confuse the primitive Boolean values true and false with the true and false values of the Boolean object. The Boolean object is a wrapper around the primitive Boolean data type.

**Floating-Point Literals**

A floating-point literal can have the following parts:

1. A decimal integer
2. A decimal point (".")
3. A fraction (another decimal number)
4. An exponent

The exponent part is an "e" or "E" followed by an integer, which can be signed (preceded by "+" or "-"). A floating-point literal must have at least one digit and either a decimal point or "e" (or "E").

Some examples of floating-point literals are 3.1415, -3.1E12, .1e12, and 2E-12

**Integers**

Integers can be expressed in decimal (base 10), hexadecimal (base 16), and octal (base 8). A decimal integer literal consists of a sequence of digits without a leading 0 (zero).

A leading 0 (zero) on an integer literal indicates it is in octal. Octal integers can include only the digits 0-7.

A leading 0x (or 0X) indicates hexadecimal. Hexadecimal integers can include digits (0-9) and the letters a-f and A-F.

Some examples of integer literals are: 42, 0xFFF, and -345.

**Object Literals**

An object literal is a list of zero or more pairs of property names and associated values of an object, enclosed in curly braces ({}). You should not use an object literal at the beginning of a statement. This will lead to an error.

The following is an example of an object literal. The first element of the car object defines a property, myCar; the second element, the getCar property, invokes a function (Cars("honda")); the third element, the special property, uses an existing variable (Sales).

var Sales = "Toyota";

function CarTypes(name) {  
   if(name == "Honda")  
      return name;  
   else  
      return "Sorry, we don't sell " + name + ".";  
}

car = {myCar: "Saturn", getCar: CarTypes("Honda"), special: Sales}

document.write(car.myCar); // Saturn  
document.write(car.getCar); // Honda  
document.write(car.special); // Toyota

Additionally, you can use an index for the object, the index property (for example, 7), or nest an object inside another. The following example uses these options. These features, however, may not be supported by other ECMA-compliant browsers.

car = {manyCars: {a: "Saab", b: "Jeep"}, 7: "Mazda"}

document.write(car.manyCars.b); // Jeep  
document.write(car[7]); // Mazda

## Creating New Objects

JavaScript has a number of predefined objects. In addition, you can create your own objects. In JavaScript 1.2, you can create an object using an object initializer. Alternatively, you can first create a constructor function and then instantiate an object using that function and the new operator.

### #1 Using Object Initializers

In addition to creating objects using a constructor function, you can create objects using an object initializer. Using object initializers is sometimes referred to as creating objects with literal notation. "Object initializer" is consistent with the terminology used by C++.

The syntax for an object using an object initializer is:

objectName = {property1:value1, property2:value2,..., property*N*:value*N*}

**#2 Using a Constructor Function**

Alternatively, you can create an object with these two steps:

1. Define the object type by writing a constructor function.
2. Create an instance of the object with new.

To define an object type, create a function for the object type that specifies its name, properties, and methods. For example, suppose you want to create an object type for cars. You want this type of object to be called car, and you want it to have properties for make, model, year, and color. To do this, you would write the following function:

function car(make, model, year) {  
   this.make = make  
   this.model = model  
   this.year = year  
}

Notice the use of this to assign values to the object's properties based on the values passed to the function.

Now you can create an object called mycar as follows:

mycar = new car("Eagle", "Talon TSi", 1993)

**String Literals**

A string literal is zero or more characters enclosed in double (") or single (') quotation marks. A string must be delimited by quotation marks of the same type; that is, either both single quotation marks or both double quotation marks. The following are examples of string literals:

* "blah"
* 'blah'
* "1234"
* "one line \n another line"

You can call any of the methods of the String object on a string literal value--JavaScript automatically converts the string literal to a temporary String object, calls the method, then discards the temporary String object. You can also use the String.length property with a string literal.

You should use string literals unless you specifically need to use a String object.

To create a Date object:

dateObjectName = new Date([parameters])

where dateObjectName is the name of the Date object being created; it can be a new object or a property of an existing object.

The parameters in the preceding syntax can be any of the following:

* Nothing: creates today's date and time. For example, today = new Date().
* A string representing a date in the following form: "Month day, year hours:minutes:seconds." For example, Xmas95 = new Date("December 25, 1995 13:30:00"). If you omit hours, minutes, or seconds, the value will be set to zero.
* A set of integer values for year, month, and day. For example, Xmas95 = new Date(1995,11,25). A set of values for year, month, day, hour, minute, and seconds. For example, Xmas95 = new Date(1995,11,25,9,30,0).

**Methods of the Date Object**

The Date object methods for handling dates and times fall into these broad categories:

1. "set" methods, for setting date and time values in Date objects.
2. "get" methods, for getting date and time values from Date objects.
3. "to" methods, for returning string values from Date objects.

### Date Object

JavaScript does not have a date data type. However, you can use the Date object and its methods to work with dates and times in your applications.

### Function Object

The predefined Function object specifies a string of JavaScript code to be compiled as a function.

To create a Function object:

functionObjectName = new Function ([arg1, arg2, ... argn], functionBody)

functionObjectName is the name of a variable or a property of an existing object. It can also be an object followed by a lowercase event handler name, such as window.onerror.

arg1, arg2, ... argn are arguments to be used by the function as formal argument names. Each must be a string that corresponds to a valid JavaScript identifier; for example "x" or "theForm".

functionBody is a string specifying the JavaScript code to be compiled as the function body.

Function objects are evaluated each time they are used. This is less efficient than declaring a function and calling it within your code, because declared functions are compiled.

In addition to defining functions as described here, you can also use the function statement.

## do...while statement

The [do...while](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/statements/do...while) statement repeats until a specified condition evaluates to false. A do...while statement looks as follows:

do

statement

while (condition);

statement is always executed once before the condition is checked (and then again until the while condition returns false). To execute multiple statements, use a block statement ({ ... }) to group those statements. If condition is true, the statement executes again. At the end of every execution, the condition is checked. When the condition is false, execution stops and control passes to the statement following do...while.

In the following example, the do loop iterates at least once and reiterates until i is no longer less than 5.

var i = 0;

do {

i += 1;

console.log(i);

} while (i < 5);

## while statement

A [while](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/statements/while) statement executes its statements as long as a specified condition evaluates to true. A while statement looks as follows:

while (condition)

statement

If the condition becomes false, statement within the loop stops executing and control passes to the statement following the loop.

The condition test occurs before statement in the loop is executed. If the condition returns true, statement is executed and the condition is tested again. If the condition returns false, execution stops and control is passed to the statement following while.

## break statement

Use the [break](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/statements/break) statement to terminate a loop, switch, or in conjunction with a labeled statement.

* When you use break without a label, it terminates the innermost enclosing while, do-while, for, or switch immediately and transfers control to the following statement.
* When you use break with a label, it terminates the specified labeled statement.

The syntax of the break statement looks like this:

The following example iterates through the elements in an array until it finds the index of an element whose value is theValue:

for (var i = 0; i < a.length; i++) {

if (a[i] == theValue) {

break;

}

}

Breaking to a label:

var x = 0;

var z = 0;

labelCancelLoops: while (true) {

console.log('Outer loops: ' + x);

x += 1;

z = 1;

while (true) {

console.log('Inner loops: ' + z);

z += 1;

if (z === 10 && x === 10) {

break labelCancelLoops;

} else if (z === 10) {

break;

}

}

}

## continue statement

The [continue](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/statements/continue) statement can be used to restart a while, do-while, for, or label statement.

* When you use continue without a label, it terminates the current iteration of the innermost enclosing while, do-while, or for statement and continues execution of the loop with the next iteration. In contrast to the break statement, continue does not terminate the execution of the loop entirely. In a while loop, it jumps back to the condition. In a for loop, it jumps to the increment-expression.
* When you use continue with a label, it applies to the looping statement identified with that label.

## for...of statement

The [for...of](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/statements/for...of) statement creates a loop Iterating over [iterable objects](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Guide/iterable) (including [Array](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Array), [Map](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Map), [Set](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Set), [arguments](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/functions/arguments) object and so on),

## for...in statement

## For each distinct property, JavaScript executes the specified statements.

The following example shows the difference between a for...of loop and a [for...in](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/statements/for...in) loop. While for...in iterates over property names, for...of iterates over property values:

var arr = [3, 5, 7];

arr.foo = 'hello';

arr.bar = 'kitty';

for (var i in arr) {

console.log(i); // logs "0", "1", "2", "foo", "bar"

}

for (var i of arr) {

console.log(i); // logs 3, 5, 7

}

## Pre-defined functions

JavaScript has several top-level, built-in functions:

[**eval()**](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/eval)

The **eval()** method evaluates JavaScript code represented as a string.

[**uneval()**](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/uneval)

The **uneval()** method creates a string representation of the source code of an [Object](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Object).

[**isFinite()**](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/isFinite)

The global **isFinite()** function determines whether the passed value is a finite number. If needed, the parameter is first converted to a number.

[**isNaN()**](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/isNaN)

The **isNaN()** function determines whether a value is [NaN](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/NaN) or not. Note: coercion inside the isNaN function has [interesting](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/isNaN#Description) rules; you may alternatively want to use [Number.isNaN()](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Number/isNaN), as defined in ECMAScript 2015, or you can use [typeof](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Operators/typeof) to determine if the value is Not-A-Number.

[**parseFloat()**](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/parseFloat)

The **parseFloat()** function parses a string argument and returns a floating point number.

[**parseInt()**](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/parseInt)

The **parseInt()** function parses a string argument and returns an integer of the specified radix (the base in mathematical numeral systems).

[**decodeURI()**](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/decodeURI)

The **decodeURI()** function decodes a Uniform Resource Identifier (URI) previously created by [encodeURI](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/encodeURI) or by a similar routine.

[**decodeURIComponent()**](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/decodeURIComponent)

The **decodeURIComponent()** method decodes a Uniform Resource Identifier (URI) component previously created by [encodeURIComponent](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/encodeURIComponent) or by a similar routine.

[**encodeURI()**](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/encodeURI)

The **encodeURI()** method encodes a Uniform Resource Identifier (URI) by replacing each instance of certain characters by one, two, three, or four escape sequences representing the UTF-8 encoding of the character (will only be four escape sequences for characters composed of two "surrogate" characters).

[**encodeURIComponent()**](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/encodeURIComponent)

The **encodeURIComponent()** method encodes a Uniform Resource Identifier (URI) component by replacing each instance of certain characters by one, two, three, or four escape sequences representing the UTF-8 encoding of the character (will only be four escape sequences for characters composed of two "surrogate" characters).

## Exporting module features

The first thing you need to do to get access to module features is export them. This is done using the [export](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Statements/export) statement.

The easiest way to use it is to place it in front of any items you want exported out of the module, for example:

export const name = 'square';

You can export functions, var, let, const, and — as we'll see later — classes. They need to be top-level items; you can't use export inside a function.

## Importing features into your script

Once you've exported some features out of your module, you need to import them into your script to be able to use them. The simplest way to do this is as follows:

import { name, draw, reportArea, reportPerimeter } from './modules/square.js';

we are using the dot (.) syntax to mean "the current location", followed by the path beyond that to the file we are trying to find. This is much better than writing out the entire relative path each time, as it is shorter, and it makes the URL portable.

**Note**: In some module systems, you can omit the file extension and the dot (e.g. '/modules/square'). This doesn't work in native JavaScript modules.

## Default exports versus named exports

The functionality we've exported so far has been comprised of **named exports** — each item (be it a function, const, etc.) has been referred to by its name upon export, and that name has been used to refer to it on import as well.

There is also a type of export called the **default export** — this is designed to make it easy to have a default function provided by a module

## Creating a module object

The above method works OK, but it's a little messy and longwinded. An even better solution is to import each module's features inside a module object. The following syntax form does that:

import \* as Module from './modules/module.js';

This grabs all the exports available inside module.js, and makes them available as members of an object Module, effectively giving it its own namespace. So for example:

Module.function1()

Module.function2()

etc.

Again, let's look at a real example. If you go to our [module-objects](https://github.com/mdn/js-examples/tree/master/modules/module-objects) directory, you'll see the same example again, but rewritten to take advantage of this new syntax. In the modules, the exports are all in the following simple form:

export { name, draw, reportArea, reportPerimeter };

The imports on the other hand look like this:

import \* as Canvas from './modules/canvas.js';

import \* as Square from './modules/square.js';

import \* as Circle from './modules/circle.js';

import \* as Triangle from './modules/triangle.js';

In each case, you can now access the module's imports underneath the specified object name, for example:

let square1 = Square.draw(myCanvas.ctx, 50, 50, 100, 'blue');

Square.reportArea(square1.length, reportList);

Square.reportPerimeter(square1.length, reportList);

So you can now write the code just the same as before (as long as you include the object names where needed), and the imports are much neater.

1. Which of the following is an example of anonymous function in JavaScript?
   1. var myFunc = function(){ };
2. A variable declared without var keyword inside a function will become **global** variable.
   1. ![](data:image/png;base64,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)
3. What will be the output of the following JavaScript code?

x = 1;

console.log('x = ' + x);

var x;

**Correct Answer:** x = 1