1. **线性表**

1.1 Remove Duplicates from Sorted Array

Given a sorted array, remove the duplicates in place such that each element appear only *once* and return the new length.

Do not allocate extra space for another array, you must do this in place with constant memory.

For example,  
Given input array A = [1,1,2],

Your function should return length = 2, and A is now [1,2].

题解：

public class Solution {

public int removeDuplicates(int[] A) {

int len = A.length;

if(len<=0) return 0;

int pos = 0;

for(int i=1;i<len;i++)

{

if(A[i]!=A[pos])

{

pos ++;

A[pos] = A[i];

}

}

return pos+1;

}

}

### 1.2 Remove Duplicates from Sorted Array II

 Follow up for "Remove Duplicates":  
What if duplicates are allowed at most *twice*?

For example,  
Given sorted array A = [1,1,1,2,2,3],

Your function should return length = 5, and A is now [1,1,2,2,3].

题解：

public class Solution {

public int removeDuplicates(int[] A) {

int len =A.length;

if(len<=0) return 0;

int pos = 0,count=1;

for(int i=1;i<len;i++)

{

if(A[pos]!=A[i])

{

pos ++;

A[pos] = A[i];

count = 1;

}else{

if(count>=2)

{

continue;

}else{

pos ++;

A[pos] = A[i];

count ++;

}

}

}

return pos+1;

}

}

### 1.3 Search in Rotated Sorted Array

 Suppose a sorted array is rotated at some pivot unknown to you beforehand.

(i.e., 0 1 2 4 5 6 7 might become 4 5 6 7 0 1 2).

You are given a target value to search. If found in the array return its index, otherwise return -1.

You may assume no duplicate exists in the array.

题解：

public class Solution {

public int search(int[] A, int target) {

int len = A.length;

if(len<=0) return -1;

int start = 0,end = len-1,middle=0;

while(start<=end)

{

middle = (start+end)/2;

if(A[middle]==target)

return middle;

if(A[start]<=A[middle])

{

if(target>=A[start] && target<=A[middle])

end = middle;

else

start = middle+1;

}else{

if(target>=A[middle] && target<=A[end])

start = middle;

else

end = middle -1;

}

}

return -1;

}

}

* 1. Search in Rotated Sorted Array II

Follow up for "Search in Rotated Sorted Array":  
What if *duplicates* are allowed?

Would this affect the run-time complexity? How and why?

Write a function to determine if a given target is in the array.

题解：

public class Solution {

public boolean search(int[] A, int target) {

int len = A.length;

if(len<=0) return false;

int start = 0,end = len-1,middle=0;

while(start<=end)

{

middle = (start+end)/2;

if(A[middle]==target)

return true;

if(A[start]<A[middle])

{

if(target>=A[start] && target<=A[middle])

end = middle;

else

start = middle+1;

}else if(A[start]>A[middle]){

if(target>=A[middle] && target<=A[end])

start = middle;

else

end = middle -1;

}else{

start ++; //只能顺序查找了

}

}

return false;

}

}

### 1.5 Median of Two Sorted Arrays

 There are two sorted arrays A and B of size m and n respectively. Find the median of the two sorted arrays. The overall run time complexity should be O(log (m+n)).

题解：

### 1.6 Longest Consecutive Sequence

 Given an unsorted array of integers, find the length of the longest consecutive elements sequence.

For example,  
Given [100, 4, 200, 1, 3, 2],  
The longest consecutive elements sequence is [1, 2, 3, 4]. Return its length: 4.

Your algorithm should run in O(*n*) complexity.

题解：

public class Solution {

public int longestConsecutive(int[] num) {

int len = num.length;

if(len<=0) return 0;

HashSet<Integer> set = new HashSet<Integer>();

int longest = 1;

for(int i=0;i<len;i++)

set.add(num[i]);

for(int i=0;i<len;i++)

{

int temp = num[i],max = 1;

int j=1;

set.remove(temp);

while(set.contains(temp-j))

{

set.remove(temp-j);

max ++;

j ++;

}

j = 1;

while(set.contains(temp+j))

{

set.remove(temp+j);

max ++;

j ++;

}

if(max>longest)

longest = max;

}

return longest;

}

}

1.7 Two Sum

Given an array of integers, find two numbers such that they add up to a specific target number.

The function twoSum should return indices of the two numbers such that they add up to the target, where index1 must be less than index2. Please note that your returned answers (both index1 and index2) are not zero-based.

You may assume that each input would have exactly one solution.

**Input:** numbers={2, 7, 11, 15}, target=9  
**Output:** index1=1, index2=2

题解：

public class Solution {

public int[] twoSum(int[] numbers, int target) {

int[] result = new int[2];

HashMap<Integer,Integer> map = new HashMap<Integer,Integer>();

for(int i=0;i<numbers.length;i++)

{

map.put(numbers[i],i+1);

}

for(int i=0;i<numbers.length;i++)

{

if(map.containsKey(target-numbers[i])&&map.get(target-numbers[i])!=(i+1))

{

result[0] = (i+1)>map.get(target-numbers[i])?map.get(target-numbers[i]):(i+1);

result[1] = (i+1)<map.get(target-numbers[i])?map.get(target-numbers[i]):(i+1);

break;

}

}

return result;

}

}

### 1.8 3Sum

 Given an array *S* of *n* integers, are there elements *a*, *b*, *c* in *S* such that *a* + *b* + *c* = 0? Find all unique triplets in the array which gives the sum of zero.

**Note:**

* Elements in a triplet (*a*,*b*,*c*) must be in non-descending order. (ie, *a* ≤ *b* ≤ *c*)
* The solution set must not contain duplicate triplets.

For example, given array S = {-1 0 1 2 -1 -4},

A solution set is:

(-1, 0, 1)

(-1, -1, 2)

题解：

public class Solution {

public List<List<Integer>> threeSum(int[] num) {

List<List<Integer>> result = new ArrayList<List<Integer>>();

if(num.length<3) return result;

Arrays.sort(num);

for(int i=0;i<num.length-2;i++)

{

if(num[i]>0) break;

int s = i+1,e=num.length-1;

if(num[i]+num[s]>0) break;

while(s<e)

{

if(s!=i+1 && num[s]==num[s-1])

{

s ++;

continue; //防止对于重复的进行再一次程序运行，很重要

}

if((num[i]+num[s]+num[e])==0)

{

List<Integer> temp = new ArrayList<Integer>();

temp.add(num[i]);

temp.add(num[s]);

temp.add(num[e]);

if(!result.contains(temp))

result.add(temp);

s ++;

e --;

}else if((num[i]+num[s]+num[e])>0){

e --;

}else{

s ++;

}

}

}

return result;

}

}

### 1.9 3Sum Closest

 Given an array *S* of *n* integers, find three integers in *S* such that the sum is closest to a given number, target. Return the sum of the three integers. You may assume that each input would have exactly one solution.

For example, given array S = {-1 2 1 -4}, and target = 1.

The sum that is closest to the target is 2. (-1 + 2 + 1 = 2).

题解：

public class Solution {

public int threeSumClosest(int[] num, int target) {

int min = Integer.MAX\_VALUE;

int result = 0;

Arrays.sort(num);

for(int i=0;i<num.length-2;i++)

{

int s = i+1,e=num.length-1;

while(s<e)

{

if(Math.abs((num[i]+num[s]+num[e])-target)<min)

{

min = Math.abs((num[i]+num[s]+num[e])-target);

result = num[i]+num[s]+num[e];

}

if(num[i]+num[s]+num[e]>target) e--;

else s++;

}

}

return result;

}

}

1.10 4Sum

Given an array *S* of *n* integers, are there elements *a*, *b*, *c*, and *d* in *S* such that *a* + *b* + *c* + *d* = target? Find all unique quadruplets in the array which gives the sum of target.

**Note:**

* Elements in a quadruplet (*a*,*b*,*c*,*d*) must be in non-descending order. (ie, *a* ≤ *b* ≤ *c* ≤ *d*)
* The solution set must not contain duplicate quadruplets.

For example, given array S = {1 0 -1 0 -2 2}, and target = 0.

A solution set is:

(-1, 0, 0, 1)

(-2, -1, 1, 2)

(-2, 0, 0, 2)

题解：

public class Solution {

public List<List<Integer>> fourSum(int[] num, int target) {

List<List<Integer>> result = new ArrayList<List<Integer>>();

if(num.length<4) return result;

Arrays.sort(num);

for(int j=0;j<num.length-3;j++)

{

for(int i=j+1;i<num.length-2;i++)

{

int s = i+1,e=num.length-1;

while(s<e)

{

if((num[j]+num[i]+num[s]+num[e])==target)

{

List<Integer> temp = new ArrayList<Integer>();

temp.add(num[j]);

temp.add(num[i]);

temp.add(num[s]);

temp.add(num[e]);

if(!result.contains(temp))

result.add(temp);

s ++;

e --;

}else if((num[j]+num[i]+num[s]+num[e])>target){

e --;

}else{

s ++;

}

}

}

}

return result;

}

}

### 1.11 Remove Element

 Given an array and a value, remove all instances of that value in place and return the new length.

The order of elements can be changed. It doesn't matter what you leave beyond the new length.

题解：

(1)public class Solution {

public int removeElement(int[] A, int elem) {

int left = A.length;

for(int i=0;i<left;i++)

{

if(A[i]==elem)

{

while(A[left-1]==elem)

{

if(left-1 > i)

left --;

else

break;

}

if(left-1 != i)

A[i] = A[left-1];

left --;

}

}

return left;

}

}

(2)public class Solution {

public int removeElement(int[] A, int elem) {

int len = A.length ,index = 0;

for(int i=0;i<len;i++)

{

if(A[i]!=elem)

{

A[index++] = A[i];

}

}

return index;

}

}

### 1.12 Next Permutation

 Implement next permutation, which rearranges numbers into the lexicographically next greater permutation of numbers.

If such arrangement is not possible, it must rearrange it as the lowest possible order (ie, sorted in ascending order).

The replacement must be in-place, do not allocate extra memory.

Here are some examples. Inputs are in the left-hand column and its corresponding outputs are in the right-hand column.  
1,2,3 → 1,3,2  
3,2,1 → 1,2,3  
1,1,5 → 1,5,1

题解：

public class Solution {

public int minindex(int[] A,int start,int end,int value)

{

int index=0;

for(int i=end;i>=start;i--)

{

if(A[i]>value)

{

index = i;

break;

}

}

return index;

}

public int[] sort(int[] A,int start,int end)

{

int[] temp = new int[end-start+1];

for(int i=start;i<=end;i++)

{

temp[i-start] = A[i];

}

Arrays.sort(temp);

return temp;

}

public boolean isreverse(int[] A)

{

boolean flag = true;

for(int i=0;i<A.length-1;i++)

{

if(A[i]<A[i+1])

{

flag = false;

break;

}

}

return flag;

}

public void nextPermutation(int[] num) {

if(isreverse(num))

{

Arrays.sort(num);

return ;

}

for(int i=num.length-2;i>=0;i--)

{

if(num[i]<num[i+1])

{

int index= minindex(num,i+1,num.length-1,num[i]);

int temp = num[i];

num[i] = num[index];

num[index] = temp;

int[] t = sort(num,i+1,num.length-1);

for(int j=i+1;j<num.length;j++)

num[j] = t[j-i-1];

break;

}

}

}

}

1.13 Permutation Sequence

The set [1,2,3,…,*n*] contains a total of *n*! unique permutations.

By listing and labeling all of the permutations in order,  
We get the following sequence (ie, for *n* = 3):

1. "123"
2. "132"
3. "213"
4. "231"
5. "312"
6. "321"

Given *n* and *k*, return the *k*th permutation sequence.

**Note:** Given *n* will be between 1 and 9 inclusive.

题解：

public class Solution {

public int factorial(int n)

{

int result = 1;

for(int i=1;i<=n;i++)

result \*= i;

return result;

}

public String getPermutation(int n, int k) {

StringBuilder s = new StringBuilder();

List<Integer> lst = new ArrayList<Integer>();

for(int i=1;i<=n;i++)

lst.add(i);

int count = n;

k --; //编码是从0开始的。很重要

while(!lst.isEmpty())

{

int t = k/factorial(count-1);

s.append(lst.remove(t));

k = k%factorial(count-1);

count --;

}

return s.toString();

}

}

### 1.14 Valid Sudoku

 Determine if a Sudoku is valid, according to: [Sudoku Puzzles - The Rules](http://sudoku.com.au/TheRules.aspx).

The Sudoku board could be partially filled, where empty cells are filled with the character '.'.

题解：

public class Solution {

public boolean check(char[][] board,int a,int b)

{

for(int i=0;i<9;i++)

{

if(board[a][i]==board[a][b] && i!=b)

return false;

}

for(int i=0;i<9;i++)

{

if(board[i][b]==board[a][b] && i!=a)

return false;

}

for(int i=(a/3)\*3;i<=(a/3)\*3+2;i++)

{

for(int j=(b/3)\*3;j<=(b/3)\*3+2;j++)

{

if(board[i][j]==board[a][b]&&i!=a&&j!=b)

return false;

}

}

return true;

}

public boolean isValidSudoku(char[][] board) {

for(int i=0;i<9;i++)

{

for(int j=0;j<9;j++)

{

if(board[i][j]!='.')

{

if(check(board,i,j)==false)

return false;

}

}

}

return true;

}

}

### 1.15 Trapping Rain Water

 Given *n* non-negative integers representing an elevation map where the width of each bar is 1, compute how much water it is able to trap after raining.

For example,   
Given [0,1,0,2,1,0,1,3,2,1,2,1], return 6.

![http://www.leetcode.com/wp-content/uploads/2012/08/rainwatertrap.png](data:image/png;base64,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)

The above elevation map is represented by array [0,1,0,2,1,0,1,3,2,1,2,1]. In this case, 6 units of rain water (blue section) are being trapped.

题解：

public class Solution {

public int trap(int[] A) {

int max = Integer.MIN\_VALUE,maxindex=-1;

for(int i=0;i<A.length;i++)

{

if(A[i]>max)

{

max = A[i];

maxindex = i;

}

}

int result = 0;

for(int i=0,temp=0;i<maxindex;i++)

{

if(A[i]>temp) temp = A[i];

else result += temp-A[i];

}

for(int i=A.length-1,temp=0;i>maxindex;i--)

{

if(A[i]>temp) temp = A[i];

else result += temp-A[i];

}

return result;

}

}

### 1.16 Rotate Image

 You are given an *n* x *n* 2D matrix representing an image.

Rotate the image by 90 degrees (clockwise).

Follow up:  
Could you do this in-place?

题解：

public class Solution {

public void rotate(int[][] matrix) {

int len = matrix.length;

for(int i=0;i<len-1;i++)

{

for(int j=0;j<len-1-i;j++)

{

int temp = matrix[len-1-j][len-1-i];

matrix[len-1-j][len-1-i] = matrix[i][j];

matrix[i][j] = temp;

}

}

for(int i=0;i<=(len-1)/2;i++)

{

for(int j=0;j<len;j++)

{

int temp = matrix[i][j];

matrix[i][j] = matrix[len-1-i][j];

matrix[len-1-i][j] = temp;

}

}

}

}

1.17 Plus One

Given a non-negative number represented as an array of digits, plus one to the number.

The digits are stored such that the most significant digit is at the head of the list.

题解：

public class Solution {

public int[] plusOne(int[] digits) {

int len = digits.length;

int[] temp = new int[len+1];

int a = digits[len-1] + 1;

int jin = a/10;

temp[len] = a%10;

for(int i=len-2;i>=0;i--)

{

a = digits[i]+jin;

jin = a/10;

temp[i+1] = a%10;

}

if(jin==0)

{

int[] result = new int[len];

for(int i=1;i<=len;i++)

result[i-1] = temp[i];

return result;

}else{

temp[0] = jin;

return temp;

}

}

}

1.18 Climbing Stairs

You are climbing a stair case. It takes *n* steps to reach to the top.

Each time you can either climb 1 or 2 steps. In how many distinct ways can you climb to the top?

题解：

public class Solution {

public int climbStairs(int n) {

if(n<=1) return 1;

int[] result = new int[n+1];

result[0] = result[1] = 1;

for(int i=2;i<=n;i++)

{

result[i] = result[i-1] + result[i-2];

}

return result[n];

}

}

### 1.19 Gray Code

 The gray code is a binary numeral system where two successive values differ in only one bit.

Given a non-negative integer *n* representing the total number of bits in the code, print the sequence of gray code. A gray code sequence must begin with 0.

For example, given *n* = 2, return [0,1,3,2]. Its gray code sequence is:

00 - 0

01 - 1

11 - 3

10 - 2

**Note:**  
For a given *n*, a gray code sequence is not uniquely defined.

For example, [0,2,3,1] is also a valid gray code sequence according to the above definition.

For now, the judge is able to judge based on one instance of gray code sequence. Sorry about that.

题解：

public class Solution {

public List<Integer> grayCode(int n) {

List<Integer> result = new ArrayList<Integer>();

int count = (int)Math.pow(2,n);

for(int i=0;i<count;i++)

{

int t = (i>>1)^i;

result.add(t);

}

return result;

}

}

1.20 Set Matrix Zeroes

Given a *m* x *n* matrix, if an element is 0, set its entire row and column to 0. Do it in place.

题解：

public class Solution {

public void setZeroes(int[][] matrix) {

List<Integer> lst1 = new ArrayList<Integer>();

List<Integer> lst2 = new ArrayList<Integer>();

for(int i=0;i<matrix.length;i++)

{

for(int j=0;j<matrix[0].length;j++)

{

if(matrix[i][j]==0)

{

if(!lst1.contains(i))

lst1.add(i);

if(!lst2.contains(j))

lst2.add(j);

}

}

}

for(int i=0;i<lst1.size();i++)

{

int row = lst1.get(i);

for(int j=0;j<matrix[0].length;j++)

matrix[row][j] = 0;

}

for(int i=0;i<lst2.size();i++)

{

int col = lst2.get(i);

for(int j=0;j<matrix.length;j++)

matrix[j][col] = 0;

}

}

}

### 1.21 Gas Station

 There are *N* gas stations along a circular route, where the amount of gas at station *i* is gas[i].

You have a car with an unlimited gas tank and it costs cost[i] of gas to travel from station *i* to its next station (*i*+1). You begin the journey with an empty tank at one of the gas stations.

Return the starting gas station's index if you can travel around the circuit once, otherwise return -1.

**Note:**  
The solution is guaranteed to be unique.

题解：

public class Solution {

public int canCompleteCircuit(int[] gas, int[] cost) {

int n = gas.length;

int total=0,sum=0,index=-1;

for(int i=0;i<n;i++)

{

sum += gas[i]-cost[i];

total += gas[i]-cost[i];

if(sum<0)

{

index = i;

sum = 0;

}

}

return total>=0?index+1:-1;

}

}

1.22 Candy

There are *N* children standing in a line. Each child is assigned a rating value.

You are giving candies to these children subjected to the following requirements:

* Each child must have at least one candy.
* Children with a higher rating get more candies than their neighbors.

What is the minimum candies you must give?

题解：

public class Solution {

public int candy(int[] ratings) {

int[] left = new int[ratings.length];

int[] right = new int[ratings.length];

for(int i=1;i<ratings.length;i++)

{

if(ratings[i]>ratings[i-1])

left[i] = left[i-1] + 1;

}

for(int i=ratings.length-2;i>=0;i--)

{

if(ratings[i]>ratings[i+1])

right[i] = right[i+1] + 1;

}

int result = 0;

for(int i=0;i<ratings.length;i++)

{

int temp = left[i]>right[i]?left[i]:right[i];

result += temp;

}

return result+ratings.length;

}

}

### 1.23 Single Number

 Given an array of integers, every element appears *twice* except for one. Find that single one.

**Note:**  
Your algorithm should have a linear runtime complexity. Could you implement it without using extra memory?

题解：

public class Solution {

public int singleNumber(int[] A) {

int result = A[0];

for(int i=1;i<A.length;i++)

result ^= A[i];

return result;

}

}

1.24 Single Number II

Given an array of integers, every element appears *three* times except for one. Find that single one.

**Note:**  
Your algorithm should have a linear runtime complexity. Could you implement it without using extra memory?

题解：

public class Solution {

public int singleNumber(int[] A) {

int result = 0;

for(int i=0;i<32;i++)

{

int t = 1<<i,total = 0;

for(int j=0;j<A.length;j++)

{

if((A[j]&t) !=0)

total += 1;

}

if(total%3!=0)

result |= 1<<i;

}

return result;

}

}

1. **单链表**

### 2.1 Add Two Numbers

 You are given two linked lists representing two non-negative numbers. The digits are stored in reverse order and each of their nodes contain a single digit. Add the two numbers and return it as a linked list.

**Input:** (2 -> 4 -> 3) + (5 -> 6 -> 4)  
**Output:** 7 -> 0 -> 8

题解：

public class Solution {

public ListNode addTwoNumbers(ListNode l1, ListNode l2) {

if(l1==null && l2==null) return null;

ListNode result = new ListNode(0);

ListNode node = result;

int jin = 0;

while(l1!=null || l2!=null)

{

int a = 0;

if(l1!=null)

{

a += l1.val;

l1 = l1.next;

}

if(l2!=null)

{

a += l2.val;

l2 = l2.next;

}

a += jin;

jin = a/10;

ListNode temp = new ListNode(a%10);

node.next = temp;

node = node.next;

}

if(jin!=0)

{

ListNode temp = new ListNode(jin);

node.next = temp;

}

return result.next;

}

}

### 2.2 Reverse Linked List II

 Reverse a linked list from position *m* to *n*. Do it in-place and in one-pass.

For example:  
Given 1->2->3->4->5->NULL, *m* = 2 and *n* = 4,

return 1->4->3->2->5->NULL.

**Note:**  
Given *m*, *n* satisfy the following condition:  
1 ≤ *m* ≤ *n* ≤ length of list.

题解：

public class Solution {

public ListNode reverseBetween(ListNode head, int m, int n) {

ListNode start = null,cur = null,pre=null;

int count = 0;

ListNode head2 = new ListNode(-1);

head2.next = head;

ListNode node = head2;

for(count=0;count<m-1;count++)

node = node.next;

start = node;

pre = node.next;

cur = pre.next;

for(count=m+1;count<=n;count++)

{

pre.next = cur.next;

cur.next = start.next; //

start.next = cur;

cur = pre.next;

}

return head2.next;

}

}

### 2.3 Partition List

 Given a linked list and a value *x*, partition it such that all nodes less than *x* come before nodes greater than or equal to *x*.

You should preserve the original relative order of the nodes in each of the two partitions.

For example,  
Given 1->4->3->2->5->2 and *x* = 3,  
return 1->2->2->4->3->5.

题解：

public class Solution {

public ListNode partition(ListNode head, int x) {

ListNode r = new ListNode(-1);

ListNode node = r;

ListNode dummy = new ListNode(-1);

dummy.next = head;

ListNode pre = dummy;

while(head!=null)

{

if(head.val<x)

{

ListNode temp = head;

node.next = temp;

node = node.next;

pre.next = head.next;

head = pre.next;

}else{

pre =head;

head = head.next;

}

}

node.next = dummy.next;

return r.next;

}

}

### 2.4 Remove Duplicates from Sorted List

 Given a sorted linked list, delete all duplicates such that each element appear only *once*.

For example,  
Given 1->1->2, return 1->2.  
Given 1->1->2->3->3, return 1->2->3.

题解：

public class Solution {

public ListNode deleteDuplicates(ListNode head) {

if(head==null) return null;

ListNode node = head;

while(node!=null)

{

if(node.next==null)

break;

else{

if(node.val!=node.next.val)

{

node = node.next;

}else{

ListNode temp = node;

while(temp.val==node.val)

{

temp = temp.next;

if(temp==null) break;

}

node.next = temp;

node = temp;

}

}

}

return head;

}

}

### 2.5 Remove Duplicates from Sorted List II

 Given a sorted linked list, delete all nodes that have duplicate numbers, leaving only *distinct* numbers from the original list.

For example,  
Given 1->2->3->3->4->4->5, return 1->2->5.  
Given 1->1->1->2->3, return 2->3.

题解：

public class Solution {

public ListNode deleteDuplicates(ListNode head) {

ListNode h = new ListNode(-1);

h.next = head;

ListNode node = h;

while(head!=null)

{

if(head.next==null)

{

node.next = head;

break;

}else{

if(head.val==head.next.val)

{

ListNode temp = head;

while(temp.val==head.val)

{

temp = temp.next;

if(temp==null) break;

}

head = temp;

node.next = head;

}else{

node.next = head;

node = node.next;

head = head.next;

}

}

}

return h.next;

}

}

### 2.6 Rotate List

 Given a list, rotate the list to the right by *k* places, where *k*is non-negative.

For example:  
Given 1->2->3->4->5->NULL and *k* = 2,  
return 4->5->1->2->3->NULL.

题解：

public class Solution {

public ListNode rotateRight(ListNode head, int k) {

if(head==null) return null;

int len = 0;

ListNode node = head;

while(node!=null)

{

len ++;

node=node.next;

}

int kk = k%len;

if(kk==0) return head;

node = head;

for(int i=0;i<len-kk-1;i++)

node = node.next;

ListNode h = node.next;

node.next =null;

ListNode temp = h;

while(temp.next!=null)

temp = temp.next;

temp.next = head;

return h;

}

}

2.7 Remove Nth Node From End of List

Given a linked list, remove the *n*th node from the end of list and return its head.

For example,

Given linked list: **1->2->3->4->5**, and ***n* = 2**.

After removing the second node from the end, the linked list becomes **1->2->3->5**.

**Note:**  
Given *n* will always be valid.  
Try to do this in one pass.

题解：

public class Solution {

public ListNode removeNthFromEnd(ListNode head, int n) {

ListNode h = new ListNode(-1);

h.next = head;

ListNode last = h;

for(int i=0;i<n;i++)

last=last.next;

ListNode left = h;

while(last.next!=null)

{

last = last.next;

left = left.next;

}

left.next = left.next.next;

return h.next;

}

}

2.8 Swap Nodes in Pairs

Given a linked list, swap every two adjacent nodes and return its head.

For example,  
Given 1->2->3->4, you should return the list as 2->1->4->3.

Your algorithm should use only constant space. You may **not** modify the values in the list, only nodes itself can be changed.

题解：

public class Solution {

public ListNode swapPairs(ListNode head) {

if(head==null ||head.next==null) return head;

ListNode dummy = new ListNode(-1);

dummy.next = head;

ListNode s = dummy,cur=dummy.next,ne=cur.next;

while(cur!=null&&ne!=null)

{

cur.next= ne.next;

ne.next = s.next;

s.next = ne;

s = cur;

cur = cur.next;

if(cur!=null)

ne = cur.next;

else

break;

}

return dummy.next;

}

}

2.9 Reverse Nodes in k-Group

Given a linked list, reverse the nodes of a linked list *k* at a time and return its modified list.

If the number of nodes is not a multiple of *k* then left-out nodes in the end should remain as it is.

You may not alter the values in the nodes, only nodes itself may be changed.

Only constant memory is allowed.

For example,  
Given this linked list: 1->2->3->4->5

For *k* = 2, you should return: 2->1->4->3->5

For *k* = 3, you should return: 3->2->1->4->5

题解：

public class Solution {

public ListNode reverseKGroup(ListNode head, int k) {

if(k==1 || head==null ||head.next==null) return head;

ListNode dummy = new ListNode(-1);

dummy.next= head;

ListNode s = dummy,cur = s.next,ne = cur.next;

boolean flag = true;

ListNode node = head;

int count = 0;

while(node!=null)

{

count ++;

node = node.next;

}

if(count<k) flag = false;

count = 1;

while(flag)

{

if(count<k){

cur.next = ne.next;

ne.next = s.next;

s.next = ne;

ne = cur.next;

count ++;

}else{

node = cur.next;

count = 0;

while(node!=null)

{

count ++;

node = node.next;

}

if(count<k) { flag = false;break;}

else{

count = 1;

s = cur;

cur = s.next;

ne = cur.next;

}

}

}

return dummy.next;

}

}

2.10 Copy List with Random Pointer

A linked list is given such that each node contains an additional random pointer which could point to any node in the list or null.

Return a deep copy of the list.

题解：

public class Solution {

public RandomListNode copyRandomList(RandomListNode head) {

if(head==null) return null;

RandomListNode node = head;

while(node!=null)

{

RandomListNode temp = new RandomListNode(node.label);

temp.next = node.next;

node.next = temp;

node = node.next.next;

}

RandomListNode cur = head,ne = cur.next;

while(cur!=null)

{

ne = cur.next;

if(cur.random!=null)

ne.random = cur.random.next;

else

ne.random = null;

cur = ne.next;

}

RandomListNode dummy = new RandomListNode(-1);

node = head;

cur = dummy;

while(node!=null)

{

cur.next = node.next;

cur = cur.next;

node.next = node.next.next;

node = node.next;

}

return dummy.next;

}

}

2.11 Linked List Cycle

Given a linked list, determine if it has a cycle in it.

Follow up:  
Can you solve it without using extra space?

题解：

public class Solution {

public boolean hasCycle(ListNode head) {

if(head==null || head.next==null) return false;

ListNode fast = head,slow = head;

int count = 0;

while(fast!=null)

{

if(fast==slow && count!=0) //防止单节点自环

return true;

if(fast.next==null) return false;

else

fast = fast.next.next;

slow = slow.next;

count ++;

}

return false;

}

}

2.12 Linked List Cycle II

Given a linked list, return the node where the cycle begins. If there is no cycle, return null.

Follow up:  
Can you solve it without using extra space?

题解：

public class Solution {

public boolean isCycle(ListNode head)

{

if(head==null || head.next==null) return false;

ListNode fast = head,slow = head;

int count = 0;

while(fast!=null)

{

if(fast==slow && count!=0) //防止单节点自环

return true;

if(fast.next==null) return false;

else

fast = fast.next.next;

slow = slow.next;

count ++;

}

return false;

}

public ListNode detectCycle(ListNode head) {

if(isCycle(head)==false) return null;

ListNode fast = head,slow = head;

int count = 0;

while(fast!=slow || count==0)

{

fast = fast.next.next;

slow = slow.next;

if(fast==slow) break;

}

slow = head;

while(slow!=fast)

{

slow = slow.next;

fast = fast.next;

}

return fast;

}

}

### 2.13 Reorder List

 Given a singly linked list *L*: *L*0→*L*1→…→*Ln*-1→*L*n,  
reorder it to: *L*0→*Ln*→*L*1→*Ln*-1→*L*2→*Ln*-2→…

You must do this in-place without altering the nodes' values.

For example,  
Given {1,2,3,4}, reorder it to {1,4,2,3}.

题解：

public class Solution {

public void reorderList(ListNode head) {

ListNode node = head;

int len = 0;

while(node!=null)

{

len ++;

node = node.next;

}

if(len<=2) return;

ListNode s = head;

for(int i=0;i<len-len/2-1;i++)

s = s.next;

ListNode cur = s.next,ne = cur.next;

while(ne!=null)

{

cur.next = ne.next;

ne.next= s.next;

s.next = ne;

ne = cur.next;

}

cur = head;

ne = s.next;

while(cur!=s)

{

s.next= ne.next;

ne.next = cur.next;

cur.next = ne;

cur = ne.next;

ne = s.next;

}

}

}

2.14 LRU Cache

Design and implement a data structure for Least Recently Used (LRU) cache. It should support the following operations: get and set.

get(key) - Get the value (will always be positive) of the key if the key exists in the cache, otherwise return -1.  
set(key, value) - Set or insert the value if the key is not already present. When the cache reached its capacity, it should invalidate the least recently used item before inserting a new item.

题解：

### 3.1 Valid Palindrome

 Given a string, determine if it is a palindrome, considering only alphanumeric characters and ignoring cases.

For example,  
"A man, a plan, a canal: Panama" is a palindrome.  
"race a car" is *not* a palindrome.

**Note:**  
Have you consider that the string might be empty? This is a good question to ask during an interview.

For the purpose of this problem, we define empty string as valid palindrome.

题解：

public class Solution {

public boolean isPalindrome(String s) {

if(s.equals("")) return true;

String ss = s.toLowerCase();

StringBuilder sb = new StringBuilder();

for(int i=0;i<ss.length();i++)

{

if((ss.charAt(i)>='a' && ss.charAt(i)<='z')||(ss.charAt(i)>='0' && ss.charAt(i)<='9'))

{

String temp = ss.charAt(i)+"";

sb.append(temp);

}

}

String temp = sb.toString();

for(int i=0,j=temp.length()-1;i<=j;i++,j--)

{

if(temp.charAt(i)!=temp.charAt(j))

return false;

}

return true;

}

}

### 3.2 Implement strStr()

 Implement strStr().

Returns the index of the first occurrence of needle in haystack, or -1 if needle is not part of haystack.

**Update (2014-11-02):**  
The signature of the function had been updated to return the *index* instead of the pointer. If you still see your function signature returns a char \* or String, please click the reload button  to reset your code definition.

题解：

### 3.3 String to Integer (atoi)

 Implement atoi to convert a string to an integer.

**Hint:** Carefully consider all possible input cases. If you want a challenge, please do not see below and ask yourself what are the possible input cases.

**Notes:** It is intended for this problem to be specified vaguely (ie, no given input specs). You are responsible to gather all the input requirements up front.

**Update (2015-02-10):**  
The signature of the C++ function had been updated. If you still see your function signature accepts aconst char \* argument, please click the reload button  to reset your code definition.

The function first discards as many whitespace characters as necessary until the first non-whitespace character is found. Then, starting from this character, takes an optional initial plus or minus sign followed by as many numerical digits as possible, and interprets them as a numerical value.

The string can contain additional characters after those that form the integral number, which are ignored and have no effect on the behavior of this function.

If the first sequence of non-whitespace characters in str is not a valid integral number, or if no such sequence exists because either str is empty or it contains only whitespace characters, no conversion is performed.

If no valid conversion could be performed, a zero value is returned. If the correct value is out of the range of representable values, INT\_MAX (2147483647) or INT\_MIN (-2147483648) is returned.

题解：

public class Solution {

public int atoi(String str) {

String s = str.trim();

if(s.equals("")) return 0;

boolean minus = true;

int count = 0,position=0;

while(s.charAt(position)=='-' || s.charAt(position)=='+')

{

count ++;

position ++;

}

if(count>=2) return 0;

if(count==0 || s.charAt(0)=='+') minus = false;

int result = 0,i=0;

if(count==0) i=0;

else i = 1;

for( ;i<s.length();i++)

{

if(s.charAt(i)>='0' && s.charAt(i)<='9')

{

if(result>Integer.MAX\_VALUE/10 || (result==Integer.MAX\_VALUE/10 &&s.charAt(i)-'0'>Integer.MAX\_VALUE%10))

return minus==true?Integer.MIN\_VALUE:Integer.MAX\_VALUE;

result = result\*10 + s.charAt(i)-'0';

}

else

break;

}

if(minus==true) result \*= -1;

return result;

}

}

3.4 Add Binary

Given two binary strings, return their sum (also a binary string).

For example,  
a = "11"  
b = "1"  
Return "100".

题解：

public class Solution {

public String addBinary(String a, String b) {

StringBuilder sb = new StringBuilder();

int jin = 0;

int i = a.length()-1,j = b.length()-1;

while(i>=0 || j>=0)

{

int temp = 0;

if(i>=0) temp += a.charAt(i)-'0';

if(j>=0) temp += b.charAt(j)-'0';

temp += jin;

if(temp==3)

{

jin = 1;

sb.append("1");

}else if(temp==2){

jin = 1;

sb.append("0");

}else{

jin = 0;

sb.append(temp+"");

}

i --;

j --;

}

if(jin!=0) sb.append(jin+"");

return sb.reverse().toString();

}

}

### 3.5 Longest Palindromic Substring

 Given a string *S*, find the longest palindromic substring in *S*. You may assume that the maximum length of *S* is 1000, and there exists one unique longest palindromic substring.

题解：

public class Solution {

public String longestPalindrome(String s) {

int longest = Integer.MIN\_VALUE,flag=1,index=-1;

for(int i=0;i<s.length();i++)

{

int left = i-1,right=i+1,temp = 0;

while(left>=0 && right<s.length() && s.charAt(left)==s.charAt(right))

{

temp += 2;

left --;

right ++;

}

if(temp+1 > longest) {longest = temp +1;index=i;flag=1;}

left = i;

right = i+1;

temp = 0;

while(left>=0 && right<s.length() && s.charAt(left)==s.charAt(right))

{

temp += 2;

left --;

right ++;

}

if(temp > longest) {longest = temp;flag = -1;index=i;}

}

if(flag==1)

return s.substring(index-longest/2,index+longest/2+1);

else

return s.substring(index-longest/2+1,index+longest/2+1);

}

}

### 3.6 Regular Expression Matching

 Implement regular expression matching with support for'.' and '\*'.

'.' Matches any single character.

'\*' Matches zero or more of the preceding element.

The matching should cover the **entire** input string (not partial).

The function prototype should be:

bool isMatch(const char \*s, const char \*p)

Some examples:

isMatch("aa","a") → false

isMatch("aa","aa") → true

isMatch("aaa","aa") → false

isMatch("aa", "a\*") → true

isMatch("aa", ".\*") → true

isMatch("ab", ".\*") → true

isMatch("aab", "c\*a\*b") → true

题解：

public class Solution {

public boolean isMatch(String s, String p) {

if(p.length() == 0)

return s.length() == 0;

//p's length 1 is special case

if(p.length() == 1 || p.charAt(1) != '\*'){

if(s.length() < 1 || (p.charAt(0) != '.' && s.charAt(0) != p.charAt(0)))

return false;

return isMatch(s.substring(1), p.substring(1));

}else{

int len = s.length();

int i = -1;

while(i<len && (i < 0 || p.charAt(0) == '.' || p.charAt(0) == s.charAt(i))){

if(isMatch(s.substring(i+1), p.substring(2)))

return true;

i++;

}

return false;

}

}

}

### 3.7 Wildcard Matching

 Implement wildcard pattern matching with support for '?' and '\*'.

'?' Matches any single character.

'\*' Matches any sequence of characters (including the empty sequence).

The matching should cover the **entire** input string (not partial).

The function prototype should be:

bool isMatch(const char \*s, const char \*p)

Some examples:

isMatch("aa","a") → false

isMatch("aa","aa") → true

isMatch("aaa","aa") → false

isMatch("aa", "\*") → true

isMatch("aa", "a\*") → true

isMatch("ab", "?\*") → true

isMatch("aab", "c\*a\*b") → false

题解：

递归的方式会超时

public class Solution {

public boolean isMatch(String s, String p) {

int a=0,b=0,star=-1,match = -1;

while(a<s.length())

{

if(b<p.length()&&(s.charAt(a)==p.charAt(b) || p.charAt(b)=='?'))

{

a ++;

b ++;

}else if(b<p.length()&&p.charAt(b)=='\*' ){

while(b<p.length()&&p.charAt(b)=='\*') b++;

if(b==p.length()) return true;

star = b;

match = a;

}else

{

if(star!=-1)

{

b = star;

match ++;

a = match;

}else

{

return false;

}

}

}

while(b<p.length()&&p.charAt(b)=='\*')

b++;

return b==p.length();

}

}

### 3.8 Longest Common Prefix

 Write a function to find the longest common prefix string amongst an array of strings.

题解：

public class Solution {

public int longestCommon(String a,String b)

{

int i=0,j=0;

int result = 0;

while(i<a.length()&&j<b.length())

{

if(a.charAt(i)==b.charAt(j))

{

result += 1;

i ++; j ++;

}

else

break;

}

return result;

}

public String longestCommonPrefix(String[] strs) {

if(strs.length==0) return "";

if(strs.length==1) return strs[0];

int result = Integer.MAX\_VALUE;

for(int i=1;i<strs.length;i++)

{

int temp = longestCommon(strs[0],strs[i]);

if(temp<result)

result = temp;

}

return strs[0].substring(0,result);

}

}

3.9 Valid Number

Validate if a given string is numeric.

Some examples:  
"0" => true  
" 0.1 " => true  
"abc" => false  
"1 a" => false  
"2e10" => true

**Note:** It is intended for the problem statement to be ambiguous. You should gather all requirements up front before implementing one.

题解：

We start with trimming.

* If we see [0-9] we reset the number flags.
* We can only see . if we didn't see e or ..
* We can only see e if we didn't see e but we did see a number. We reset numberAfterE flag.
* We can only see + and - in the beginning and after an e
* any other character break the validation.

At the and it is only valid if there was at least 1 number and if we did see an e then a number after it as well.

So basically the number should match this regular expression:

[-+]?[0-9]\*(.[0-9]+)?(e[-+]?[0-9]+)?

public class Solution {

public boolean isNumber(String s) {

s = s.trim();

boolean pointSeen = false;

boolean eSeen = false;

boolean numberSeen = false;

boolean numberAfterE = true;

for(int i=0; i<s.length(); i++) {

if('0' <= s.charAt(i) && s.charAt(i) <= '9') {

numberSeen = true;

numberAfterE = true;

} else if(s.charAt(i) == '.') {

if(eSeen || pointSeen) {

return false;

}

pointSeen = true;

} else if(s.charAt(i) == 'e') {

if(eSeen || !numberSeen) {

return false;

}

numberAfterE = false;

eSeen = true;

} else if(s.charAt(i) == '-' || s.charAt(i) == '+') {

if(i != 0 && s.charAt(i-1) != 'e') {

return false;

}

} else {

return false;

}

}

return numberSeen && numberAfterE;

}

}

3.10 Integer to Roman

3.11 Roman to Integer

Given a roman numeral, convert it to an integer.

Input is guaranteed to be within the range from 1 to 3999.

题解：

### 3.12 Count and Say

The count-and-say sequence is the sequence of integers beginning as follows:  
1, 11, 21, 1211, 111221, ...

1 is read off as "one 1" or 11.  
11 is read off as "two 1s" or 21.  
21 is read off as "one 2, then one 1" or 1211.

Given an integer *n*, generate the *n*th sequence.

Note: The sequence of integers will be represented as a string.

### 题解：

### public class Solution {

### public static String read(String s)

### {

### char c = s.charAt(0);

### int count = 1;

### StringBuilder sb = new StringBuilder();

### for(int i=1;i<s.length();i++)

### {

### if(s.charAt(i)==c)

### count ++;

### else{

### sb.append(count+"");

### sb.append(c+"");

### c = s.charAt(i);

### count = 1;

### }

### }

### sb.append(count+"");

### sb.append(c+"");

### return sb.toString();

### }

### public String countAndSay(int n) {

### if(n<=0) return "";

### String s = "1";

### for(int i=1;i<n;i++)

### {

### s = read(s);

### }

### return s;

### }

### }

### 3.13 Anagrams

 Given an array of strings, return all groups of strings that are anagrams.

Note: All inputs will be in lower-case.

题解：

public class Solution {

public List<String> anagrams(String[] strs) {

List<String> result = new ArrayList<String>();

if(strs.length<=0) return result;

Map<String,List<String>> map = new HashMap<String,List<String>>();

for(int i=0;i<strs.length;i++)

{

char[] temp = strs[i].toCharArray();

Arrays.sort(temp);

String s = new String(temp);

if(map.get(s)==null)

{

List<String> lst = new ArrayList<String>();

lst.add(strs[i]);

map.put(s,lst);

}else{

List<String> lst = map.get(s);

lst.add(strs[i]);

map.put(s,lst);

}

}

Iterator<String> keys = map.keySet().iterator();

while(keys.hasNext())

{

String t = (String) keys.next();

List<String> lst = map.get(t);

if(lst.size()>1)

{

for(int i=0;i<lst.size();i++)

result.add(lst.get(i));

}

}

return result;

}

}

### 3.14 Simplify Path

 Given an absolute path for a file (Unix-style), simplify it.

For example,  
**path** = "/home/", => "/home"  
**path** = "/a/./b/../../c/", => "/c"

[click to show corner cases.](https://leetcode.com/problems/simplify-path/)

**Corner Cases:**

* Did you consider the case where **path** = "/../"?  
  In this case, you should return "/".
* Another corner case is the path might contain multiple slashes '/' together, such as "/home//foo/".  
  In this case, you should ignore redundant slashes and return "/home/foo".

### 题解：

### public class Solution {

### public String simplifyPath(String path) {

### List<String> lst = new ArrayList<String>();

### StringBuilder sb = new StringBuilder();

### for(int i=0;i<path.length();i++)

### {

### if(path.charAt(i)!='/')

### sb.append(path.charAt(i)+"");

### else

### {

### String s = sb.toString();

### if(!s.equals(""))

### {

### lst.add(s);

### sb = new StringBuilder();

### }

### }

### }

### String s = sb.toString();

### if(!s.equals(""))

### lst.add(s);

### s = "";

### // String[] temp = path.split("/{1,}");

### Stack<String> stack = new Stack<String>();

### for(int i=0;i<lst.size();i++)

### {

### if(lst.get(i).equals("."))

### continue;

### else if(lst.get(i).equals(".."))

### {

### if(!stack.isEmpty())

### stack.pop();

### }

### else

### stack.push(lst.get(i));

### }

### while(!stack.isEmpty())

### {

### s = "/"+stack.pop()+s;

### }

### if(s.equals(""))

### return "/";

### else

### return s;

### }

### }

### 3.15 Length of Last Word

 Given a string *s* consists of upper/lower-case alphabets and empty space characters ' ', return the length of last word in the string.

If the last word does not exist, return 0.

**Note:** A word is defined as a character sequence consists of non-space characters only.

For example,   
Given *s* = "Hello World",  
return 5.

S = “a “

Return 1.

题解：

public class Solution {

public int lengthOfLastWord(String s) {

int i = 0,len=0;

String ss = s.trim();

for(i=ss.length()-1;i>=0;i--)

{

if(ss.charAt(i)!=' ')

len ++;

else

break;

}

return len;

}

}

4 栈和队列

4.1 栈

### 4.1.1 Valid Parentheses

 Given a string containing just the characters '(', ')', '{', '}', '[' and ']', determine if the input string is valid.

The brackets must close in the correct order, "()" and "()[]{}" are all valid but "(]" and "([)]" are not.

题解：

public class Solution {

public boolean isValid(String s) {

if(s.equals("")) return true;

Stack<Character> stack = new Stack<Character>();

for(int i=0;i<s.length();i++)

{

if(s.charAt(i)=='('||s.charAt(i)=='['||s.charAt(i)=='{')

stack.push(s.charAt(i));

else if(s.charAt(i)==')')

{

if(!stack.isEmpty()&&stack.peek()=='(')

stack.pop();

else

return false;

}else if(!stack.isEmpty()&&s.charAt(i)==']')

{

if(stack.peek()=='[')

stack.pop();

else

return false;

}else if(!stack.isEmpty()&&s.charAt(i)=='}')

{

if(stack.peek()=='{')

stack.pop();

else

return false;

}else

return false;

}

if(stack.isEmpty()) return true;

else return false;

}

}

4.1.2 Longest Valid Parentheses

Given a string containing just the characters '(' and ')', find the length of the longest valid (well-formed) parentheses substring.

For "(()", the longest valid parentheses substring is "()", which has length = 2.

Another example is ")()())", where the longest valid parentheses substring is "()()", which has length = 4.

题解：

public class Solution {

public int longestValidParentheses(String s) {

int longest = 0;

Stack<Integer> stack = new Stack<Integer>();

int left = 0;

for(int i=0;i<s.length();i++)

{

if(s.charAt(i)=='(')

{

stack.push(i);

}

else{

if(!stack.isEmpty())

{

stack.pop();

if(!stack.isEmpty())

longest = longest>(i-stack.peek())?longest:(i-stack.peek());

else

{

longest = longest>(i-left+1)?longest:(i-left+1);

}

}

else

left = i+1;

}

}

return longest;

}

}

4.1.3 Largest Rectangle in Histogram

Given *n* non-negative integers representing the histogram's bar height where the width of each bar is 1, find the area of largest rectangle in the histogram.

![http://www.leetcode.com/wp-content/uploads/2012/04/histogram.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAALwAAADMCAMAAAD+tTlYAAAAGXRFWHRTb2Z0d2FyZQBBZG9iZSBJbWFnZVJlYWR5ccllPAAAAD9QTFRFZrb//7ZmkDoA///b2///ADqQOpDbAGa2OgAA/9uQ25A6//+2ZgAAtmYAAAA6tv//AABmkNv/kJBmAAAA////GMlBmQAAAfxJREFUeNrs3W1PgzAUhuEONt6ZYvf/f6srxsRAmWvXIk+8m/jJD+fy5NBuDXk0N+FlwIMHn2mVhbXXSRPfNpezaufLotYdm9P1w9rUvd8L393nvR9q0c7b6v4XvL9J4tvGuNmZRB/Yy9n9aG6VbptPPDWcsODBgwcP/pVlH66j46N/CR48ePDgwSfDn+Yz06jijXLnjfjY1KJ4d6vUD5XwbjMub5XAZ8fPE7O+BuaB5YQFDx48ePCxvugbvSPgpTsPHjx48ODBgwcPHjx48ODBgwcPHjx48ODBgwcPHjx48ODBgwcPPhN+tNZWoniXN9A2le7YbIRtaOCFOz96XlKW6rzw2GykhBwe3w/mK2xDc6t0bzj6Q0I4YcGDBw9eF2/t7++2Hxf/RFXw4MGDB/+v8J0nNWIP/LpuOH68ThvpC3nxnrrB+LKowqNgE+B9deNmfp28sM/ML+rG4cfAOM9U+EXdGHxZhMZ5psGv6kbgI3Kbk+DXdcPxnQ1PDk6B7wLjHnz4tpm/pOz+wPrq8vEAPHjw4MF/4zPlRrxwoxeCP1pzwYMHDx48ePDg8+P7IWH08L549/9xZPE3X/wwePDgwefZKpcvOXLCggcPHrw+/i9uYek8ePDgwYMHDx48ePDgwYMHDx48ePDgwYN/Dq+2fuIlF3jwEetTgAEAJ5umQ4edUd0AAAAASUVORK5CYII=)

Above is a histogram where width of each bar is 1, given height = [2,1,5,6,2,3].

![http://www.leetcode.com/wp-content/uploads/2012/04/histogram_area.png](data:image/png;base64,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)

The largest rectangle is shown in the shaded area, which has area = 10 unit.

For example,  
Given height = [2,1,5,6,2,3],  
return 10.

题解：

public class Solution {

public int largestRectangleArea(int[] height) {

if(height.length<=0) return 0;

Stack<Integer> stack = new Stack<Integer>();

int max = 0,temp=0;

for(int i=0;i<height.length;)

{

if(stack.isEmpty()||height[i]>height[stack.peek()])

{

stack.push(i);i++;

}

else{

int left = stack.pop();

temp = stack.isEmpty()?i:(i-stack.peek()-1);

if(max<temp\*height[left]) max=temp\*height[left];

}

}

while(!stack.isEmpty())

{

int left = stack.pop();

temp = stack.isEmpty()?height.length:(height.length-stack.peek()-1);

if(max<temp\*height[left]) max=temp\*height[left];

}

return max;

}

}

### 4.1.4 Evaluate Reverse Polish Notation

 Evaluate the value of an arithmetic expression in[Reverse Polish Notation](http://en.wikipedia.org/wiki/Reverse_Polish_notation).

Valid operators are +, -, \*, /. Each operand may be an integer or another expression.

Some examples:

["2", "1", "+", "3", "\*"] -> ((2 + 1) \* 3) -> 9

["4", "13", "5", "/", "+"] -> (4 + (13 / 5)) -> 6

题解：

public class Solution {

public int evalRPN(String[] tokens) {

if(tokens.length<=0) return 0;

Stack<Integer> stack = new Stack<Integer>();

for(int i=0;i<tokens.length;i++)

{

if(!tokens[i].equals("+")&&!tokens[i].equals("-")&&!tokens[i].equals("\*")&&!tokens[i].equals("/"))

stack.push(Integer.parseInt(tokens[i]));

else{

int b = stack.pop();

int a = stack.pop();

if(tokens[i].equals("+"))

{

int c = a+b;

stack.push(c);

}else if(tokens[i].equals("-")){

int c = a-b;

stack.push(c);

}else if(tokens[i].equals("\*")){

int c = a\*b;

stack.push(c);

}else {

int c = a/b;

stack.push(c);

}

}

}

return stack.pop();

}

}

5 树

5.1 二叉树的遍历

### 5.1.1 Binary Tree Preorder Traversal

 Given a binary tree, return the *preorder* traversal of its nodes' values.

For example:  
Given binary tree {1,#,2,3},

1

\

2

/

3

return [1,2,3].

**Note:** Recursive solution is trivial, could you do it iteratively?

题解：跌代版

/\*\*

\* Definition for binary tree

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; }

\* }

\*/

public class Solution {

List<Integer> lst = new ArrayList<Integer>();

Stack<TreeNode> stack = new Stack<TreeNode>();

public void printLeft(TreeNode root){

while(root!=null)

{

lst.add(root.val);

if(root.right!=null) stack.push(root.right);

root = root.left;

}

}

public List<Integer> preorderTraversal(TreeNode root) {

printLeft(root);

while(!stack.isEmpty())

{

printLeft(stack.pop());

}

return lst;

}

}

### 5.1.2 Binary Tree Inorder Traversal

 Given a binary tree, return the *inorder* traversal of its nodes' values.

For example:  
Given binary tree {1,#,2,3},

1

\

2

/

3

return [1,3,2].

**Note:** Recursive solution is trivial, could you do it iteratively?

confused what "{1,#,2,3}" means? [> read more on how binary tree is serialized on OJ.](https://leetcode.com/problems/binary-tree-inorder-traversal/)

题解：

public class Solution {

Stack<TreeNode> stack = new Stack<TreeNode>();

public void addLeft(TreeNode root)

{

while(root!=null)

{

stack.push(root);

root = root.left;

}

}

public List<Integer> inorderTraversal(TreeNode root) {

List<Integer> lst = new ArrayList<Integer>();

addLeft(root);

while(!stack.isEmpty())

{

TreeNode temp = stack.pop();

lst.add(temp.val);

if(temp.right!=null)

addLeft(temp.right);

}

return lst;

}

}

5.1.3 Binary Tree Postorder Traversal

Given a binary tree, return the *postorder* traversal of its nodes' values.

For example:  
Given binary tree {1,#,2,3},

1

\

2

/

3

return [3,2,1].

**Note:** Recursive solution is trivial, could you do it iteratively?

题解：

public class Solution {

public void addLeft(TreeNode root,Stack<TreeNode> stack){

while(root!=null)

{

stack.push(root);

root = root.left;

}

}

public List<Integer> postorderTraversal(TreeNode root) {

List<Integer> lst = new ArrayList<Integer>();

Stack<TreeNode> stack = new Stack<TreeNode>();

if(root==null) return lst;

TreeNode pre = null,cur=null;

addLeft(root,stack);

while(!stack.isEmpty())

{

cur = stack.pop();

if(cur.right==null||cur.right==pre)

{

lst.add(cur.val);

pre = cur;

}else{

stack.push(cur);

cur = cur.right;

addLeft(cur,stack);

}

}

return lst;

}

}

5.1.4 Binary Tree Level Order Traversal

Given a binary tree, return the *level order* traversal of its nodes' values. (ie, from left to right, level by level).

For example:  
Given binary tree {3,9,20,#,#,15,7},

3

/ \

9 20

/ \

15 7

return its level order traversal as:

[

[3],

[9,20],

[15,7]

]

confused what "{1,#,2,3}" means? [> read more on how binary tree is serialized on OJ.](https://leetcode.com/problems/binary-tree-level-order-traversal/)

题解：

public class Solution {

public List<List<Integer>> levelOrder(TreeNode root) {

List<List<Integer>> result = new ArrayList<List<Integer>>();

List<TreeNode> lst = new ArrayList<TreeNode>();

if(root==null) return result;

lst.add(root);

while(!lst.isEmpty())

{

List<Integer> temp = new ArrayList<Integer>();

int size = lst.size();

for(int i=0;i<size;i++)

{

TreeNode node = lst.get(0);

temp.add(node.val);

if(node.left!=null) lst.add(node.left);

if(node.right!=null) lst.add(node.right);

lst.remove(0);

}

result.add(temp);

}

return result;

}

}

5.1.5 Binary Tree Level Order Traversal II

Given a binary tree, return the *bottom-up level order* traversal of its nodes' values. (ie, from left to right, level by level from leaf to root).

For example:  
Given binary tree {3,9,20,#,#,15,7},

3

/ \

9 20

/ \

15 7

return its bottom-up level order traversal as:

[

[15,7],

[9,20],

[3]

]

题解：

public class Solution {

public List<List<Integer>> levelOrderBottom(TreeNode root) {

List<List<Integer>> result = new ArrayList<List<Integer>>();

List<TreeNode> lst = new ArrayList<TreeNode>();

if(root==null) return result;

lst.add(root);

while(!lst.isEmpty())

{

List<Integer> temp = new ArrayList<Integer>();

int size = lst.size();

for(int i=0;i<size;i++)

{

TreeNode node = lst.get(0);

temp.add(node.val);

if(node.left!=null) lst.add(node.left);

if(node.right!=null) lst.add(node.right);

lst.remove(0);

}

result.add(temp);

}

List<List<Integer>> r = new ArrayList<List<Integer>>();

for(int i=result.size()-1;i>=0;i--)

r.add(result.get(i));

return r;

}

}

### 5.1.6 Binary Tree Zigzag Level Order Traversal

 Given a binary tree, return the *zigzag level order* traversal of its nodes' values. (ie, from left to right, then right to left for the next level and alternate between).

For example:  
Given binary tree {3,9,20,#,#,15,7},

3

/ \

9 20

/ \

15 7

return its zigzag level order traversal as:

[

[3],

[20,9],

[15,7]

]

题解：

public class Solution {

public List<List<Integer>> zigzagLevelOrder(TreeNode root) {

List<List<Integer>> result = new ArrayList<List<Integer>>();

List<TreeNode> lst = new ArrayList<TreeNode>();

if(root==null) return result;

lst.add(root);

while(!lst.isEmpty())

{

List<Integer> temp = new ArrayList<Integer>();

int size = lst.size();

for(int i=0;i<size;i++)

{

TreeNode node = lst.get(0);

temp.add(node.val);

if(node.left!=null) lst.add(node.left);

if(node.right!=null) lst.add(node.right);

lst.remove(0);

}

result.add(temp);

}

List<List<Integer>> r = new ArrayList<List<Integer>>();

for(int i=0;i<result.size();i++)

{

if(i%2!=0)

{

List<Integer> temp = new ArrayList<Integer>();

for(int j=result.get(i).size()-1;j>=0;j--)

temp.add(result.get(i).get(j));

r.add(temp);

}else{

r.add(result.get(i));

}

}

return r;

}

}

5.1.7 Recover Binary Search Tree

Two elements of a binary search tree (BST) are swapped by mistake.

Recover the tree without changing its structure.

**Note:**  
A solution using O(*n*) space is pretty straight forward. Could you devise a constant space solution?

confused what "{1,#,2,3}" means? [> read more on how binary tree is serialized on OJ.](https://leetcode.com/problems/recover-binary-search-tree/)

**OJ's Binary Tree Serialization:**

The serialization of a binary tree follows a level order traversal, where '#' signifies a path terminator where no node exists below.

Here's an example:

1

/ \

2 3

/

4

\

5

The above binary tree is serialized as "{1,2,3,#,#,4,#,#,5}".

题解：morris方式会改变树的结构

public class Solution {

TreeNode[] tree = new TreeNode[2];

TreeNode pre = null;

public void parse(TreeNode root )

{

if(root==null) return ;

if(root.left!=null)

parse(root.left );

if(pre!=null && pre.val>root.val)

{

if(tree[0]==null)

{

tree[0] = pre;

tree[1] = root;

}else

tree[1] = root;

}

pre = root;

if(root.right!=null)

parse(root.right);

}

public void recoverTree(TreeNode root) {

if(root==null) return;

parse(root);

if(tree[0]!=null && tree[1]!=null)

{

int temp = tree[0].val;

tree[0].val = tree[1].val;

tree[1].val = temp;

}

}

}

5.1.8 Same Tree

Given two binary trees, write a function to check if they are equal or not.

Two binary trees are considered equal if they are structurally identical and the nodes have the same value.

题解：

public class Solution {

public boolean isSameTree(TreeNode p, TreeNode q) {

if(p!=null&&q!=null)

{

if(p.val==q.val)

return isSameTree(p.left,q.left)&&isSameTree(p.right,q.right);

else

return false;

}else if(p==null&&q!=null|| q==null&&p!=null)

return false;

else

return true;

}

}

### 5.1.9 Symmetric Tree

 Given a binary tree, check whether it is a mirror of itself (ie, symmetric around its center).

For example, this binary tree is symmetric:

1

/ \

2 2

/ \ / \

3 4 4 3

But the following is not:

1

/ \

2 2

\ \

3 3

**Note:**  
Bonus points if you could solve it both recursively and iteratively.

题解：

public class Solution {

public boolean Symmetric(TreeNode p,TreeNode q)

{

if(p!=null&q!=null)

{

if(p.val==q.val)

return Symmetric(p.left,q.right)&&Symmetric(p.right,q.left);

else

return false;

}else if(p==null&&q!=null ||p!=null&&q==null)

return false;

else

return true;

}

public boolean isSymmetric(TreeNode root) {

if(root==null) return true;

return Symmetric(root.left,root.right);

}

}

5.1.10 Balanced Binary Tree

Given a binary tree, determine if it is height-balanced.

For this problem, a height-balanced binary tree is defined as a binary tree in which the depth of the two subtrees of *every* node never differ by more than 1.

题解：

public class Solution {

public int tree(TreeNode root)

{

if(root==null) return 0;

int l = tree(root.left);

int r = tree(root.right);

return l+1>r+1?l+1:r+1;

}

public boolean isBalanced(TreeNode root) {

if(root==null) return true;

int l = tree(root.left);

int r = tree(root.right);

if(Math.abs(l-r)<=1)

return isBalanced(root.left)&&isBalanced(root.right);

else

return false;

}

}

5.1.11 Flatten Binary Tree to Linked List

Given a binary tree, flatten it to a linked list in-place.

For example,  
Given

1

/ \

2 5

/ \ \

3 4 6

The flattened tree should look like:

1

\

2

\

3

\

4

\

5

\

6

题解：

public class Solution {

public void flatten(TreeNode root) {

if(root==null) return;

Stack<TreeNode> stack= new Stack<TreeNode>();

stack.push(root);

TreeNode node = null;

while(!stack.isEmpty())

{

node = stack.pop();

if(node.right!=null) stack.push(node.right);

if(node.left!=null) stack.push(node.left);

node.left = null;

if(!stack.isEmpty())

node.right = stack.peek();

}

}

}

### 5.1.12 Populating Next Right Pointers in Each Node

 Given a binary tree

struct TreeLinkNode {

TreeLinkNode \*left;

TreeLinkNode \*right;

TreeLinkNode \*next;

}

Populate each next pointer to point to its next right node. If there is no next right node, the next pointer should be set to NULL.

Initially, all next pointers are set to NULL.

**Note:**

* You may only use constant extra space.
* You may assume that it is a perfect binary tree (ie, all leaves are at the same level, and every parent has two children).

For example,  
Given the following perfect binary tree,

1

/ \

2 3

/ \ / \

4 5 6 7

After calling your function, the tree should look like:

1 -> NULL

/ \

2 -> 3 -> NULL

/ \ / \

4->5->6->7 -> NULL

Populating Next Right Pointers in Each Node II

Follow up for problem "*Populating Next Right Pointers in Each Node*".

What if the given tree could be any binary tree? Would your previous solution still work?

**Note:**

* You may only use constant extra space.

For example,  
Given the following binary tree,

1

/ \

2 3

/ \ \

4 5 7

After calling your function, the tree should look like:

1 -> NULL

/ \

2 -> 3 -> NULL

/ \ \

4-> 5 -> 7 -> NULL

题解：

public class Solution {

public void connect(TreeLinkNode root) {

if(root==null) return;

TreeLinkNode dummy = new TreeLinkNode(-1);

for(TreeLinkNode pre = dummy,cur=root;cur!=null;cur=cur.next)

{

if(cur.left!=null)

{

pre.next = cur.left;

pre = pre.next;

}

if(cur.right!=null)

{

pre.next = cur.right;

pre = pre.next;

}

}

connect(dummy.next); //递归每层第一个元素

}

}

5.2 二叉树的构建

### 5.2.1 Construct Binary Tree from Preorder and Inorder Traversal

 Given preorder and inorder traversal of a tree, construct the binary tree.

**Note:**  
You may assume that duplicates do not exist in the tree.

题解：

public class Solution {

public TreeNode build(int[] preorder, int a,int b,int[] inorder,int c,int d)

{

if(a>b || c>d) return null;

TreeNode root = new TreeNode(preorder[a]);

int l=0,r=0;

for(int i=c;i<=d;i++)

{

if(inorder[i]==preorder[a])

{

l = i-c;

r = d-i;

break;

}

}

TreeNode left = build(preorder,a+1,a+l,inorder,c,c+l-1);

TreeNode right = build(preorder,a+l+1,b,inorder,c+l+1,d);

root.left = left;

root.right = right;

return root;

}

public TreeNode buildTree(int[] preorder, int[] inorder) {

if(preorder.length<=0 || inorder.length<=0) return null;

return build(preorder,0,preorder.length-1,inorder,0,inorder.length-1);

}

}

5.2.2 Construct Binary Tree from Inorder and Postorder Traversal

Given inorder and postorder traversal of a tree, construct the binary tree.

**Note:**  
You may assume that duplicates do not exist in the tree.

题解：

public class Solution {

public TreeNode build(int[] inorder, int a,int b,int[] postorder,int c,int d)

{

if(a>b || c>d) return null;

TreeNode root = new TreeNode(postorder[d]);

int l=0,r=0;

for(int i=a;i<=b;i++)

{

if(inorder[i]==postorder[d])

{

l = i-a;

r = b-i;

break;

}

}

TreeNode left = build(inorder,a,a+l-1,postorder,c,c+l-1);

TreeNode right = build(inorder,a+l+1,b,postorder,c+l,d-1);

root.left = left;

root.right = right;

return root;

}

public TreeNode buildTree(int[] inorder, int[] postorder) {

if(postorder.length<=0 || inorder.length<=0) return null;

return build(inorder,0,inorder.length-1,postorder,0,postorder.length-1);

}

}

5.3 二叉查找树

5.3.1 Unique Binary Search Trees

Given *n*, how many structurally unique **BST's** (binary search trees) that store values 1...*n*?

For example,  
Given *n* = 3, there are a total of 5 unique BST's.

1 3 3 2 1

\ / / / \ \

3 2 1 1 3 2

/ / \ \

2 1 2 3

题解：

public class Solution {

public int numTrees(int n) {

int[] r = new int[n+1];

r[0] = 1;r[1] = 1;

for(int i=2;i<=n;i++)

{

for(int k=1;k<=i;k++)

r[i] += r[k-1]\*r[i-k];

}

return r[n];

}

}

### 5.3.2 Unique Binary Search Trees II

 Given *n*, generate all structurally unique **BST's** (binary search trees) that store values 1...*n*.

For example,  
Given *n* = 3, your program should return all 5 unique BST's shown below.

1 3 3 2 1

\ / / / \ \

3 2 1 1 3 2

/ / \ \

2 1 2 3

题解：

public class Solution {

public List<TreeNode> generate(int a,int b)

{

List<TreeNode> result = new ArrayList<TreeNode>();

if(a>b){

result.add(null);

return result;

}

for(int i=a;i<=b;i++)

{

List<TreeNode> l = generate(a,i-1);

List<TreeNode> r = generate(i+1,b);

for(int j=0;j<l.size();j++)

{

for(int k=0;k<r.size();k++)

{

TreeNode temp = new TreeNode(i);

temp.left = l.get(j);

temp.right = r.get(k);

result.add(temp);

}

}

}

return result;

}

public List<TreeNode> generateTrees(int n) {

return generate(1,n);

}

}

5.3.3 Validate Binary Search Tree

Given a binary tree, determine if it is a valid binary search tree (BST).

Assume a BST is defined as follows:

* The left subtree of a node contains only nodes with keys **less than** the node's key.
* The right subtree of a node contains only nodes with keys **greater than** the node's key.
* Both the left and right subtrees must also be binary search trees.

题解：

可以利用中序遍历。

public class Solution {

List<Integer> lst = new ArrayList<Integer>();

public void isValid(TreeNode root)

{

if(root==null)

return;

isValid(root.left);

lst.add(root.val);

isValid(root.right);

}

public boolean isValidBST(TreeNode root) {

if(root==null)

return true;

isValid(root);

for(int i=0;i<lst.size()-1;i++)

{

if(lst.get(i)>=lst.get(i+1))

return false;

}

return true;

}

}

递归：

public class Solution {

public boolean isValid(TreeNode root,long a,long b){

if(root==null ) return true;

return root.val>a&&root.val<b&&isValid(root.left,a,root.val)&&isValid(root.right,root.val,b);

}

public boolean isValidBST(TreeNode root) {

return isValid(root,Long.MIN\_VALUE,Long.MAX\_VALUE);

}

}

### 5.3.4 Convert Sorted Array to Binary Search Tree

 Given an array where elements are sorted in ascending order, convert it to a height balanced BST

题解：

public class Solution {

public TreeNode sort(int[] num,int a,int b){

if(a>b) return null;

int mid = (a+b)/2;

TreeNode root = new TreeNode(num[mid]);

TreeNode left = sort(num,a,mid-1);

TreeNode right = sort(num,mid+1,b);

root.left = left;

root.right = right;

return root;

}

public TreeNode sortedArrayToBST(int[] num) {

return sort(num,0,num.length-1);

}

}

### 5.3.5 Convert Sorted List to Binary Search Tree

 Given a singly linked list where elements are sorted in ascending order, convert it to a height balanced BST.

题解：

public class Solution {

public TreeNode partSort(ListNode node,int start,int end)

{

int middle = 0;

middle = (start+end)/2;

ListNode h = node;

for(int i=start;i<middle;i++)//应该从start开始而不是0

h = h.next;

TreeNode root = new TreeNode(h.val);

if(middle-1>=start)

root.left = partSort(node,start,middle-1);

else

root.left = null;

if(middle+1<=end)

root.right = partSort(h.next,middle+1,end);//注意开始节点的变化h.next

else

root.right = null;

return root;

}

public TreeNode sortedListToBST(ListNode head) {

if(head==null)

return null;

int len = 0;

ListNode hh = head;

while(hh!=null)

{

len++;

hh = hh.next;

}

TreeNode root = partSort(head,0,len-1);

return root;

}

}

5.4 二叉树的递归

### 5.4.1 Minimum Depth of Binary Tree

 Given a binary tree, find its minimum depth.

The minimum depth is the number of nodes along the shortest path from the root node down to the nearest leaf node.

题解：

public class Solution {

public int minDepth(TreeNode root) {

if(root==null) return 0;

if(root.left==null && root.right==null) return 1;

int l=0,r=0;

if(root.left!=null)

l = minDepth(root.left);

else

l = Integer.MAX\_VALUE;

if(root.right!=null)

r = minDepth(root.right);

else

r = Integer.MAX\_VALUE;

return l<r?l+1:r+1;

}

}

5.4.2 Maximum Depth of Binary Tree

Given a binary tree, find its maximum depth.

The maximum depth is the number of nodes along the longest path from the root node down to the farthest leaf node.

题解：

public class Solution {

public int maxDepth(TreeNode root) {

if(root==null) return 0;

if(root.left==null && root.right==null) return 1;

int l=0,r=0;

if(root.left!=null)

l = maxDepth(root.left);

else

l = Integer.MIN\_VALUE;

if(root.right!=null)

r = maxDepth(root.right);

else

r = Integer.MIN\_VALUE;

return l>r?l+1:r+1;

}

}

5.4.3 Path Sum

Given a binary tree and a sum, determine if the tree has a root-to-leaf path such that adding up all the values along the path equals the given sum.

For example:  
Given the below binary tree and sum = 22,

5

/ \

4 8

/ / \

11 13 4

/ \ \

7 2 1

return true, as there exist a root-to-leaf path 5->4->11->2 which sum is 22.

题解：

public class Solution {

public boolean hasPathSum(TreeNode root, int sum) {

if(root==null) return false;

if(root.left==null&&root.right==null)

{

if(root.val==sum) return true;

else return false;

}

boolean l=false,r=false;

if(root.left!=null)

l = hasPathSum(root.left,sum-root.val);

if(root.right!=null)

r = hasPathSum(root.right,sum-root.val);

return l||r;

}

}

### 5.4.4 Path Sum II

 Given a binary tree and a sum, find all root-to-leaf paths where each path's sum equals the given sum.

For example:  
Given the below binary tree and sum = 22,

5

/ \

4 8

/ / \

11 13 4

/ \ / \

7 2 5 1

return

[

[5,4,11,2],

[5,8,4,5]

]

题解：

public class Solution {

List<List<Integer>> r = new ArrayList<List<Integer>>();

public void sumTree(TreeNode root,int sum,List<Integer> lst){

if(root==null) return;

if(root.left==null&&root.right==null){

if(root.val==sum)

{

lst.add(root.val);

List<Integer> temp = new ArrayList<Integer>();

temp.addAll(lst);

r.add(temp);

lst.remove(lst.size()-1);

return;

}

}

lst.add(root.val);

sumTree(root.left,sum-root.val,lst);

sumTree(root.right,sum-root.val,lst);

int size = lst.size();

lst.remove(size-1);

}

public List<List<Integer>> pathSum(TreeNode root, int sum) {

List<Integer> lst = new ArrayList<Integer>();

sumTree(root,sum,lst);

return r;

}

}5.4.5 Binary Tree Maximum Path Sum

Given a binary tree, find the maximum path sum.

The path may start and end at any node in the tree.

For example:  
Given the below binary tree,

1

/ \

2 3

Return 6.

题解：

public class Solution {

int max = Integer.MIN\_VALUE;

public int maxSum(TreeNode root){

if(root==null) return 0;

int l = maxSum(root.left);

int r = maxSum(root.right);

int sum = root.val;

if(l>0) sum +=l;

if(r>0) sum += r;

if(sum>max) max=sum;

int t = root.val+l>root.val+r?root.val+l:root.val+r;

return root.val>t?root.val:t;

}

public int maxPathSum(TreeNode root) {

maxSum(root);

return max;

}

}

5.4.6 Sum Root to Leaf Numbers

Given a binary tree containing digits from 0-9 only, each root-to-leaf path could represent a number.

An example is the root-to-leaf path 1->2->3 which represents the number 123.

Find the total sum of all root-to-leaf numbers.

For example,

1

/ \

2 3

The root-to-leaf path 1->2 represents the number 12.  
The root-to-leaf path 1->3 represents the number 13.

Return the sum = 12 + 13 = 25.

题解：

public class Solution {

List<Integer> lst = new ArrayList<Integer>();

public void numbers(TreeNode root,int x){

if(root==null) return;

if(root.left==null&&root.right==null)

{

int t = x\*10+root.val;

lst.add(t);

return;

}

numbers(root.left,x\*10+root.val);

numbers(root.right,x\*10+root.val);

}

public int sumNumbers(TreeNode root) {

numbers(root,0);

int result = 0;

for(int i=0;i<lst.size();i++)

result += lst.get(i);

return result;

}

}

6 排序

6.1Merge Sorted Array

Given two sorted integer arrays A and B, merge B into A as one sorted array.

**Note:**  
You may assume that A has enough space (size that is greater or equal to *m* + *n*) to hold additional elements from B. The number of elements initialized in A and B are *m* and *n* respectively.

题解：

public class Solution {

public void merge(int A[], int m, int B[], int n) {

int a = m-1,b=n-1,i=m+n-1;

while(a>=0&&b>=0)

{

if(A[a]>B[b])

{

A[i] = A[a];

a --;

}else{

A[i] = B[b];

b --;

}

i --;

}

for(int j=b;j>=0;j--)

{

A[i] = B[j];

i --;

}

}

}

### 6.2 Merge Two Sorted Lists

 Merge two sorted linked lists and return it as a new list. The new list should be made by splicing together the nodes of the first two lists.

题解：

public class Solution {

public ListNode mergeTwoLists(ListNode l1, ListNode l2) {

ListNode head = new ListNode(-1);

ListNode h=head;

while(l1!=null && l2!=null)

{

ListNode temp = l1.val<l2.val?l1:l2;

h.next = temp;

h=h.next;

if(temp==l1) l1=l1.next;

else l2=l2.next;

}

if(l1==null) h.next = l2;

else h.next = l1;

return head.next;

}

}

6.3 Merge k Sorted Lists

Merge *k* sorted linked lists and return it as one sorted list. Analyze and describe its complexity.

题解：如果按顺序一条条merge的话会超时

public class Solution {

public ListNode merge(ListNode l1, ListNode l2) {

ListNode head = new ListNode(-1);

ListNode h=head;

while(l1!=null && l2!=null)

{

ListNode temp = l1.val<l2.val?l1:l2;

h.next = temp;

h=h.next;

if(temp==l1) l1=l1.next;

else l2=l2.next;

}

if(l1==null) h.next = l2;

else h.next = l1;

return head.next;

}

public ListNode mergeKLists(List<ListNode> lists) {

if(lists.size()==0) return null;

List<ListNode> result = new ArrayList<ListNode>();

List<ListNode> temp = new ArrayList<ListNode>();

result.addAll(lists);

while(result.size()>1)

{

temp.clear();

for(int i=0;i<result.size()/2;i++)

{

temp.add(merge(result.get(2\*i),result.get(2\*i+1)));

}

if(result.size()%2!=0)

temp.add(result.get(result.size()-1));

result.clear();

result.addAll(temp);

}

return result.get(0);

}

}

6.4 Insertion Sort List

Sort a linked list using insertion sort.

题解：

public class Solution {

public ListNode insertionSortList(ListNode head) {

if(head==null || head.next==null) return head;

ListNode dummy = new ListNode(-1);

dummy.next = new ListNode(head.val);

head = head.next;

while(head!=null)

{

ListNode h = dummy.next;

while(h!=null)

{

if(h.val<=head.val)

h = h.next;

else{

ListNode temp = new ListNode(h.val);

temp.next = h.next;

h.next = temp;

h.val = head.val;

break;

}

}

if(h==null)

{

h = dummy.next;

while(h.next!=null)

h = h.next;

h.next = new ListNode(head.val);

}

head = head.next;

}

return dummy.next;

}

}

6.5 Sort List

Sort a linked list in *O*(*n* log *n*) time using constant space complexity.

题解:

public class Solution {

public ListNode mergeTwo(ListNode l1, ListNode l2) {

ListNode head = new ListNode(-1);

ListNode h=head;

while(l1!=null && l2!=null)

{

ListNode temp = l1.val<l2.val?l1:l2;

h.next = temp;

h=h.next;

if(temp==l1) l1=l1.next;

else l2=l2.next;

}

if(l1==null) h.next = l2;

else h.next = l1;

return head.next;

}

public ListNode sortList(ListNode head) {

if(head==null||head.next==null) return head;

int len = 0;

ListNode h = head;

while(h!=null){

h = h.next;

len ++;

}

int mid = len/2;

h = head;

while(mid>1)

{

h = h.next;

mid --;

}

ListNode hh = h.next;

h.next = null;

ListNode left = sortList(head);

ListNode right = sortList(hh);

return mergeTwo(left,right);

}

}

### 6.6 First Missing Positive

 Given an unsorted integer array, find the first missing positive integer.

For example,  
Given [1,2,0] return 3,  
and [3,4,-1,1] return 2.

Your algorithm should run in *O*(*n*) time and uses constant space.

题解：

public class Solution {

public int firstMissingPositive(int[] A) {

for(int i=0;i<A.length;i++)

{

while(A[i]!=(i+1)){

if(A[i]<=0||A[i]>A.length||A[i]==A[A[i]-1]) break;

int temp = A[i];

A[i] = A[temp-1];

A[temp-1] = temp;

}

}

for(int i=0;i<A.length;i++){

if(A[i]!=i+1) return i+1;

}

return A.length+1;

}

}

6.7 Sort Colors

Given an array with *n* objects colored red, white or blue, sort them so that objects of the same color are adjacent, with the colors in the order red, white and blue.

Here, we will use the integers 0, 1, and 2 to represent the color red, white, and blue respectively.

**Note:**  
You are not suppose to use the library's sort function for this problem.

[click to show follow up.](https://leetcode.com/problems/sort-colors/)

**Follow up:**  
A rather straight forward solution is a two-pass algorithm using counting sort.  
First, iterate the array counting number of 0's, 1's, and 2's, then overwrite array with total number of 0's, then 1's and followed by 2's.

Could you come up with an one-pass algorithm using only constant space?

题解：

public class Solution {

public void sortColors(int[] A) {

int red=0,blue=A.length-1;

for(int i=0;i<blue+1;)

{

if(A[i]==0){

int temp = A[i];

A[i] = A[red];

A[red] = temp;

red ++;i ++;

}else if(A[i]==2){

int temp = A[i];

A[i] = A[blue];

A[blue] = temp;

blue --;

}else{

i++;

}

}

}

}

7 查找

### 7.1 Search for a Range

 Given a sorted array of integers, find the starting and ending position of a given target value.

Your algorithm's runtime complexity must be in the order of *O*(log *n*).

If the target is not found in the array, return [-1, -1].

For example,  
Given [5, 7, 7, 8, 8, 10] and target value 8,  
return [3, 4].

题解：

public class Solution {

public int[] searchRange(int[] A, int target) {

int[] result = {-1,-1};

int l=0,r=A.length-1;

while(l<=r){

int mid = (l+r)/2;

if(A[mid]==target&&(mid==(A.length-1)||A[mid+1]!=target)){

result[1] = mid;

break;

}

if(A[mid]<=target){

l = mid+1;

}else if(A[mid]>target){

r = mid-1;

}

}

l=0;r=A.length-1;

while(l<=r){

int mid = (l+r)/2;

if(A[mid]==target&&(mid==0||A[mid-1]!=target)){

result[0] = mid;

break;

}

if(A[mid]<target){

l = mid+1;

}else if(A[mid]>=target){

r = mid-1;

}

}

return result;

}

}

### 7.2 Search Insert Position

 Given a sorted array and a target value, return the index if the target is found. If not, return the index where it would be if it were inserted in order.

You may assume no duplicates in the array.

Here are few examples.  
[1,3,5,6], 5 → 2  
[1,3,5,6], 2 → 1  
[1,3,5,6], 7 → 4  
[1,3,5,6], 0 → 0

题解：

public class Solution {

//log(n)

public int searchInsert(int[] A, int target) {

int l=0,r=A.length-1,result=-1;

int mid = 0;

while(l<=r){

mid = (l+r)/2;

if(A[mid]==target){

result = mid;

break;

}else if(A[mid]<target){

l = mid+1;

}else{

r = mid-1;

}

}

if(result!=-1) return result;

else{

if(A[mid]<target) return mid+1;

else return mid;

}

}

}

7.3 Search a 2D Matrix

Write an efficient algorithm that searches for a value in an*m* x *n* matrix. This matrix has the following properties:

* Integers in each row are sorted from left to right.
* The first integer of each row is greater than the last integer of the previous row.

For example,

Consider the following matrix:

[

[1, 3, 5, 7],

[10, 11, 16, 20],

[23, 30, 34, 50]

]

Given **target** = 3, return true.

题解：

public class Solution {

public boolean searchMatrix(int[][] matrix, int target) {

int i=0,j=matrix[0].length-1;

while(i<matrix.length&&j>=0){

if(matrix[i][j]==target){

return true;

}else if(matrix[i][j]<target){

i ++;

}else{

j --;

}

}

return false;

}

}

8 暴力枚举法

8.1 Subsets

Given a set of distinct integers, *S*, return all possible subsets.

**Note:**

* Elements in a subset must be in non-descending order.
* The solution set must not contain duplicate subsets.

For example,  
If ***S*** = [1,2,3], a solution is:

[

[3],

[1],

[2],

[1,2,3],

[1,3],

[2,3],

[1,2],

[]

]

题解：

public class Solution {

public List<List<Integer>> subsets(int[] S) {

List<List<Integer>> result = new ArrayList<List<Integer>>();

List<Integer> temp = new ArrayList<Integer>();

result.add(temp);

if(S.length==0)

return result;

Arrays.sort(S);

for(int i=0;i<S.length;i++)

{

int n = result.size();

for(int j=0;j<n;j++)

{

temp = new ArrayList<Integer>();

temp.addAll(result.get(j));

temp.add(S[i]);

if(!result.contains(temp))

result.add(temp);

}

}

return result;

}

}

### 8.2 Subsets II

 Given a collection of integers that might contain duplicates, *S*, return all possible subsets.

**Note:**

* Elements in a subset must be in non-descending order.
* The solution set must not contain duplicate subsets.

For example,  
If ***S*** = [1,2,2], a solution is:

[

[2],

[1],

[1,2,2],

[2,2],

[1,2],

[]

]

题解：

public class Solution {

public List<List<Integer>> subsetsWithDup(int[] num) {

List<List<Integer>> result = new ArrayList<List<Integer>>();

List<Integer> temp = new ArrayList<Integer>();

result.add(temp);

if(num.length==0)

return result;

Arrays.sort(num);

for(int i=0;i<num.length;i++)

{

int n = result.size();

for(int j=0;j<n;j++)

{

temp = new ArrayList<Integer>();

temp.addAll(result.get(j));

temp.add(num[i]);

if(!result.contains(temp))

result.add(temp);

}

}

return result;

}

}

### 8.3 Permutations

 Given a collection of numbers, return all possible permutations.

For example,  
[1,2,3] have the following permutations:  
[1,2,3], [1,3,2], [2,1,3], [2,3,1], [3,1,2], and [3,2,1].

题解：

public class Solution {

public List<List<Integer>> permutation(int[] num,int start){

List<List<Integer>> rr = new ArrayList<List<Integer>>();

if(start>=num.length){

List<Integer> lst = new ArrayList<Integer>();

rr.add(lst);

return rr;

}

List<List<Integer>> r = permutation(num,start+1);

for(int i=0;i<r.size();i++){

List<Integer> lst = r.get(i);

for(int j=0;j<=lst.size();j++){

List<Integer> temp = new ArrayList<Integer>();

for(int k=0;k<j;k++)

temp.add(lst.get(k));

temp.add(num[start]);

for(int k=j;k<lst.size();k++)

temp.add(lst.get(k));

rr.add(temp);

}

}

return rr;

}

public List<List<Integer>> permute(int[] num) {

return permutation(num,0);

}

}

### 8.4 Permutations II

 Given a collection of numbers that might contain duplicates, return all possible unique permutations.

For example,  
[1,1,2] have the following unique permutations:  
[1,1,2], [1,2,1], and [2,1,1].

题解：

public class Solution {

public List<List<Integer>> permutation(int[] num,int start){

List<List<Integer>> rr = new ArrayList<List<Integer>>();

if(start>=num.length){

List<Integer> lst = new ArrayList<Integer>();

rr.add(lst);

return rr;

}

List<List<Integer>> r = permutation(num,start+1);

for(int i=0;i<r.size();i++){

List<Integer> lst = r.get(i);

for(int j=0;j<=lst.size();j++){

List<Integer> temp = new ArrayList<Integer>();

for(int k=0;k<j;k++)

temp.add(lst.get(k));

temp.add(num[start]);

for(int k=j;k<lst.size();k++)

temp.add(lst.get(k));

if(!rr.contains(temp))

rr.add(temp);

}

}

return rr;

}

public List<List<Integer>> permuteUnique(int[] num) {

return permutation(num,0);

}

}

8.5 Combinations

Given two integers *n* and *k*, return all possible combinations of *k* numbers out of 1 ... *n*.

For example,  
If *n* = 4 and *k* = 2, a solution is:

[

[2,4],

[3,4],

[2,3],

[1,2],

[1,3],

[1,4],

]

题解：

public class Solution {

List<List<Integer>> result = new ArrayList<List<Integer>>();

public void combination(int n, int k,int start,int cur,List<Integer> lst) {

if(cur==k){

List<Integer> temp = new ArrayList<Integer>();

temp.addAll(lst);

if(!result.contains(temp))

result.add(temp);

}

for(int i=start;i<=n;i++){

lst.add(i);

combination(n,k,i+1,cur+1,lst);

lst.remove(lst.size()-1);

}

}

public List<List<Integer>> combine(int n, int k) {

List<Integer> lst = new ArrayList<Integer>();

combination(n,k,1,0,lst);

return result;

}

}

8.6 Letter Combinations of a Phone Number

Given a digit string, return all possible letter combinations that the number could represent.

A mapping of digit to letters (just like on the telephone buttons) is given below.
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**Input:**Digit string "23"

**Output:** ["ad", "ae", "af", "bd", "be", "bf", "cd", "ce", "cf"].

**Note:**  
Although the above answer is in lexicographical order, your answer could be in any order you want.

题解：

public class Solution {

List<String> combine(List<String> a,List<String> b)

{

List<String> result = new ArrayList<String>();

for(int i=0;i<a.size();i++)

{

for(int j=0;j<b.size();j++)

{

String s = ""+a.get(i)+b.get(j);

result.add(s);

}

}

return result;

}

List<String> convert(String s)

{

List<String> result = new ArrayList<String>();

for(int i=0;i<s.length();i++)

result.add(String.valueOf(s.charAt(i)));

return result;

}

public List<String> letterCombinations(String digits) {

Map<Integer,String> map = new HashMap<Integer,String>();

map.put(0,"");map.put(1,"");map.put(2,"abc");map.put(3,"def");map.put(4,"ghi");

map.put(5,"jkl");map.put(6,"mno");map.put(7,"pqrs");map.put(8,"tuv");map.put(9,"wxyz");

List<String> result = new ArrayList<String>();

if(digits.equals("")) return result;

if(digits.length()==0)

{

result.add("");

return result;

}

List<String> first = new ArrayList<String>();

String temp = map.get(digits.charAt(0)-'0');

first = convert(temp);

for(int i=1;i<digits.length();i++)

{

temp = map.get(digits.charAt(i)-'0');

List<String> t = convert(temp);

first = combine(first,t);

}

return first;

}

}

9 广度优先搜索

9.1 Word Ladder

Given two words (beginWord and endWord), and a dictionary, find the length of shortest transformation sequence from beginWord to endWord, such that:

Only one letter can be changed at a time

Each intermediate word must exist in the dictionary

For example,

Given:

start = "hit"

end = "cog"

dict = ["hot","dot","dog","lot","log"]

As one shortest transformation is "hit" -> "hot" -> "dot" -> "dog" -> "cog",

return its length 5.

Note:

Return 0 if there is no such transformation sequence.

All words have the same length.

All words contain only lowercase alphabetic characters.

题解：

public class Solution {

public int ladderLength(String beginWord, String endWord, Set<String> wordDict) {

int len = beginWord.length();

List<String> lst = new ArrayList<String>();

Map<String,Integer> map = new HashMap<String,Integer>();

lst.add(beginWord);

map.put(beginWord, 1);

int level = 0;

while(!lst.isEmpty()){

String t = lst.remove(0);

level = map.get(t);

for(int k=0;k<len;k++){

for(char j='a';j<='z';j++){

if(j!=t.charAt(k)){

StringBuilder sb=new StringBuilder(t);

sb.setCharAt(k, j);

if(sb.toString().equals(endWord))

return level+1;

if(wordDict.contains(sb.toString())&&map.get(sb.toString())==null)

{

lst.add(sb.toString());

map.put(sb.toString(), level+1);

}

}

}

}

}

return 0;

}

}

9.2 Word Ladder II

Given two words (*start* and *end*), and a dictionary, find all shortest transformation sequence(s) from *start* to *end*, such that:

1. Only one letter can be changed at a time
2. Each intermediate word must exist in the dictionary

For example,

Given:  
*start* = "hit"  
*end* = "cog"  
*dict* = ["hot","dot","dog","lot","log"]

Return

[

["hit","hot","dot","dog","cog"],

["hit","hot","lot","log","cog"]

]

**Note:**

* All words have the same length.
* All words contain only lowercase alphabetic characters.

题解：

public class Solution {

Map<String,Integer> map = new HashMap<String,Integer>();

public void ladderLength(String beginWord, String endWord, Set<String> wordDict) {

int len = beginWord.length();

List<String> lst = new ArrayList<String>();

lst.add(beginWord);

map.put(beginWord, 1);

int level = 0;

while(!lst.isEmpty()){

String t = lst.remove(0);

level = map.get(t);

for(int k=0;k<len;k++){

for(char j='a';j<='z';j++){

if(j!=t.charAt(k)){

StringBuilder sb=new StringBuilder(t);

sb.setCharAt(k, j);

if(sb.toString().equals(endWord)||wordDict.contains(sb.toString()) )

{

if(map.get(sb.toString())==null){

lst.add(sb.toString());

map.put(sb.toString(), level+1);

}

}

}

}

}

}

}

public void genPath(String start, String end, Set<String> dict, List<String> pathArray,List<List<String>> result){

//找到了，需要reverse加入的所有单词

if(start.equals(end)==true) {

pathArray.add(start);

Collections.reverse(pathArray);

result.add(pathArray);

return;

}

if(map.get(start)==null) {

return;

}

pathArray.add(start);

int nextDepth = (int)map.get(start) - 1;

for(int i=0;i<start.length();i++) {

char[] strCharArr = start.toCharArray();

for(char ch='a';ch<='z';ch++) {

if(strCharArr[i]==ch) {

continue;

}

strCharArr[i] = ch;

String newWord = new String(strCharArr);

//只相差一个字母同时这个单词所在的层数也是当前单词的上一层

if(map.get(newWord)!=null&&(map.get(newWord)==nextDepth)) {

ArrayList<String> newPathArray = new ArrayList<String>(pathArray);

genPath(newWord,end,dict,newPathArray,result);

}

}

}

}

public List<List<String>> findLadders(String start, String end, Set<String> dict) {

List<List<String>> result = new ArrayList<List<String>>();

ArrayList<String> path = new ArrayList<String>();

if(start==null||end==null||start.length()!=end.length()) {

return result;

}

ladderLength(start, end, dict);

genPath(end,start, dict, path, result);

return result;

}

}

### 9.3 Surrounded Regions

 Given a 2D board containing 'X' and 'O', capture all regions surrounded by 'X'.

A region is captured by flipping all 'O's into 'X's in that surrounded region.

For example,

X X X X

X O O X

X X O X

X O X X

After running your function, the board should be:

X X X X

X X X X

X X X X

X O X X

题解：

public class Solution {

LinkedList<Integer> queue = new LinkedList<Integer>();

public void bfs(char[][] board,int i,int j)

{

if(board[i][j]!='O')

return;

board[i][j] = 'S';

int code = i\*board[0].length+j;

queue.add(code);

while(!queue.isEmpty()){

code = queue.poll();

int row = code/board[0].length;

int col = code%board[0].length;

if(row>=1 && board[row-1][col]=='O'){

queue.add((row-1)\*board[0].length + col);

board[row-1][col]='S';

}

if(row<=board.length-2 && board[row+1][col]=='O'){

queue.add((row+1)\*board[0].length + col);

board[row+1][col]='S';

}

if(col>=1 && board[row][col-1]=='O'){

queue.add(row\*board[0].length + col-1);

board[row][col-1]='S';

}

if(col<=board[0].length-2 && board[row][col+1]=='O'){

queue.add(row\*board[0].length + col+1);

board[row][col+1]='S';

}

}

}

public void solve(char[][] board) {

if(board.length<=0) return;

for(int j=0;j<board[0].length;j++){

if(board[0][j]=='O')

bfs(board,0,j);

if(board[board.length-1][j]=='O')

bfs(board,board.length-1,j);

}

for(int i=0;i<board.length;i++){

if(board[i][0]=='O')

bfs(board,i,0);

if(board[i][board[0].length-1]=='O')

bfs(board,i,board[0].length-1);

}

for(int i=0;i<board.length;i++){

for(int j=0;j<board[0].length;j++){

if(board[i][j]=='O') board[i][j] ='X';

if(board[i][j]=='S') board[i][j] ='O';

}

}

}

}

10 深度优先搜索

10.1 Palindrome Partitioning

Given a string *s*, partition *s* such that every substring of the partition is a palindrome.

Return all possible palindrome partitioning of *s*.

For example, given *s* = "aab",  
Return

[

["aa","b"],

["a","a","b"]

]

题解：

public class Solution {

public static boolean isPalindrome(String s,int start,int end){

int len = end-start+1;

if(len==1) return true;

if(len%2!=0){

while(s.charAt(start)==s.charAt(end) && start<end){

start ++;

end --;

}

if(start==end) return true;

else return false;

}else{

while(s.charAt(start)==s.charAt(end) && start<end){

start ++;

end --;

}

if(start-1==end) return true;

else return false;

}

}

public static void dfs(String s,int start,List<List<String>> result,List<String> lst){

if(start==s.length()){

List<String> temp = new ArrayList<String>();

temp.addAll(lst);

result.add(temp);

return;

}

for(int i=start;i<s.length();i++){

if(isPalindrome(s,start,i)==true){

lst.add(s.substring(start,i+1));

dfs(s,i+1,result,lst); //i+1

lst.remove(lst.size()-1);

}

}

}

public List<List<String>> partition(String s) {

List<List<String>> result = new ArrayList<List<String>>();

List<String> lst = new ArrayList<String>();

if(s.equals("")) return result;

dfs(s,0,result,lst);

return result;

}

}

Palindrome Partitioning II

Given a string *s*, partition *s* such that every substring of the partition is a palindrome.

Return the minimum cuts needed for a palindrome partitioning of *s*.

For example, given *s* = "aab",  
Return 1 since the palindrome partitioning ["aa","b"] could be produced using 1 cut.

题解：

public class Solution {

public int minCut(String s) {

int len = s.length();

int[][] p = new int[len][len];

int[] result = new int[len];

for(int i=len-1;i>=0;i--){

for(int j=i;j<len;j++){

if(s.charAt(i)==s.charAt(j)&&(j-i<2||p[i+1][j-1]==1))

p[i][j]=1;

}

}

for(int i=len-2;i>=0;i--){

int min = Integer.MAX\_VALUE;

for(int j=i;j<len;j++){

if(p[i][j]==1){

if(j==len-1) min=0;

else if(min>1+result[j+1])

min = 1+result[j+1];

}

}

result[i] = min;

}

return result[0];

}

}

10.2 Unique Paths

A robot is located at the top-left corner of a *m* x *n* grid (marked 'Start' in the diagram below).

The robot can only move either down or right at any point in time. The robot is trying to reach the bottom-right corner of the grid (marked 'Finish' in the diagram below).

How many possible unique paths are there?
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Above is a 3 x 7 grid. How many possible unique paths are there?

**Note:** *m* and *n* will be at most 100.

题解：

public class Solution {

public int uniquePaths(int m, int n) {

if(m==0||n==0) return 0;

int[][] p = new int[m][n];

for(int i=0;i<n;i++) p[0][i] = 1;

for(int i=0;i<m;i++) p[i][0] = 1;

for(int i=1;i<m;i++){

for(int j=1;j<n;j++)

p[i][j] = p[i-1][j]+p[i][j-1];

}

return p[m-1][n-1];

}

}

### 10.3 Unique Paths II

 Follow up for "Unique Paths":

Now consider if some obstacles are added to the grids. How many unique paths would there be?

An obstacle and empty space is marked as 1 and 0 respectively in the grid.

For example,

There is one obstacle in the middle of a 3x3 grid as illustrated below.

[

[0,0,0],

[0,1,0],

[0,0,0]

]

The total number of unique paths is 2.

**Note:** *m* and *n* will be at most 100.

题解：

public class Solution {

public int uniquePathsWithObstacles(int[][] obstacleGrid) {

int m = obstacleGrid.length;

int n = obstacleGrid[0].length;

if(m==0||n==0) return 0;

int[][] p = new int[m][n];

boolean flag = false;

for(int i=0;i<n;i++){

if(obstacleGrid[0][i]==1) flag = true;

if(flag==true) p[0][i] = 0;

else p[0][i] = 1;

}

flag = false;

for(int i=0;i<m;i++){

if(obstacleGrid[i][0]==1) flag = true;

if(flag==true) p[i][0] = 0;

else p[i][0] = 1;

}

for(int i=1;i<m;i++){

for(int j=1;j<n;j++){

if(obstacleGrid[i][j]==1) p[i][j]=0;

else{

if(obstacleGrid[i-1][j]==1) p[i][j] = p[i][j-1];

else if(obstacleGrid[i][j-1]==1) p[i][j] = p[i-1][j];

else p[i][j] = p[i-1][j]+p[i][j-1];

}

}

}

return p[m-1][n-1];

}

}

### 10.4 N-Queens

 The *n*-queens puzzle is the problem of placing *n* queens on an *n*×*n* chessboard such that no two queens attack each other.
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Given an integer *n*, return all distinct solutions to the *n*-queens puzzle.

Each solution contains a distinct board configuration of the *n*-queens' placement, where 'Q' and '.' both indicate a queen and an empty space respectively.

For example,  
There exist two distinct solutions to the 4-queens puzzle:

[

[".Q..", // Solution 1

"...Q",

"Q...",

"..Q."],

["..Q.", // Solution 2

"Q...",

"...Q",

".Q.."]

]

题解：

public class Solution {

public static boolean check(int[] pos,int x,int y)

{

for(int i=0;i<x;i++)

{

if(pos[i]==y)

{

return false;

}

if(x-i==y-pos[i] || i+pos[i]==x+y)

return false;

}

return true;

}

public static void solve(int n,List<String[]> result,int k,int[] pos){

if(k==n){

char[][] c = new char[n][n];

for(int i=0;i<n;i++){

for(int j=0;j<n;j++){

if(j==pos[i]) c[i][j]='Q';

else c[i][j]='.';

}

}

String[] s = new String[n];

for(int i=0;i<n;i++){

StringBuilder sb = new StringBuilder();

for(int j=0;j<n;j++)

sb.append(c[i][j]+"");

s[i] = sb.toString();

}

result.add(s);

return;

}

for(int i=0;i<n;i++){

if(check(pos,k,i)==true){

pos[k]=i;

solve(n,result,k+1,pos);

pos[k]= -1;

}

}

}

public List<String[]> solveNQueens(int n) {

List<String[]> result = new ArrayList<String[]>();

int[] pos = new int[n];

for(int i=0;i<n;i++) pos[i]=-1;

solve(n,result,0,pos);

return result;

}

}

10.5 N-Queens II

Follow up for N-Queens problem.

Now, instead outputting board configurations, return the total number of distinct solutions.
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题解：

public class Solution {

int count = 0;

public boolean check(int[] pos,int x,int y)

{

for(int i=0;i<x;i++)

{

if(pos[i]==y)

{

return false;

}

if(x-i==y-pos[i] || i+pos[i]==x+y)

return false;

}

return true;

}

public void solve(int n,int k,int[] pos){

if(k==n){

count ++;

return;

}

for(int i=0;i<n;i++){

if(check(pos,k,i)==true){

pos[k]=i;

solve(n,k+1,pos);

pos[k]=-1;

}

}

}

public int totalNQueens(int n) {

int[] pos = new int[n];

for(int i=0;i<n;i++) pos[i]=-1;

solve(n,0,pos);

return count;

}

}

10.6 Restore IP Addresses

Given a string containing only digits, restore it by returning all possible valid IP address combinations.

For example:  
Given "25525511135",

return ["255.255.11.135", "255.255.111.35"]. (Order does not matter)

题解：

public class Solution {

public void restore(String s,int start,int count,List<String> result,String t){

if(count==4){

if(start==s.length()){

result.add(t.substring(1));

}

return;

}

if((s.length()-start) > (4-count)\*3 || (s.length()-start) < (4-count)) return; //剪枝

int temp = 0;

for(int i=start;i<start+3;i++){

if(i<s.length()){

temp = temp\*10+s.charAt(i)-'0';

if(temp<=255&&temp>=0){

restore(s,i+1,count+1,result,t+"."+temp);

}

}

if(temp==0) break; //不允许前缀是0，但可以是单个0

}

}

public List<String> restoreIpAddresses(String s) {

List<String> result = new ArrayList<String>();

String t = "";

restore(s,0,0,result,t);

return result;

}

}

10.7 Combination Sum

Given a set of candidate numbers (***C***) and a target number (***T***), find all unique combinations in ***C*** where the candidate numbers sums to ***T***.

The **same** repeated number may be chosen from ***C*** **unlimited** number of times.

**Note:**

* All numbers (including target) will be positive integers.
* Elements in a combination (*a*1, *a*2, … , *a*k) must be in non-descending order. (ie, *a*1 ≤ *a*2 ≤ … ≤ *a*k).
* The solution set must not contain duplicate combinations.

For example, given candidate set 2,3,6,7 and target 7,   
A solution set is:   
[7]   
[2, 2, 3]

题解：

public class Solution {

public void dfs(int[] a ,int target,int pos,List<List<Integer>> results,List<Integer> result)

{

if(target<0) return;

if(target==0)

{

List<Integer> t = new ArrayList<Integer>();

t.addAll(result);

if(!results.contains(t))

results.add(t);

return;

}

for(int i=pos;i<a.length;i++)

{

result.add(a[i]);

**dfs(a,target-a[i], i ,results,result);**

result.remove(result.size()-1);

}

}

public List<List<Integer>> combinationSum(int[] candidates, int target) {

List<List<Integer>> results = new ArrayList<List<Integer>>();

List<Integer> result = new ArrayList<Integer>();

Arrays.sort(candidates);

dfs(candidates,target,0,results,result);

return results;

}

}

10.8 Combination Sum II

Given a collection of candidate numbers (***C***) and a target number (***T***), find all unique combinations in ***C*** where the candidate numbers sums to***T***.

Each number in ***C*** may only be used **once** in the combination.

**Note:**

* All numbers (including target) will be positive integers.
* Elements in a combination (*a*1, *a*2, … , *a*k) must be in non-descending order. (ie, *a*1 ≤ *a*2 ≤ … ≤ *a*k).
* The solution set must not contain duplicate combinations.

For example, given candidate set 10,1,2,7,6,1,5 and target 8,   
A solution set is:   
[1, 7]   
[1, 2, 5]   
[2, 6]   
[1, 1, 6]

题解：

public class Solution {

public void dfs(int[] a ,int target,int pos,List<List<Integer>> results,List<Integer> result)

{

if(target<0) return;

if(target==0)

{

List<Integer> t = new ArrayList<Integer>();

t.addAll(result);

if(!results.contains(t))

results.add(t);

return;

}

for(int i=pos;i<a.length;i++)

{

result.add(a[i]);

**dfs(a,target-a[i], i+1,results,result);**

result.remove(result.size()-1);

}

}

public List<List<Integer>> combinationSum2(int[] num, int target) {

List<List<Integer>> results = new ArrayList<List<Integer>>();

List<Integer> result = new ArrayList<Integer>();

Arrays.sort(num);

dfs(num,target,0,results,result);

return results;

}

}

10.9 Generate Parentheses

Given *n* pairs of parentheses, write a function to generate all combinations of well-formed parentheses.

For example, given *n* = 3, a solution set is:

"((()))", "(()())", "(())()", "()(())", "()()()"

题解：

public class Solution {

public void dfs(int left,int right,List<String> result,String s){

if(left==0&&right==0){

result.add(s);

return;

}

if(left>0) dfs(left-1,right,result,s+"(");

if(right>left) dfs(left,right-1,result,s+")");

}

public List<String> generateParenthesis(int n) {

List<String> result = new ArrayList<String>();

String s = "";

dfs(n,n,result,s);

return result;

}

}

10.10 Sudoku Solver

Write a program to solve a Sudoku puzzle by filling the empty cells.

Empty cells are indicated by the character '.'.

You may assume that there will be only one unique solution.
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A sudoku puzzle...
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...and its solution numbers marked in red.

题解：

public class Solution {

public boolean check(int a,int b,char value,char[][] board){

for(int i=0;i<board[0].length;i++){

if(board[a][i]==value) return false;

}

for(int i=0;i<board.length;i++){

if(board[i][b]==value) return false;

}

for(int i=(a/3)\*3;i<(a/3)\*3+3;i++){

for(int j=(b/3)\*3;j<(b/3)\*3+3;j++){

if(board[i][j]==value) return false;

}

}

return true;

}

public boolean solve(char[][] board,int pos) {

if(pos==81){

return true;

}

int i=pos/9;

int j=pos%9;

if(board[i][j]=='.'){

for(char k='1';k<='9';k++){

if(check(i,j,k,board)==true){

board[i][j]=k;

if(solve(board,pos+1)) return true;

board[i][j]='.';

}

}

return false;

}else

return solve(board,pos+1);

}

public void solveSudoku(char[][] board) {

solve(board,0);

}

}

### 10.11 Word Search

 Given a 2D board and a word, find if the word exists in the grid.

The word can be constructed from letters of sequentially adjacent cell, where "adjacent" cells are those horizontally or vertically neighboring. The same letter cell may not be used more than once.

For example,  
Given **board** =

[

["ABCE"],

["SFCS"],

["ADEE"]

]

**word** = "ABCCED", -> returns true,  
**word** = "SEE", -> returns true,  
**word** = "ABCB", -> returns false.

题解：

public class Solution {

public static boolean dfs(char[][] board,String word,int pos,int x,int y,int[][] index){

if(pos==word.length()) return true;

if(x<0||y<0||x>=board.length||y>=board[0].length) return false;

if(board[x][y]!=word.charAt(pos)) return false;

if(index[x][y]==1) return false;

index[x][y] = 1;

boolean res = dfs(board,word,pos+1,x-1,y,index)||dfs(board,word,pos+1,x,y-1,index)||dfs(board,word,pos+1,x+1,y,index)||dfs(board,word,pos+1,x,y+1,index);

index[x][y] = 0;

return res;

}

public boolean exist(char[][] board, String word) {

int[][] index = new int[board.length][board[0].length];

for(int i=0;i<board.length;i++){

for(int j=0;j<board[0].length;j++){

if(dfs(board,word,0,i,j,index)) return true;

}

}

return false;

}

}

11 分治法

11.1 Pow(x, n)

Implement pow(*x*, *n*).

题解：

public class Solution {

public double power(double x,int n){

if(n==0) return 1.0;

double value = power(x,n/2);

if(n%2==0) return value\*value;

else return value\*value\*x;

}

public double pow(double x, int n) {

if(n>0) return power(x,n);

else

return 1.0/power(x,-n);

}

}

### 11.2 Sqrt(x)

 Implement int sqrt(int x).

Compute and return the square root of *x*.

题解：

public class Solution {

public int mySqrt(int x) {

double error = 0.000000001f;

double high = x;

double low = 0;

while(high-low> error){

double mid = (high+low)/2;

if(mid>x/mid){

high = mid;

}else {

low = mid;

}

}

return (int)Math.floor(high);

}

}

12 贪心法

### 12.1 Jump Game

 Given an array of non-negative integers, you are initially positioned at the first index of the array.

Each element in the array represents your maximum jump length at that position.

Determine if you are able to reach the last index.

For example:  
A = [2,3,1,1,4], return true.

A = [3,2,1,0,4], return false.

题解：

public class Solution {

public boolean dfs(int[] nums,int pos){ //dfs会超时

if(pos>=nums.length-1) return true;

if(pos<nums.length-1&&nums[pos]==0) return false;

boolean res = false;

for(int i=1;i<=nums[pos];i++)

res = res||dfs(nums,pos+i);

return res;

}

public boolean canJump(int[] nums) {

int reach = 1;

for(int i=0;i<reach&&reach<nums.length;i++){

reach = reach>(i+1+nums[i])?reach:i+1+nums[i];

}

return reach>=nums.length;

}

}

12.2 Jump Game II

Given an array of non-negative integers, you are initially positioned at the first index of the array.

Each element in the array represents your maximum jump length at that position.

Your goal is to reach the last index in the minimum number of jumps.

For example:  
Given array A = [2,3,1,1,4]

The minimum number of jumps to reach the last index is 2. (Jump 1 step from index 0 to 1, then 3 steps to the last index.)

题解：

public class Solution {

public int jump(int[] A) {

if(A.length<=1) return 0;

int curJump=1;

int left = 0,right = A[0];

while(left<=right)

{

if (right>=A.length-1 )

return curJump;

int t=right;

while(left<=t)

{

right=right>A[left]+left?right:A[left]+left;

left ++;

}

left = t+1;

curJump++;

}

return -1;

}

}

### 12.3 Best Time to Buy and Sell Stock

 Say you have an array for which the *i*th element is the price of a given stock on day *i*.

If you were only permitted to complete at most one transaction (ie, buy one and sell one share of the stock), design an algorithm to find the maximum profit.

题解：

public class Solution {

public int maxProfit(int[] prices) {

if(prices.length<2) return 0;

int min = prices[0];

int sum = 0;

for(int i=1;i<prices.length;i++){

sum = sum>(prices[i]-min)?sum:prices[i]-min;

if(prices[i]<min) min = prices[i];

}

return sum;

}

}

12.4 Best Time to Buy and Sell Stock II

Say you have an array for which the *i*th element is the price of a given stock on day *i*.

Design an algorithm to find the maximum profit. You may complete as many transactions as you like (ie, buy one and sell one share of the stock multiple times). However, you may not engage in multiple transactions at the same time (ie, you must sell the stock before you buy again).

题解：

public class Solution {

public int maxProfit(int[] prices) {

if(prices.length<2) return 0;

int sum = 0;

int t = prices[0];

for(int i=1;i<prices.length;i++){

if(prices[i]-t >0) sum += prices[i]-t;

t = prices[i];

}

return sum;

}

}

### 12.5 Longest Substring Without Repeating Characters

Given a string, find the length of the longest substring without repeating characters. For example, the longest substring without repeating letters for "abcabcbb" is "abc", which the length is 3. For "bbbbb" the longest substring is "b", with the length of 1.

题解：

public class Solution {

public int lengthOfLongestSubstring(String s) {

int max=0,len=0,start=0;

Map<Character,Integer> map = new HashMap<Character,Integer>();

for(int i=0;i<s.length();i++)

{

if(map.get(s.charAt(i))==null)

{

map.put(s.charAt(i),i);

len += 1;

}

else

{

int temp = map.get(s.charAt(i));

if(temp>=start)

{

start = temp+1;

len = i-temp;

}else{

len += 1;

}

map.put(s.charAt(i),i);

}

if(len>max) max = len;

}

return max;

}

}

12.6 Container With Most Water

Given *n* non-negative integers *a1*, *a2*, ..., *an*, where each represents a point at coordinate (*i*, *ai*). *n* vertical lines are drawn such that the two endpoints of line *i* is at (*i*, *ai*) and (*i*, 0). Find two lines, which together with x-axis forms a container, such that the container contains the most water.

Note: You may not slant the container.

题解：

public int maxArea(int[] height) {

int l=0,r=height.length-1;

int max = 0;

while(l<r){

int min = height[l]<height[r]?height[l]:height[r];

max = max>(r-l)\*min?max:(r-l)\*min;

if(height[l]<height[r]){

int pos = l+1;

while(height[pos]<height[l]) pos ++;

l = pos;

}else{

int pos = r-1;

while(height[pos]<height[r]) pos --;

r = pos;

}

}

return max;

}

13 动态规划

13.1 Triangle

Given a triangle, find the minimum path sum from top to bottom. Each step you may move to adjacent numbers on the row below.

For example, given the following triangle

[

[2],

[3,4],

[6,5,7],

[4,1,8,3]

]

The minimum path sum from top to bottom is 11 (i.e., 2 + 3 + 5 + 1 = 11).

**Note:**  
Bonus point if you are able to do this using only *O*(*n*) extra space, where *n* is the total number of rows in the triangle.

题解：

public class Solution {

public int minimumTotal(List<List<Integer>> triangle) {

int m=triangle.size();

int n=triangle.get(m-1).size();

int[][] f = new int[m][n];

for(int i=0;i<n;i++) f[m-1][i]=triangle.get(m-1).get(i);

for(int i=m-2;i>=0;i--){

for(int j=0;j<triangle.get(i).size();j++){

int min = f[i+1][j]<f[i+1][j+1]?f[i+1][j]:f[i+1][j+1];

f[i][j] = min+triangle.get(i).get(j);

}

}

return f[0][0];

}

}

### 13.2 Maximum Subarray

 Find the contiguous subarray within an array (containing at least one number) which has the largest sum.

For example, given the array [−2,1,−3,4,−1,2,1,−5,4],  
the contiguous subarray [4,−1,2,1] has the largest sum = 6.

[click to show more practice.](https://leetcode.com/problems/maximum-subarray/)

**More practice:**

If you have figured out the O(*n*) solution, try coding another solution using the divide and conquer approach, which is more subtle.

题解：

public class Solution {

public int maxSubArray(int[] nums) {

int[] f = new int[nums.length];

f[0]=nums[0];

for(int i=1;i<nums.length;i++){

f[i] = f[i-1]+nums[i]>nums[i]?f[i-1]+nums[i]:nums[i];

}

int max=Integer.MIN\_VALUE;

for(int i=0;i<nums.length;i++){

if(f[i]>max) max=f[i];

}

return max;

}

}

13.3 Palindrome PartitioningII

13.4 Maximal Rectangle

Given a 2D binary matrix filled with 0's and 1's, find the largest rectangle containing all ones and return its area.

题解：