Maiúsculas e minúsculas FAZEM diferença

Tente escolher nomes COERENTES para as variáveis

Evite ficar utilizando letras e números para nomear variáveis

Javascript não diferencia os números, sejam eles inteiros, reais, fracionado etc.

String = são palavras, frases

Boolean = true/false

typeof informa qual o tipo de dado constante na variável

Manipulação de dados

Convert String to number (3 ways):

Number.parseInt(n)

Number.parseFloat(n)

Number(n)

Convert number to string (2 ways):

String()

n.toString()

Formatando Strings

var s = ‘JavaScript’

‘Eu estou aprendendo s’ // nao faz interpolação

‘Eu estou aprendendo ’ + s // usa concatenação

`Eu estou aprendendo ${s}` // usa template string

s.length // quantos caracteres a string tem

s.toUpperCase() // tudo para ‘MAIÚSCULAS’

s.toLowerCase() // tudo para ‘MINÚSCULAS’

Template Strings

Nao usa mais aspas simples, mas sim ``(crase)

Forma antiga e formatação de strings:

'O aluno ' + nome + ' com ' + idade + ' anos tirou a nota ' + nota

'O aluno Marcos com 34 anos tirou a nota 8'

Forma nova:

`O aluno ${nome} com ${idade} anos tirou a nota ${nota}`

'O aluno Marcos com 34 anos tirou a nota 8'

Formatting numbers

Var n1 = 1543.5

n1.toFixed(2)

'1545.50'

n1.toFixed(2).replace('.', ',')

'1545,50'

n1.toLocaleString('pt-BR', {style: 'currency', currency: 'BRL'})

'R$ 1.545,50'

Operadores

Aritméticos: (Binários, necessitam de dois operandos)

**+** : soma 2+2 : 4

**-** : subtração 5-2 : 3

**\*** : multiplicação 5\*2 : 10

**/** : divisão 5/2 : 2.5

**%** : resto de divisão inteira 5%2 : 1 (5/2, o 1 é o resto da divisão de 5 por 2)

**\*\*** : potenciação 5\*\*2 : 25

Ordem de Precedência:

1 - ()

2 - \*\*

3 - \* / % (se tiver mais de um a ordem é da esquerda para direita)

4 - + -

Atribuição Simples:

Exemplo:

Var a = 5 + 3 : 8

Var b = a % 5 : 3

Var c = 5 \* b \*\* 2 : 45

Var d = 10 – a / 2 : 6

Var e = 6 \* 2 / d : 2

Var f = b % e + 4 / e : 3

Auto atribuição:

Var n = 3

n = n+4 : 7

n = n-5 : 2

n = n\*4 : 8

n = n/2 : 4

n = n\*\*2 : 16

n = n%5 : 1

A variável n foi assumindo outros valores com o passar de novos comandos, assim, a variável n começou com o valor de 3 e terminou com o valor de 1.

Simplificando: n **+=** 4 n -= 5 n \*= 4 n /= 2 n \*\*= 2 n %= 5

Utilizando o operador com o = (+=, -=, etc.), a linguagem Javascript entende que você está referenciando a própria variável e mais uma outra operação

Incremento:

Var x =5

x = x + 1 : 6

x = x - 1 : 5

x += 1 : 6

x -= 1 : 5

O operador de incremento é uma simplificação da simplificação, ou seja, o x += 1 pode ser substituído por x++ e o x -= 1 pode ser substituído por x--

x++(simplificado)

x-- (simplificado)

O incremento pode ser antes (pré-incremento) ++n ou depois (pós-incremento) n++

Operadores relacionais: (resultado SEMPRE booleano, true or false)

> maior – 5 > 2 : true

< menor – 7 < 4 : false

>= maior OU igual – 8 >= 8 : true

<= menor OU igual – 9 <= 7 : false

== igual – 5 == 5 : true

!= diferente – 4 != 4 : false

=== idêntico/igualdade restrita (mesmo valor e tipo) – 5 === ‘5’ : false, 5 === 5 : true

!== desigual restrito (totalmente diferentes em valor e tipo)

Operadores lógicos:

! negação – só tem um operando, operador unário, uma expressão depois do operador ex. !true or !false

&& conjunção (E) uma coisa E outra, ou seja, depende das duas condições para satisfazer. Operador binário.

|  |  |  |  |
| --- | --- | --- | --- |
| Condição 1 | Operador | Condição 2 | Resultado |
| true | && | true | true |
| true | false | false |
| false | true | false |
| false | false | false |

|| disjunção (OU) uma coisa OU outra. Operador binário

|  |  |  |  |
| --- | --- | --- | --- |
| Condição 1 | Operador | Condição 2 | Resultado |
| true | || | true | true |
| true | false | true |
| false | true | true |
| false | false | false |

Ordem de precedência:

1º - ! (Não)

2º - && (E)

3º - || (OU)

Operador ternário:

? : - Ele tem três partes, ou seja, três operandos, um teste lógico, o que acontecer quando o teste lógico for verdadeiro ou quando ele for falso

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Teste lógico | ? | true | : | false |

Ordem de precedência dos operadores:

|  |  |  |
| --- | --- | --- |
| Ordem | Operadores | Ordem dentro dos operadores |
| 1º | Aritméticos | 1º ( )  2º \*\*  3º \* / %  4º + - |
| 2º | Relacionais | Não possuem ordem de precedência, a leitura é da ESQUERDA para DIREITA |
| 3º | Lógicos | 1º !  2º &&  3º || |
| 4º | Ternário | Único, não tem ordem |

Árvore DOM (Document Object Model)

Selecionando elementos para navegar na árvore DOM

Por Marca (tagname) – getElementsByTagName() – pode selecionar mais de um objeto de uma vez utilizando o [], colocando um número que começa em 0, sendo o primeiro elemento que aparecer e vai indo, 1, 2, 3...

Por ID – getElementById ()

Por Nome – getElementsByName() – também pode selecionar mais de um objeto utilizando o []

Por Classe – getElementsByClassName ()

Por Seletor – querySelector () - querySelectorAll () Esse é o mais novo

ID é representado por #

Class é representado por .

DOM Events

Function é um conjunto de códigos, linhas que vão ser executadas só quando o evento ocorrer.

Um bloco em Javascript é delimitado por { }.

Function ação ( ) {

}

Detecção de erros em JS

O JS não mostra o erro diretamente no VS code, por isso tem que clicar com o botão direito no html aberto no navegador e ir em inspecionar, no canto superior direito ele mostra eventuais erros

Condições em JS

If () {

} else {

}

É um losango no fluxograma que irá ter duas possibilidades, dois caminhos. Se acontecer determinada coisa, vai seguir o caminho da direita, se não esta coisa ou outra ocorrer outra coisa diferente, segue o caminho da esquerda.
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Tipos de condições:

- Condição simples:

**if (condição) {**

**true**

**}**

- Condição composta:

**if (condição) {**

**true**

**} else {**

**}**

- Condições aninhadas: São condições dentro de condições.

**If (cond1) {**

**bloco 1**

**} else {**

**If (cond2) {**

**bloco 2**

**} else {**

**bloco 3**

**}**

**}**

- Condição Múltipla:

![](data:image/png;base64,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)

Expressão:

Switch (expressão) {

case valor 1:

bloco 1

**break**

case valor 2:

bloco 2

**break**

case valor 3:

bloco 3

**break**

default:

bloco 4

**break**

}

SEMPRE UTILIZAR O **BREAK** AO FINAL DE CADA BLOCO.

Só funciona com números inteiros e strings.

Estruturas de repetição ou laços

1) while { }

2) do while {}

3) for (inicialização; teste lógico; incremento) – Ele tem três elementos para serem preenchidos nos parenteses.

Variáveis compostas, array ou vetores

Nada mais é que uma variável que tem vários elementos e cada elemento é composto por seu valor e por uma chave de identificação ou key

**O PRIMEIRO ÍNDICE É SEMPRE 0 E NAO 1**

**let num = [5,8,4]**

Aqui foi criado um vetor com três elementos, sendo que o primeiro elemento recebeu o valor 5 e a key 0, o segundo elemento recebeu o valor 8 e a key 1 e o terceiro elemento recebeu o valor 4 e a key 2. Caso queira adicionar mais um elemento neste array, basta digitar:

**num[3] = 6**

Assim, o JS vai entender que, como não há o elemento com a key 3 no array, ele adiciona este elemento que agora terá o valor 6 e a key 3. Se quiser adicionar um elemento na última posição do array, sem se importar exatamente qual é ela, basta digitar:

**num.push(7)**

Desta forma, no nosso array acima, este elemento teria o valor 7 e receberia a key 4, sendo colocado na última posição.

Para saber o comprimento do array (quantidade de elementos que ele possui) basta usar o código:

**num.length**

No nosso exemplo acima retornaria o valor 5, que indica que o array possui 5 elementos.

num

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 5 | 8 | 4 | 6 | 7 |
| 0 | 1 | 2 | 3 | 4 |

**num.sort()**

Este comando organiza o array em ordem crescente, pegando todos os elementos e organizando-os em ordem crescente de acordo com seu valor. Assim, no nosso exemplo o array ficaria da seguinte forma:

num

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 4 | 5 | 6 | 7 | 8 |
| 0 | 1 | 2 | 3 | 4 |

**console.log(num[0])** – Esse código é feito para exibir determinado valor do array.

Uma maneira melhor de exibir todos de uma vez e de forma personalizada é usando o for:

for (let pos = 0; pos < num.length; pos++) {

console.log(`A posição ${pos} tem o valor ${num[pos]}`);

}

Também há uma forma ainda mais simplificada que é:

for (let pos in num) {

console.log(`A posição ${pos} tem o valor de ${num[pos]}`)

}

**num.indexOf(7)**

Esse comando retorna a key na qual está presente o valor colocado entre parenteses, no nosso caso ele retornaria o valor 3, já que o 7 está na key de número 3. Caso coloque um valor que não existe no array, ele retornará o valor -1, que indica que o JS pesquisou no array mas não encontrou nenhuma key com o valor informado.

let pos = num.indexOf(8)

if (pos == -1) {

console.log(`O valor não foi encontrado!`)

} else {

console.log(`O valor está na posição ${pos}`)

}

Funções

São ações executadas assim que são chamadas ou em decorrência de algum evento.

Uma função **pode** receber parâmetros e retornar um resultado. Uma função em JS só pode ter um retorno.

function parimpar (n) {

if (n%2 == 0) {

return 'Par!'

} else {

return 'Ímpar!'

}

}

console.log(parimpar(8))

Parâmetros opcionais são valores pré-definidos que podem ser incluídos nos parâmetros, por exemplo:

function soma (n1=0, n2=0) {

return n1 + n2

}

console.log(soma(7,7))

No caso acima o parâmetro é (n1, n2), mas, opcionalmente, adicionamos o valor padrão para eles de 0, assim, caso a chamada inclua só um valor, não retornará o erro NaN (Not a number), mas sim executará a função considerando o valor informado somado de 0.

É possível também colocar uma função dentro de uma variável:

let v = function (x) {

return x\*2

}

console.log(v(5))

Função recursiva

É o caso de uma função que chama outra função, ou seja, podemos reescrever a função acima para descobrir o fatorial de um número com recursividade, pois sabemos que, matematicamente, o fatorial de um número é n! = n\*(n-1)!:

function fatorial(n) {

if (n == 1) {

return 1

} else {

return n \* fatorial(n-1)

}

}

console.log(fatorial(3))

Introdução a OBJETOS

É semelhante ao array, pois ele vai criar uma variável grande com diversos atributos (elementos), mas, diferentemente do array, a key dos valores também pode ser definida. Como exemplo, podemos citar a eventual criação de um cadastro de usuário, na qual queremos guardar o nome, o sexo, o peso e se ele engordou, vejamos:

cliente

|  |  |  |  |
| --- | --- | --- | --- |
| José | M | 85.4 | function engordar(p) { } |
| nome | sexo | peso | engordar() |

Diferentemente do array, o objeto pode conter em seu atributo uma function.