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Dictionar

O aplicație care permite căutarea în ierarhii de clase serializate JSON
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# Introducere

Dicționarele sunt un exemplu clasic de structuri de date masive care implică primele dificultăți atât în definirea lor corectă, cât și în implementarea generală. Un dicționar, la modul general, este o colecție de date grupate după un număr de proprietăți asemănătoare, proprietatea putând fi orice element din colecție pe care îl definim ca reprezentat. În cazul dicționarelor clasice, acest reprezentant este chiar prima literă a unui cuvânt, iar mai apoi, în variante mai extinse întregi structuri arborescente numite Trie unde un cuvânt se definește ca totalitatea muchiilor de la rădăcină pănă la o anumită frunză.

Aplicația mea constă în simularea unui dicționar simplist folosind funcțiile Lambda, definite în Java 8 care permit manipularea foarte ușoară a colecțiilor folosind Stream-uri, filtre și Predicate. De asemenea, aplicația oferă capabilități de adăugare a cuvintelor și vizualizare a claselor de echivalentă.

# Analiza problemei și modelarea acesteia

Prin analiza problemei, ne referim la un prim set abstract de operații și proprietăți prin care încercăm să depistăm eventualele însușiri și comportamente ale proceselor necunoscute. Programarea orientată ne oferă aici un avantaj clar, tocmai fiindcă ea permite să taclăm problema de la un nivel superiror, fără a mai fi constrâși, într-o așa măsură, de caracteristicile tehnice.

Această strategie de conceptualizare, mai poartă numele și de bottom-up design. Este foarte avantajoasă din prisma găsirii componentelor constituente, deoarece pot fi găsite, relativ ușor, structuri cu o legătură directă în lumea reală( obiecte, acțiuni etc.). Din păcate această versatilitate vine cu prețul complexității, ea crescând spre măsură ce se avansează pe nivelele inferioare.

De cele mai multe ori se pornește de la specificația proiectului, căutându-se:

* Substantive, care devin eventuale clase candidat
* Verbe ce ar putea juca rolul metodelor din clasă.

Odată realizat pasul de mai sus, ar trebui să avem o idee foarte generală asupra problemei. Pasul următor constă în descrierea funcțională a acesteia. Ce trebuie să facă aplicația la intrările X?

Programul va putea fi accesat de un număr ridicat de persoane, de aceea interfața cu utilizatorul devine punctul de pornire al proiectului. Ea trebuie să permită, într-o manieră cât mai convenabilă, comunicarea utilizatorului cu aplicația.

În cazul Dicționarului, se cunoaște că aplicația trebuie să implementeze operațiile de căutare pe colecții elementare – căutare, inserare, editare și ștergere. Modul de codificare al informației, dar și formatul acesteia ocupă un rol foarte important.

În cadrul Dicționarului m-am decis ca intrările aplicației să codifice string-uri.

## Cazuri de utilizare

Din momentul stabilirii metodei de intrare accentul se va pune, paradoxal, mai mult pe cazurile limită, care vor fi tratate mai special. Schematic, în CP, vorbim de următoarele:

* User-ul introduce un polinom “dezordonat”, iar rezultatul este un polinom minificat și ordonat
* Suma/Diferența/Produsul și Împărțirea între primul polinom și al doilea
* Calcularea rezultatelor numerice pentru primul polinom și al doilea
* Cuvinte speciale utilizate în string-urile ce conțin polinoamele
* Trasarea graficului pentru primul polinom

## Scenarii

Utilizarea normală a programului presupune introducerea în caseta de căutare a unui cuvânt așteptat și verificarea acestuia în Dicționar. El este de fapt o macrostructură, formată din colecții de clase .

Totuși, cazul de mai sus este puțin probabil și adesea lucruri neașteptate pot să apară. Dintre acestea se remarcă :

* Introducerea de text, fără semnificație numerică, în câmpurile test
* Introducerea de necunoscute suplimentare(pe langă x)
* Folosirea altor cuvinte cheie decât cele specificate
* Scriere corectă a polinoamelor, dar moduri sintactice care diferă puțin de la user la user

# Proiectare

Clasa **GNU**– cu ajutorul ei se creează interfața grafică folosită în tot proiectul. Tot aici se instanțiază și asculatătorii. Ei au rolul de a surprinde eventualele acțiuni ale utilizatorilor prin intermediul evenimentelor. Tocmai de aceea, la nivelul câmpurilor de text și a butoanelor există câte un ascultător separat.

![](data:image/gif;base64,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)

1. Clasa **Cuvânt –** clasă de bază ce permite **memorarea informațiilor despre cuvântul individual, adică definiția sa și lista de sinonime care îl însoștesc.**
2. Clasa **Clasa**– Clasa composite ce agregă cuvintele în primele structuri mai mari prin care se grupează în funcție de litera cu care încep.
3. Clasa **Monom** – clasa fundamentală a proiectului ce definește structura de monom, entitate ce conține doar un coeficient ( real sau întreg), o putere și, opțional, un String pentru a printa rapid monomul. Tot aici, se află și operațiile fundamentale: +, –, \*, / .
4. Clasa **Cartezian** – nu este neapărat necesară, între ea și celelalte clase existând doar o dependență foarte slabă. Această clasă permite trasarea, relativ dinamic, a polinoamelor, ținându-se cont de valorile de intrare.

Pe lângă tipurile de date primitive existente în clasele specificate mai sus, se folosesc cu preponderență și colecții. Una din cele mai importante colecții se află în clasa Polinom, ce conține o listă de monoame. Desigur, există o de compoziție între un polinom și elementele sale fundamentale, monoamele – în absența lor, o instanță Polinom nu există.

În ansamblu, există o similitudine între modul de proiectare a claselor și MVC pattern. Panel joacă rolul unui View, PolyInterpreter este Controller-ul și în final Polinom, Monom și Cartezian reprezintă clase model.

## Clasa Panel

Conține un Jframe pe care se construiește întreaga interfață.

mainFrame.setSize(900,530);

mainFrame.setLayout(**new** GridLayout(1,2));

S-a adoptat un layout de tip grid, în special deoarece chiar de la început se pot remarca două zone distincte ale interfeței cu utilizatorul:

1. Partea de control, reprezentată de câmpurile și butoanele prin care utilizatorul introduce datele și poate să vadă primele rezultate concrete asupra polinoamelor;
2. Partea de afișare grafică, ce folosește clasa Cartezian într-un mod aproape separat de fluxul normal al programului, afișând automat polinomul 1.

În partea de control, există câteva segmente de cod de aceeași natură, care se repetă cu mici variații. De exemplu, cele sașe zone în care se afișează informațiile despre polinoame și rezultatul operațiilor elementare sunt structural identice, atâta doar că își procură informația din alte locuri.

controlLabel = **new** JLabel("", JLabel.***LEFT***);

controlLabel.setPreferredSize(**new** Dimension(350,20));

statusLabel = **new** JLabel("",JLabel.***LEFT***);

statusLabel.setPreferredSize(**new** Dimension(350,20));

JPanel child\_mess = **new** JPanel();

child\_mess.setLayout(**new** GridLayout(2,1));

child\_mess.add(controlLabel);

child\_mess.add(statusLabel);

În snippet-ul de mai sus se poate remarca structura de bază a unei zone de afișare a datelor despre polinoame. Cele două label-uri se află într-un panel cu layout-ul tot de tip grid, deoarece la redimensionarea ecranului, lățimea se modifică și vrem o oarecare repoziționare a câmpurilor.

Metoda showEventDemo() conține cu precădere ascultătorii, care sunt utilizați mai departe în PolyInterpreter.

<component>.setActionCommand("example");

<component>.addActionListener(**new** PolyInterpreter(**this**));

## Clasa Cuvant

Este clasa care gestionează toate acțiunile venite din partea utilizatorilor și le corelează cu funcționalitățile preexistente. Tocmai de aceea, această clasă implementează interfața **ActionListener** și implicit metoda **actionPerformed()**. Există astfel o singură metodă care gestionează toate evenimentele venite din partea de view și asta fiindcă nu avem nevoie de un paralelism la nivelul tratării acțiunilor – în sensul că utilizatorul nu va executa două sau mai multe acțiuni în mod simutan.

Una din cele mai importante trăsături a clasei este că ea conține tot timpul două String-uri. Utilizatorul va introduce tot timpul informația sub formă de text în cele 2 JTextField-uri. Informația este neschimbată atâta timp cât utilizatorul nu actualizează datele din text field-uri. Rămâne doar să “selectăm” între diferitele acțiuni folosindu-ne de ActionCommand setate în clasa Panel.

Indiferent de tipul acțiunii, la fiecare nou apel trebuie să creăm noi polinoame (deoarece informațiile se schimbă), dar asta nu înseamnă că modul de creare al acestora diferă. Metoda crearePolinom() este prima metodă care face cea dintâi parsare a string-urilor.

1. Se verifică dacă există cuvintele cheie **integ** sau **deriv** în fata polinomului. Daca da, atunci se va crea un polinom integrat, respectiv derivat și se vor face operațiile asupra acestor noi polinoame.
2. Dacă nu s-au găsit cuvinte cheie se încearcă “spargerea” string-ului. Pentru a nu fi nevoiți să folosim metode puțin diferite în funcție de context, am ales o abordare mai puțin elegantă, dar eficientă prin care putem trata polinoame cu coeficienți pozitivi sau negativi.

String actualBuffer =(buffer.contains("-")) ? buffer.replace("-"

,"+-") : buffer;

finalBuffer = (actualBuffer.charAt(0) == '+') ?

actualBuffer.substring(1) : actualBuffer;

monoame = finalBuffer.split("\\+");

Polinom poli = **new** Polinom(monoame, panel.x);

La final, această metodă trimite la constructorul clasei Polinom un vector de String-uri, care vor și acolo parsate suplimentar la nivelul fiecărui monom.

# Clasa Clasa

Clasa ce permite crearea efectivă a polinoamelor, ca și colecții de monoame. Ea are un singur constructor public, cel care necesită un vector de String-uri și doi constructori privați ce sunt folosiți strict în structura internă a clasei Polinom, la crearea de polinoame intermediare necesare pentru diferite operații.

La nivelul constructorului public, partea de parsare laborioasă se află în clasa Monom, rezultatul fiind că, în lipsa unei excepții, apelul acestui constructor va crea cu siguranță un obiect de tipul Polinom, ce va conține un ArrayList<Monom> de monoame.

Pe lângă toate acestea, constructorul conține și o metodă de sortare și minificare (*sort\_and\_minify()*). În lipsa acestei metode, ne-am putea întâlni cu situații în care am avea, în același polinom, monoame de acelasi grad. Sortarea este mai mult o operație auxiliară, dar benefică, eficientizând alte metode.

## Crearea claselor de echivalență

În cazul favorabil, adunarea a două polinoame se rezumă la a suma coeficienții monoamelor, rând pe rând cât timp gradul lor este egal. Totuși, sumarea trebuie să fie valabilă pe caz general.

Să luăm cele două polinoame de mai sus. Un algoritm mai general de însumare se reduce la :

În felul acesta tratăm adunarea pentru cele trei cazuri:

**public** Polinom add(Polinom poli2) {

// Definim polinomul rezultant in care vom memora suma

Polinom poli3 = **new** Polinom(x);

**for**(**int** i=0;i<**this**.monom.size();i++) {

//In acest moment polinoamele sunt minime si sortate

**int** p1 = **this**.monom.get(i).getPutere();

**int** c1 = **this**.monom.get(i).getCoeff();

**int** i\_pow = poli2.getIndexPutere(p1);

**if**(i\_pow == -1) {

// Nu am gasit deci adaugam efectiv un nou monom

poli3.monom.add(**new** Monom(c1, p1));

} **else** {

// Am gasit ceva in polinomul 2 deci sumam

**int** p3 = poli2.monom.get(i\_pow).getPutere();

**int** c3 = poli2.monom.get(i\_pow).getCoeff();

poli3.monom.add(**new** Monom(c1+c3, p3));

// Eliminam ce avem deja

poli2.monom.remove(i\_pow);

}

}

// Pasul final mai e sa adaugam ce a ramas in poli2

**for**(**int** j=0;j<poli2.monom.size();j++) {

**int** p2 = poli2.monom.get(j).getPutere();

**int** c2 = poli2.monom.get(j).getCoeff();

poli3.monom.add(**new** Monom(c2, p2));

}

**return** poli3;

}

## Găsirea unui cuvânt în structura de clase

Nu este decât un caz particular de adunare, unde coeficienții polinomului 2 sunt cu semnul inversat.

1. p2.monom.coeficient \* (-1)
2. add(p1, p2)

## Adăugarea consistentă a cuvintelor la dicționar

**public** Polinom times(Polinom poli2) {

Polinom poli3 = **new** Polinom(x);

**for**(**int** i=0;i<**this**.monom.size();i++) {

Monom m1 = **this**.monom.get(i);

**for**(**int** j=0;j<poli2.monom.size();j++) {

Monom m2 = poli2.monom.get(j);

Monom m3 = m1.times(m2);

// Pentru simplificarea procesului, doar adaugam monoamele

poli3.monom.add(m3);

}

}

poli3.sort\_minify();

**return** poli3;

}

Ne folosim de funcția de sortare care la final va ordona și minifica polinomul rezultat.

## Implementare compozită a dicționarului

**public** ArrayList<Polinom> divide(Polinom impartitor) {

ArrayList<Polinom> polis = **new** ArrayList<Polinom>();

Polinom cat = **new** Polinom(x);

Polinom rest = **new** Polinom(x);

rest = **this**;

**if**(rest.getGrad() < impartitor.getGrad()) {

cat.monom.add(**new** Monom(0,0));

} **else** {

**int** i=3;

**while**(rest.getGrad() >= impartitor.getGrad() && i>=0) {

Monom dm = cautaMaxim(rest);

Monom im = cautaMaxim(impartitor);

Monom m = dm.divide(im);

Polinom pm = **new** Polinom(m, x);

cat.monom.add(m);

rest = rest.sub(impartitor.times(pm));

i--;

}

}

**if**(rest.monom.isEmpty()) rest.monom.add(**new** Monom(0,0));

polis.add(cat);

polis.add(rest);

**return** polis;

}

Se poate remarca că în algoritmii prezentați mai sus se fac anumite operații asupra monoamelor. Aceste metode sunt descrise în clasa Monom.

# Clasa JSON

Clasa care conține operațiile elementare de adunare, scădere, înmulțire și împărțire. Aceste operații nu sunt complexe în vreo manieră și nu necesită explicații suplimentare.

La nivelul acestei clase, se află metoda validare(). Ea nu este decât o implementare a unui arbore decizional pentru a trata diferitele cazuri ce apar la introducerea datelor.

**private** **boolean** validare(String monom) {

// Verificam daca exista caractere ciudate - cu exceptia lui ^

**if**(!monom.matches("^[a-zA-Z0-9\\^\\\*\\- ]\*")) **return** **false**;

Pattern polyFormat = Pattern.*compile*("\\^");

Matcher m = polyFormat.matcher(monom);

String s = **new** String();

**while**(m.find()) {

s = m.group();

}

**if**(s.isEmpty()) { // nu contine ^ =>

buffer = monom.split("[a-zA-Z]");

**if**(buffer.length == 0) {

coeficient = 1;

putere = 1;

} **else** {

coeficient = (!buffer[0].isEmpty()) ? Integer.*parseInt*(buffer[0]) : 1;

putere = (buffer[0] == monom) ? 0 : 1;

}

} **else** { // contine ^ =>

buffer = monom.split("\\^");

**try** {

String nrStr = **new** String();

**for**(**int** i = 0; i < buffer[0].length(); i++){

**char** c = buffer[0].charAt(i);

**if**(c==45) nrStr += c;

**if**(c > 47 && c < 58)nrStr += c;

}

coeficient = (nrStr.isEmpty()) ? 1 : Integer.*parseInt*(nrStr);

putere = Integer.*parseInt*(buffer[1]);

} **catch**(NumberFormatException e) { //

System.***out***.println("Formatul nu este valid");

}

}

**return** **true**;

}

Schematizat, clasa de mai sus face următoarele verificări asupra string-ului formatat, înainte de a crea monoamele specifice:

1. Verifică dacă string-ul conține caractere speciale care nu au ce căuta în descrierea unui polinom(simboluri de tipul **!**, **?**, **;** etc.)
2. Se caută apoi după **^** și se tratează separat situațiile: când există și când nu.
3. Căutăm apoi coeficienții din fața lui x, și tratăm cazurile când nu există nimic în fața acestuia, sau când nu există x.

# Clasa Factory

Este clasa cu care se desenează automat polinomul 1. Această clasă extinde JPanel și suprascrie metoda void paintComponent(Graphics g). Funcționalitatea principală se află în corpul a două metode, cea menționată și cea care calculează valoarea funcției date ca parametru.

Primul pas este să cream axele de coordonate, iar mai apoi să ne desenăm valori într-o manieră dinamică. Pentru aceasta este necesar să folosim un raport de scalare, pentru a ști fată de ce valori să ne raportăm. Ideea este simplă:

1. În loc să lăsăm dimensiunile fixe, lucrăm cu un raport
2. Apoi doar desenăm în locații k \* raport pentru a obține acea scalare dorită

**double** min = (-*maxValue*), max = *maxValue*, ratio = size/(max\*2), fx;

**for**(;min<=max;min+=0.0025){

//O rotunjire bruta - interesant oricum

min=Math.*round*(min\*1000.0)/1000.0;

fx=Math.*round*((**this**.f(min))\*1000.0)/1000.0;

g.drawLine((**int**)(size/2+(ratio\*min)), (**int**)(size/2-(ratio\*fx)),

(**int**)(size/2+(ratio\*min)), (**int**)(size/2-(ratio\*fx)));

}

Cheia unei afișări corespunzătoare este găsirea unui raport la care să raportăm tot timpul valorile de axa Ox cu cele de pe Oy. În esență ne trebuie un factor de scalare care să depindă de lățimea pe care putem desena în raport cu intervalul Ox pe care lucrăm. De aceea, cel mai important lucru este să definim un raport:

# Rezultate

Cu excepția unor mici cazuri când programul este forțat la în zona de input-uri, programul nu va rula corespunzător deoarece nu există parte de parsare pentru eventualele string-uri aleatoare.

În rest, atât rezultatele, cât și valorile se află în grila celor așteptate, programul având un oarecare grad de flexibilitate la nivelului modului de procesare a polinoamelor și parsare a expresiilor speciale.

# **Concluz**ii

Din această primă temă, mi-am dat seama, din păcate la final de importanța sepărării, la nivel conceptual, a parsării string-urilor fată de interpretarea lor de către clasele Polinom și Monom. Această greșeală am facut-o în principal, fiindcă nu am reușit să estimez complexitatea reală a problemei. O clasă separată, Parsare, de exemplu, ar fi fost o alternativă mult mai viabilă fiindcă în acest fel nu ar fi fost nevoie să existe vreo legătură între procesul de determinare al monoamelor din string-uri și crearea efectivă a polinomului.

Ca și dezvoltări ulteriore, ideea de a converti dintr-o bază polinomială într-o alta pare foarte atractivă, necesitând algoritmi pentru manipularea matricilor de transformare a bazelor. Desigur, o bază generală ar pune mari probleme de implementare, dar și din punct de vedere matematic, așa că implementarea unor baze standard(Laplace, Newton, Legendre) pare o alternativă fezabilă.

Ce am învățat este rolul pe care separarea obiectivelor îl are chiar la începutul problemei. Nu o dată, a trebuit să elimin bucăți semnificative de cod fiindcă încercam să compensez lipsa de rigurozitate din faza de planificare cu clauze suplimentare.
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