1. Что такое *TPL*? Как и для чего используется тип *Task*

Библиотека параллельных задач, позволяет распараллелить задачи и выполнять их сразу на нескольких процессорах (для создания многопоточных приложений)

**Task описывает отдельную продолжительную операцию, которая запускается асинхронно в одном из потоков из пула потоков (можно запускать синхронно в текущем потоке) – подобна потокам, но абстракция более высокого уровня**

1. Почему эффект от распараллеливания наблюдается на большом количестве элементов?

Эффект от распараллеливания наиболее заметен на большом объеме данных, так как распараллеливание позволяет нескольким потокам одновременно работать над разными частями задачи, ускоряя выполнение. На маленьких объемах данных накладные расходы на создание потоков и управление ими могут превышать выгоду от распараллеливания. Однако, с увеличением объема работы эти накладные расходы становятся менее значимыми, и распараллеливание начинает приносить ощутимое ускорение. Когда данных много, каждый поток выполняет свою часть задачи, и время работы программы значительно сокращается.

3. В чем основные достоинства работы с задачами по сравнению с потокми?

Задачи (Task) предлагают более высокий уровень абстракции для работы с многопоточностью, чем потоки (Thread).

Task управляет внутренним потоком автоматически

задачи, созданные через Task, по умолчанию используют механизм пула потоков. Это позволяет эффективно управлять потоками, обеспечивая высокую производительность и экономию ресурсов, а разработчику не нужно вручную создавать или уничтожать потоки.

4. Приведите три способа создания и/или запуска Task?

* Первый способ создание объекта Task и вызов у него метода Start:

![](data:image/jpeg;base64,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)

Второй способ заключается в использовании статического метода Task.Factory.StartNew
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* Третий способ определения и запуска задач представляет использование статического метода Task.Run():
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5. Как и для чего используют методы *Wait*(), *WaitAll*() и *WaitAny*()?

**Wait():**

* **Что делает:** Блокирует текущий поток до завершения выполнения задачи.

**WaitAll():**

* **Что делает:** Блокирует текущий поток до завершения всех указанных задач.

**WaitAny():**

* **Что делает:** Блокирует текущий поток до завершения хотя бы одной из указанных задач.

6. Приведите пример синхронного запуска *Task*?

* По умолчанию задачи запускаются асинхронно
* RunSynchronously() - можно запускать синхронно
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7. Как создать задачу с возвратом результата?

Task<TResult> - описывает задачу, возвращающую значение типа Tresult

8. Как обработать исключение, если оно произошло при выполнении *Task*?

9. Что такое *CancellationToken* и как с его помощью отменить выполнение задач?

* Структура CancellationToken - токен отмены
* Создание объекта CancellationTokenSource, который управляет и посылает уведомление об отмене токену.
* С помощью свойства CancellationTokenSource.Token получаем собственно токен - объект структуры CancellationToken и передаем его в задачу, которая может быть отменена.
* Для передачи токена в задачу можно применять один из конструкторов класса Task

Определяем в задаче действия на случай ее отмены.

4. Вызываем метод CancellationTokenSource.Cancel(), который устанавливает для свойства CancellationToken.IsCancellationRequested значение true.

* метод CancellationTokenSource.Cancel() не отменяет задачу, он лишь посылает уведомление об отмене

Каким образом будет происходить выход из задачи, это решает сам разработчик.

5. Класс **CancellationTokenSource** реализует интерфейс IDisposable. И когда работа с объектом CancellationTokenSource завершена, у него следует вызвать метод Dispose для освобождения всех связанных с ним используемых ресурсов.

10. Как организовать задачу продолжения (continuation task) ?

Задача продолжения (continuation task) — это задача, которая запускается после завершения другой задачи. Она позволяет создавать цепочки задач, чтобы упорядочить их выполнение.

Для создания задачи продолжения в .NET используется метод ContinueWith. Этот метод позволяет связать задачу с другой задачей, которая будет выполнена, когда первая завершится.

11. Как и для чего используется объект ожидания при создании задач продолжения?

* Объект ожидания – это любой объект, имеющий методы OnCompleted() и GetResult() и свойство IsCompleted.

Объект ожидания (например, метод Wait или TaskCompletionSource) используется для синхронизации выполнения программы с завершением задач или цепочки задач. Это необходимо, чтобы гарантировать, что задачи завершены до выполнения других операций.

12. Поясните назначение класса *System.Threading.Tasks.Parallel*?

Класс System.Threading.Tasks.Parallel предоставляет методы для выполнения циклов (for и foreach) и других операций параллельно. Он используется для распараллеливания вычислительных задач, которые могут быть разделены на несколько независимых частей.

13. Приведите пример задачи с *Parallel.For(int, int, Action<int>)*

тот код выполняет задачу параллельного вычисления квадратов чисел от 1 до 10 с использованием класса Parallel.  Каждая итерация цикла (вычисление квадрата числа) выполняется параллельно в разных потоках, что позволяет ускорить выполнение задачи при большом количестве итераций.

 **Порядок выполнения**: Поскольку Parallel.For выполняет итерации параллельно, порядок вывода чисел на экран может не совпадать с порядком чисел от 1 до 10. То есть, строки могут выводиться в произвольном порядке,

14. Приведите пример задачи с *Parallel.ForEach*

Метод Parallel.ForEach() используется для параллельного выполнения задач, каждая из которых работает с элементами коллекции (например, массив, список, словарь и т.д.). Этот метод позволяет обрабатывать все элементы коллекции одновременно, используя несколько потоков, что может значительно ускорить выполнение программы, если количество элементов в коллекции велико и операции с ними независимы.

15. Приведите пример с *Parallel.Invoke()*

Метод Parallel.Invoke() используется для параллельного выполнения нескольких независимых задач. Он позволяет запустить несколько действий (методов или лямбда-выражений) одновременно, не требуя явного управления потоками. Каждое действие выполняется в отдельном потоке, и выполнение этих действий происходит параллельно

16. Как с использованием *CancellationToken* отменить параллельные операции?

1. Создание объекта CancellationTokenSource, который управляет и посылает уведомление об отмене токену.
2. С помощью свойства CancellationTokenSource.Token получаем собственно токен - объект структуры CancellationToken и передаем его в задачу, которая может быть отменена.

3. Определяем в задаче действия на случай ее отмены.

4. Вызываем метод CancellationTokenSource.Cancel(), который устанавливает для свойства CancellationToken.IsCancellationRequested значение true.

* метод CancellationTokenSource.Cancel() не отменяет задачу, он лишь посылает уведомление об отмене

5. Класс **CancellationTokenSource** реализует интерфейс IDisposable. И когда работа с объектом CancellationTokenSource завершена, у него следует вызвать метод Dispose для освобождения всех связанных с ним используемых ресурсов.

17. Для чего используют *BlockingCollection*<T>, в чем ее особенность?

BlockingCollection<T> — это потокобезопасная коллекция, предназначенная для организации обмена данными между потоками (продуцентами и потребителями).

#### Особенности:

* Поддерживает ограничение на максимальное количество элементов (буферизация).
* Потоки автоматически блокируются, если:
  + Коллекция пуста (потребитель ждёт данных).
  + Коллекция переполнена (продуцент ждёт места).
* Обеспечивает потокобезопасность без необходимости использования lock.

18. Как используя *async* и *await* организовать асинхронное выполенение метода?

**Определите метод как async**:

* Пометьте метод, который будет выполняться асинхронно, ключевым словом async. Это позволяет использовать await внутри метода.

Асинхронные методы должны возвращать Task

**Используйте await для асинхронных операций**:

* Внутри метода используйте await перед вызовом асинхронного метода. Это позволяет дождаться завершения операции без блокировки потока. await позволяет приостановить выполнение метода до тех пор, пока не завершится асинхронная операция

вызов

using System;

using System.Collections.Generic;

using System.Collections.Specialized;

using System.Data;

using System.Diagnostics;

using System.Collections.Concurrent;

namespace Lab\_15\_OOP

{

public class Program

{

public static void Main()

{

//// Создаем источник отмены

///Источник отмены — это специальный объект в .NET, который помогает отменять задачи или операции.

// Его можно представить как пульт управления, с помощью которого вы можете сказать: "Стоп, хватит!" всем задачам, связанным с этим пультом.Когда вы нажимаете кнопку отмены(вызываете метод Cancel()), задачи получают сигнал и могут завершить свою работу.

CancellationTokenSource cancellationTokenSource = new CancellationTokenSource(); //создается объект cancellationTokenSource, который предоставляет возможность управлять отменой операций. Этот объект создается, чтобы контролировать отмену задачи.

// Он предоставляет метод Cancel(), который сообщает связанным токенам, что операция должна быть отменена.

///////////////////////Создание объекта CancellationTokenSource, который управляет и посылает уведомление об отмене токену.

//////////////////////////////С помощью свойства CancellationTokenSource.Token получаем собственно токен - объект структуры CancellationToken и передаем его в задачу, которая может быть отменена.

//токен Передает сигнал об отмене от управляющего компонента (например, CancellationTokenSource)

CancellationToken tok = cancellationTokenSource.Token; //Это токен, связанный с объектом CancellationTokenSource. Он:

// Передается в задачи или методы, чтобы они могли отслеживать, была ли инициирована отмена.

//Содержит свойство IsCancellationRequested, которое возвращает true, если была вызвана отмена через CancellationTokenSource.Cancel().

bool[] resheto = new bool[100001];//Создается массив, где true означает, что число может быть простым.

//Используется метод "Решето Эратосфена", чтобы найти все простые числа до заданного значения n.

for (int i = 0; i < 100001; i++) // цикл перебирает все индексы массива от 0 до 100000 и устанавливает каждому элементу значение true.

{

resheto[i] = true;

}

List<int> primeNumbers = new List<int>();//Это список, в который добавляются найденные простые числа.

void searchPrimeNum(int n) //Алгоритм реализует "Решето Эратосфена", чтобы найти все простые числа до заданного числа n.

{

if (tok.IsCancellationRequested) //Если был запрос на отмену задачи (CancellationToken), выполнение прерывается.

{

Console.WriteLine("Операция была прервана");

return;

}

for (int i = 2; i <= n; i++)

{

if (resheto[i]) //Перебираются числа от 2 до n (т.к. 0 и 1 не являются простыми числами).

// Если текущий элемент resheto[i] равен true, это число считается простым и добавляется в список primeNumbers.

{

primeNumbers.Add(i);

}

for (int j = i \* i; j <= n; j += i) //Когда найдено простое число i, все его кратные помечаются как составные (false в массиве resheto).

//Цикл начинается с i \*i, потому что все числа меньше i \*i уже были обработаны ранее.

{

resheto[j] = false;

}

}

}

int n = int.Parse(Console.ReadLine()); //Запрашивается ввод числа n с клавиатуры

Task searchPrimeNumbers = new Task(() => searchPrimeNum(n)); //Создаётся задача searchPrimeNumbers, которая будет выполнять функцию searchPrimeNum(n) — поиск простых чисел до n.

// Задача пока только создана, но ещё не запущена.

Console.WriteLine($"Идентификатор задачи: {searchPrimeNumbers.Id}");

Console.WriteLine($"Статус задачи до начала выполнения: {searchPrimeNumbers.Status}");

Stopwatch stopwatch = new Stopwatch(); //Предоставляет набор методов и свойств, которые можно использовать для точного измерения затраченного времени.

stopwatch.Start(); //Запускается таймер.

searchPrimeNumbers.Start(); //Задача searchPrimeNumbers начинает выполняться. Теперь функция searchPrimeNum(n) ищет простые числа.

Console.WriteLine($"Статус задачи во время выполнения: {searchPrimeNumbers.Status}"); //Показывает текущий статус задачи (например, Running — задача выполняется).

searchPrimeNumbers.Wait(); //Программа ждёт, пока задача завершит выполнение.

stopwatch.Stop(); //Таймер (stopwatch.Stop()) останавливается после завершения задачи.

Console.WriteLine($"Затраченное время: {stopwatch.Elapsed.TotalMilliseconds}"); //Печатает, сколько времени ушло на выполнение задачи в миллисекундах.

Console.WriteLine($"Статус задачи по завершению выполнения: {searchPrimeNumbers.Status}"); //Показывает финальный статус задачи (например, RanToCompletion — задача успешно завершена).

foreach (int i in primeNumbers) //Цикл берёт каждый элемент из этого списка по очереди и присваивает его переменной i

{

Console.Write($"{i} ");

}

Console.WriteLine();

primeNumbers.Clear();//Эта строка очищает список primeNumbers, удаляя все его элементы.;

///////////////////////////////////////////////////////////////////////////////

Task task2 = new Task(() => searchPrimeNum(n), tok); //Создаётся новая задача (Task), которая запускает метод searchPrimeNum(n). Этот метод ищет простые числа до заданного числа n.

// В задачу передаётся токен отмены(tok).Это значит, что задача может проверять, была ли отмена, и прерывать свою работу, если нужно.

//Почему используется токен?

//Чтобы можно было отменить выполнение задачи в любой момент с помощью метода cancellationTokenSource.Cancel().

task2.Start(); //адача task2 запускается в отдельном потоке и начинает выполнять метод searchPrimeNum(n).

cancellationTokenSource.Cancel(); //ызывается метод Cancel() у объекта cancellationTokenSource. Это отправляет сигнал отмены всем задачам, которые используют токен tok.

Thread.Sleep(200); //Программа приостанавливается на 200 миллисекунд (0,2 секунды), чтобы дать задаче время на выполнение и обработку сигнала отмены.

Console.WriteLine($"Статус задачи task2: {task2.Status}");

primeNumbers.Clear(); //список primeNumbers очищается

/////////////////////////////////////////////////////////////////////////////

int sum(int a, int b)

{

return a + b;

}

int mul(int a, int b)

{

return a \* b;

}

int sub(int a, int b)

{

return a - b;

}

//это задача (или операция), которая выполняется в фоновом потоке и в итоге вернет значение типа int.

Task<int> t1 = Task.Run(() => sum(1, 2));//Task.Run() — это метод, который позволяет запустить асинхронную операцию в отдельном потоке.

Task<int> t2 = Task.Run(() => mul(1, 2));

Task<int> t3 = Task.Run(() => sub(1, 2));

//WhenAll сначала завершатся все задачи, и лишь только потом будет выполняться последующий код

Task t4 = Task.WhenAll(t1, t2, t3).ContinueWith(t => //.ContinueWith() — это метод, который позволяет указать код, который нужно выполнить после завершения задачи

{

Console.WriteLine($"Сумма, произведение и разность чисел 1 и 2 соответственно равны {t1.Result}, {t2.Result}, {t3.Result}");

});

t4.Wait(); // говорит программе дождаться завершения задачи t4.

Task<int> t5 = Task.Run(() => sum(1, 2));

Task<int> t6 = Task.Run(() => mul(1, 2));

Task<int> t7 = Task.Run(() => sub(1, 2));

var awaiter1 = t5.GetAwaiter();//Метод GetAwaiter() возвращает специальный объект, который называется awaiter. Он будет отслеживать, когда задача t5 завершится.

//С помощью объекта awaiter1 мы можем настроить действия, которые произойдут, когда задача завершится.

awaiter1.OnCompleted(() => //Когда задача t5 завершится, сработает код внутри OnCompleted, и будет выведено сообщение о результате задачи

{

//Действие, которое необходимо выполнить после завершения операции ожидания.

Console.WriteLine($"Результат выполнения первой задачи {awaiter1.GetResult()}");

});

Task.WaitAll(t5, t6, t7); //программа приостанавливает выполнение до тех пор, пока все переданные задачи не завершатся. Это позволяет дождаться, когда все вычисления завершатся и мы получим результаты.

Console.WriteLine($"Сумма, произведение и разность чисел 1 и 2 соответственно равны {t5.Result}, {t6.Result}, {t7.Result}");

///////////////////////////////////////////////////////////////////////////////////

int[] arr1 = new int[1000000]; //два массива arr1 и arr2, каждый из которых может хранить миллион целых чисел.

int[] arr2 = new int[1000000];

void createMas(int i)

{

Random rand = new Random();//это метод, который принимает индекс массива и заполняет элемент в массиве arr1 случайным числом от 0 до 999.

arr1[i] = rand.Next(0, 1000);

}

void createMas2(int i)

{

Random rand = new Random();//работает аналогично, но для массива arr2.

arr2[i] = rand.Next(0, 1000);

}

Stopwatch timer = new Stopwatch(); //Stopwatch используется для измерения времени, которое затрачивается на выполнение этого параллельного цикла.

timer.Start();

Parallel.For(0, 1000000, createMas);//Parallel.For — это метод, который выполняет цикл с параллельным запуском. Вместо того чтобы выполнять каждую итерацию цикла последовательно, как это происходит в обычном for-цикле, Parallel.For разделяет работу между несколькими потоками, что ускоряет выполнение,

//Эти два числа — это пределы для выполнения цикла. Первый параметр (0) — это начальный индекс, с которого будет начинаться выполнение цикла, а второй параметр (1000000) — это конечный индекс, до которого будет идти цикл

// createMas

//Это метод, который будет вызываться на каждой итерации цикла

//Этот метод генерирует случайное число от 0 до 999 и записывает его в массив

timer.Stop();

Console.WriteLine($"Время выполнения Parallel.For: {timer.Elapsed.TotalMilliseconds}");//Время выполнения выводится в миллисекундах с помощью

Stopwatch timer2 = new Stopwatch();

timer2.Start();

for (int i = 0; i < 1000000; i++) //Это обычный цикл for, который будет выполняться миллион раз.

{

createMas2(i);

}

timer2.Stop();

Console.WriteLine($"Время выполнения For: {timer2.Elapsed.TotalMilliseconds}");

void createMas3(int i)

{

i += 5;//принимает один параметр типа int — индекс массива. Внутри метода выполняется операция, которая увеличивает значение этого индекса на 5

}

Stopwatch timer3 = new Stopwatch();

timer3.Start();

Parallel.ForEach(arr1, createMas3); // метод createMas3 будет параллельно вызываться для каждого элемента массива arr1 одновременно в разных потоках. Таким образом, обработка массива происходит гораздо быстрее по сравнению с обычным циклом for, потому что каждый элемент обрабатывается в своем потоке.

timer3.Stop();

Console.WriteLine($"Время выполнения Parallel.Foreach: {timer3.Elapsed.TotalMilliseconds}");

Stopwatch timer4 = new Stopwatch();

timer4.Start();

foreach (int i in arr2)

{

createMas3(i);////то цикл foreach, который перебирает все элементы массива arr2.

// Для каждого элемента массива вызывается функция createMas3(i), которая изменяет значение переменной i, добавляя 5

}

timer4.Stop();

Console.WriteLine($"Время выполнения foreach: {timer4.Elapsed.TotalMilliseconds}");

/////////////////////////////////////////////////////////////////

void method()

{

decimal sum = 0;

for (int i = 0; i < 1000000; i++)

{

sum += i; //Это метод, который выполняет суммирование чисел от 0 до 999,999

}

}

void method2()

{

int mul = 1;

for (int i = 1; i <= 50; i++)//Это метод, который вычисляет произведение чисел от 1 до 50.

{

mul \*= i;

}

}

Stopwatch timer5 = new Stopwatch(); // отслеживать время выполнения

timer5.Start();

//() => method() — анонимная функция, которая вызывает метод method().

Parallel.Invoke(() => method(), () => method2()); //Parallel.Invoke — это метод из библиотеки System.Threading.Tasks, который позволяет выполнять несколько действий (методов, делегатов или лямбда-выражений) параллельно, то есть одновременно в разных потоках.

timer5.Stop();

Console.WriteLine($"Время работы Parallel Invoke {timer5.Elapsed.TotalMilliseconds}");

//////////////////////////////////////////////////////////////////////

async static void quest\_8() //Ключевое слово async обозначает, что метод будет асинхронным.

{

using var writer = new StreamWriter("C:\\Users\\User\\Documents\\2курс1сем\\лабыООП\\lab15\\output.txt"); //Создается объект StreamWriter, который используется для записи данных в файл.

Console.WriteLine("Начало асинхронной записи в файл...");

//await — это ключевое слово, которое приостанавливает выполнение метода, в котором оно используется, до тех пор, пока не завершится асинхронная операция

//await не блокирует поток целиком. Он приостанавливает только выполнение кода внутри метода quest\_8().

await writer.WriteLineAsync("Какая-то асинхронаая запись, которая не мешает выполнению основной программы!"); //Метод WriteLineAsync записывает строку в файл асинхронно (то есть без блокировки основного потока программы).

Console.WriteLine("Запись в файл завершена");

}

quest\_8();

////////////////////////////////

BlockingCollection<string> sklad = new BlockingCollection<string>(5); //BlockingCollection — это потокобезопасная коллекция.блокируя операции добавления и извлечения в зависимости от состояния коллекции (например, когда она заполнена или пуста).

void postav(string prod, int time) //работа поставщика)

{

while (true)

{

sklad.Add(prod); //// Добавляем товар на склад

Console.WriteLine($"Поставщик доставил {prod}");

skladState();//// Показываем текущее состояние склада

Thread.Sleep(time); // // Поставщик ожидает перед тем, как добавить новый товар

}

}

void Client(int clientID) //метод моделирует поведение клиента, который пытается купить товары с некого склада. Он выполняется бесконечно (так как находится в цикле while(true)), пока клиент не остановится

{

while (true)

{

Random random = new Random(); //создается объект random, который будет использоваться для генерации случайных чисел. Это нужно, чтобы клиент случайным образом выбирал время ожидания перед тем, как попытаться купить товар.

Thread.Sleep(random.Next(0, 5000)); //В этой строке клиент "ждет" случайное время

if (sklad.TryTake(out string prod)) //Пытается удалить элемент из BlockingCollection<T>.Этот метод пытается извлечь товар из коллекции sklad.

{

Console.WriteLine($"Клиент с ID = {clientID} купил {prod}"); //Если товар есть на складе, то операция проходит успешно, и товар записывается в переменную prod.

skladState();

}

else

{

Console.WriteLine($"Клиент ушел с пустыми руками");

}

}

}

void skladState()

{

Console.WriteLine($"Текущее состояние склада: {string.Join(", ", sklad)}"); // создает строку, в которой элементы коллекции sklad будут разделены запятой. Таким образом, мы получаем строку с перечнем всех товаров на складе.

}

var postavschiki = new List<Task>() { //Здесь создается список postavschiki, который будет содержать задачи, выполняющиеся параллельно.

Task.Run(() => postav("Телевизор", 2500)), //Каждый элемент списка — это задача, запускаемая с помощью Task.Run(), которая вызывает метод postav с разными товарами и разным временем задержки

Task.Run(() => postav("Компьютер", 3500)),

Task.Run(() => postav("Планшет", 5000)),

Task.Run(() => postav("Телефон", 1000)),

Task.Run(() => postav("Ноутбук", 4500))

};

List<Task> clients = new List<Task>(); //Здесь создается список clients, который будет хранить объекты типа Task. Task представляет собой задачу, которая выполняется асинхронно (параллельно) в одном или нескольких потоках.

for (int i = 0; i < 10; i++) //

{

clients.Add(Task.Run(() => Client(i)));//Этот цикл создает 10 параллельных задач (по одной для каждого клиента), которые будут выполняться одновременно (параллельно) с другими задачами. Каждая задача (клиент) будет выполнять метод Client, в котором будут описаны действия клиента с товаром (например, покупка товара из склада).

}

foreach (Task task in clients)//для каждой задачи из списка программа ожидает, пока она завершится

{

task.Wait(); // Использование task.Wait() заставляет основной поток дождаться завершения всех задач, то есть гарантирует, что программа не завершится, пока все клиенты не закончат свою работу.

}

//////////////////////////////////////////////////

}

}

}