Задача 11

Разработать программу, вычисляющую по IP-адресу и маске сети NETWORK ID и HOST ID.

Вани(С#)

using System;

namespace \_11.IP\_M\_NetWork\_host

{

class Program

{

static void Main(string[] args)

{

//Разработать программу, вычисляющую по IP-адресу и маске сети NETWORK ID и HOST ID.

(string IP, string Mask) la = ("192.2.172.1", "255.255.128.0");

string[] IPcon = la.IP.Split('.');

int[] IPoct = new int[4];

foreach (string i in IPcon)

{

Console.Write(i + ".");

}

for (int i = 0; i < IPcon.Length; i++)

{

IPoct[i] = Convert.ToInt32(IPcon[i]);

}

Console.WriteLine();

string[] Maskcon = la.Mask.Split('.');

int[] Maskoct = new int[4];

foreach (string i in Maskcon)

{

Console.Write(i + ".");

}

for (int i = 0; i < Maskcon.Length; i++)

{

Maskoct[i] = Convert.ToInt32(Maskcon[i]);

}

int[] NetWorkID = new int[4];

for (int i = 0; i < Maskoct.Length; i++)

{

NetWorkID[i] = IPoct[i] & Maskoct[i];

}

int[] HostID = new int[4];

for (int i = 0; i < Maskoct.Length; i++)

{

HostID[i] = IPoct[i] & ~Maskoct[i];

}

Console.WriteLine();

Console.WriteLine();

Console.WriteLine("HostID:");

foreach (int i in HostID)

{

Console.Write(i + ".");

}

Console.WriteLine();

Console.WriteLine();

Console.WriteLine("NetWorkID:");

foreach (int i in NetWorkID)

{

Console.Write(i + ".");

}

Console.ReadKey();

}

}

}

ИЗ ТОГО ФАЙЛА(С++)

#include <iostream>

#include <cmath>

#include <stdlib.h>

using namespace std;

bool check(int x, int x1, int x2, int x3) {

int arr[8], arr2[8], arr3[8], arr4[8];

int flag = 0;

for (int i = 7; i >= 0; --i)

{

arr[i] = ((int)((x >> i) & 1));

}

for (int i = 0; i < 8; i++) {

if (i < 7) {

if ((arr[i] == 1) && (arr[i + 1] == 0)) {

cout << "Маска неверная" << endl;

break;

flag = flag + 1;

}

}

}

//

if (flag > 0) {

return 0;

}

else {

for (int i = 7; i >= 0; --i)

{

arr2[i] = ((int)((x1 >> i) & 1));

}

for (int i = 0; i < 8; i++) {

if (i == 0) {

if (arr[0] == 0 && arr2[0]) {

cout << "Маска неверная" << endl;

break;

}

else {

if (i < 7) {

if ((arr2[i] == 1) && (arr2[i + 1] == 0)) {

cout << "Маска неверная" << endl;

break;

flag = flag + 1;

}

}

}

}

}

//3 октет

if (flag > 0) {

return 0;

}

else {

for (int i = 7; i >= 0; --i)

{

arr3[i] = ((int)((x2 >> i) & 1));

}

for (int i = 0; i < 8; i++) {

if (i == 0) {

if (arr2[0] == 0 && arr3[0]) {

cout << "Маска неверная" << endl;

break;

}

else {

if (i < 7) {

if ((arr3[i] == 1) && (arr3[i + 1] == 0)) {

cout << "Маска неверная" << endl;

break;

flag = flag + 1;

}

}

}

}

}

//4 октет

if (flag > 0) {

return 0;

}

else {

for (int i = 7; i >= 0; --i)

{

arr4[i] = ((int)((x3 >> i) & 1));

}

for (int i = 0; i < 8; i++) {

if (i == 0) {

if (arr3[0] == 0 && arr4[0]) {

cout << "Маска неверная" << endl;

break;

}

else {

if (i < 7) {

if ((arr4[i] == 1) && (arr4[i + 1] == 0)) {

cout << "Маска неверная" << endl;

break;

flag = flag + 1;

}

}

}

}

}

}

}

if (flag > 0) {

return 0;

}

else {

return 1;

}

}

}

int main()

{

setlocale(LC\_ALL, "Russian");

string str;

cout << "Введите маску" << endl;

cin >> str;

string str\_x0, str\_x1, str\_x2, str\_x3;

int flag = 0;

for (int i = 0; i < str.size(); i++) {

if (str[i] == '.') {

flag = flag + 1;

}

if (flag == 0) {

if (str[i] != '.') {

str\_x0 = str\_x0 + str[i];

}

}

if (flag == 1) {

if (str[i] != '.') {

str\_x1 = str\_x1 + str[i];

}

}

if (flag == 2) {

if (str[i] != '.') {

str\_x2 = str\_x2 + str[i];

}

}

if (flag == 3) {

if (str[i] != '.') {

str\_x3 = str\_x3 + str[i];

}

}

}

//переведем в целочисленный

int x0 = atoi(str\_x0.c\_str()), x1 = atoi(str\_x1.c\_str()), x2 = atoi(str\_x2.c\_str()), x3 = atoi(str\_x3.c\_str());

int ch = check(x0, x1, x2, x3);

if (ch == 1) {

//IP

string str1;

cout << "Введите IP" << endl;

cin >> str1;

string str\_y0, str\_y1, str\_y2, str\_y3;

flag = 0;

for (int i = 0; i < str1.size(); i++) {

if (str1[i] == '.') {

flag = flag + 1;

}

if (flag == 0) {

if (str1[i] != '.') {

str\_y0 = str\_y0 + str1[i];

}

}

if (flag == 1) {

if (str1[i] != '.') {

str\_y1 = str\_y1 + str1[i];

}

}

if (flag == 2) {

if (str1[i] != '.') {

str\_y2 = str\_y2 + str1[i];

}

}

if (flag == 3) {

if (str1[i] != '.') {

str\_y3 = str\_y3 + str1[i];

}

}

}

//переведем в целочисленный

int y0 = atoi(str\_y0.c\_str()), y1 = atoi(str\_y1.c\_str()), y2 = atoi(str\_y2.c\_str()), y3 = atoi(str\_y3.c\_str());

cout << "NETWORK ID" << endl;

cout << (y0 & x0) << ".";

cout << (y1 & x1) << ".";

cout << (y2 & x2) << ".";

cout << (y3 & x3) << endl;

cout << "HOST ID" << endl;

x0 = ~x0; x1 = ~x1; x2 = ~x2; x3 = ~x3;

cout << (y0 | x0) \* (-1) << ".";

cout << (y1 | x1) \* (-1) << ".";

cout << (y2 | x2) \* (-1) << ".";

cout << (y3 | x3) \* (-1) << endl;

}

else {

cout << "Маска неверная, перезапустите программу" << endl;

}

}

Задача 12

Разработать программу, проверяющую маску на непрерывность единиц (в двоичной форме). Ввод маски осуществлять в диалоговом режиме.

ВАНЯ(С#)

using System;

namespace \_12.проверка\_на\_непрерывность

{

class Program

{

static void Main(string[] args)

{

string mask = "255.255.128.0";

Console.WriteLine("Введите маску в формате " + mask);

mask = Console.ReadLine();

string[] maskcon = mask.Split('.');

int[] maskoct = new int[4];

bool Pre = true;

foreach (string i in maskcon)

{

Console.Write(i + ".");

}

for (int i = 0; i < maskcon.Length; i++)

{

maskoct[i] = Convert.ToInt32(maskcon[i]);

}

bool k = true;

for (int i = 0; i < maskoct.Length; i++)

{

if (k == false && maskoct[i] != 0)

Pre = false;

if (maskoct[i] == 255) continue;

if (maskoct[i] == 254 || maskoct[i] == 252 || maskoct[i] == 248 || maskoct[i] == 240 || maskoct[i] == 224 || maskoct[i] == 192 || maskoct[i] == 128 || maskoct[i] == 0)

{

k = false;

continue;

}

Pre = false;

}

Console.WriteLine();

if (Pre)

Console.WriteLine("маска непрерывна");

else

Console.WriteLine("ОШИБКА. Маска прерывна");

Console.ReadKey();

}

}

}

Задача 13

Разработать программу, проверяющую IP-адреса на разрешенные символы (IP-адрес состоит только из цифр – все остальные символы запрещены; октеты должны быть разделены точками – другие варианты недопустимы). Количество октетов не проверять. Ввод IP-адреса осуществлять в диалоговом режиме.

ИЗ ТОГО ФАЙЛА(С++)

#include <iostream>

#include <string>

#include <vector>

#include <sstream>

using namespace std;

int main()

{

string n,k;

cout << "Vvedite ip-adress: ";

cin >> n;

cout << "ip:" << n << endl;

// проверяет корректность символов при вводе Ip

for (int i = 0; i<= n.length()-1; i++)

{

if (n[i] == '0' || n[i] == '1' || n[i] == '2' || n[i] == '3' ||

n[i] == '4' || n[i] == '5' || n[i] == '6' || n[i] == '7' ||

n[i] == '8' || n[i] == '9' || n[i] == '.' )

{

k ="good";

}

else

{

k = "bad";

break;

}

}

cout << k<<endl;

}

Задача 14

Разработать программу, проверяющую IP-адреса на количество октетов и их допустимые значения. Также обязательно проверить символы, разделяющие октеты и их количество. Ввод IP-адреса осуществлять в диалоговом режиме.

ИЗ ТОГО ФАЙЛА(С++)

#include <iostream>

#include <string>

#include <vector>

#include <sstream>

using namespace std;

int main()

{

setlocale(LC\_ALL, "Russian");

string n, k;

cout <<"Введите ip: ";

cin>> n;

cout<< "ip:" << n << endl;

// проверяет корректность символов при вводе Ip

for (int i = 0; i <= n.length() - 1; i++)

{

if (n[i] == '0' || n[i] == '1' || n[i] == '2' || n[i] == '3' ||

n[i] == '4' || n[i] == '5' || n[i] == '6' || n[i] == '7' ||

n[i] == '8' || n[i] == '9' || n[i] == '.')

{

k = "ip-адрес содержит только разрешённые символы";

}

else

{

k = " В ip-адресе есть запрещённые символы";

break;

}

}

cout << k << endl;

}

Задача 15

Разработать программу, рассчитывающую возможное количество адресов (подсетей) в сети по заданному IP-адресу и маске (ввести в диалоговом режиме).

ВАНЯ(С#)

using System;

namespace \_15.Возможное\_колич\_адресов\_в\_сети\_по\_заданному\_ip\_m

{

class Program

{

static void Main(string[] args)

{

//Разработать программу, рассчитывающую возможное количество адресов в сети по заданному IP-адресу и маске (ввести в диалоговом режиме).

(string IP, string Mask) la = ("192.2.172.1", "255.255.128.0");

Console.WriteLine("Введите IP в формате " + la.IP);

la.IP = Console.ReadLine();

Console.WriteLine("Введите маску в формате " + la.Mask);

la.Mask = Console.ReadLine();

string[] Maskcon = la.Mask.Split('.');

int[] Maskoct = new int[4];

int stepen = 0;

for (int i = 0; i < Maskcon.Length; i++)

{

Maskoct[i] = Convert.ToInt32(Maskcon[i]);

}

foreach (int i in Maskoct)

{

Console.WriteLine(i);

if (i == 255) stepen += 0;

if (i == 254) stepen += 1;

if (i == 252) stepen += 2;

if (i == 248) stepen += 3;

if (i == 240) stepen += 4;

if (i == 224) stepen += 5;

if (i == 192) stepen += 6;

if (i == 128) stepen += 7;

if (i == 0) stepen += 8;

}

double yzl = 0;

yzl = Math.Pow(Convert.ToDouble(2), Convert.ToDouble(stepen)) - 2;

if (yzl > 1)

Console.WriteLine("возможное количество адресов в сети " + yzl);

Console.ReadKey();

}

}

}

Санин код(С++)
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#include <iostream>

#include <cmath>

#include <stdlib.h>

using namespace std;

//Разработать программу, рассчитывающую возможное количество адресов(подсетей)

//в сети по заданному IP - адресу и маске(ввести в диалоговом режиме).

//перевод из 10 в 2

int main()

{

setlocale(LC\_ALL, "Russian");

string n, k;

int f = 0;

int d = 0;

int mass[4];

//255.255.240.0

cout << "Введите маску: " << endl;

cin >> n;

cout << "ip:" << n << endl;

//устанавливаем в конце точку чтобы разделить на октеты

if (n[n.length() - 1] != '.')

{

n = n + '.';

}

for (int l = 0; l <= n.length(); l++)

{

if (n[l] == '.')

{

//разделение октетов по точке

k = n.substr(l - f, f);

f = 0;

// переносим string в int и проверяем на число, если число больше 255 то ошибка. Так как в ip(маска) максимальное число 255

int x = atoi(k.c\_str());

if (x > 255)

{

cout << "oktet bolshe 255: " << x << endl;

break;

}

//выводим все октеты

// cout << k << endl;

mass[d] = x;

d += 1;

}

//провека и подсчет чисел до точки

if (n[l] == '0' || n[l] == '1' || n[l] == '2' || n[l] == '3' || n[l] == '4' || n[l] == '5' || n[l] == '6' || n[l] == '7' || n[l] == '8' || n[l] == '9')

{

f += 1;

}

}

//вызов перевода в 2, используем массив и занесение данных в двумерный массив

int i1,i2;

int mass\_2[4][8];

for (i2 = 0; i2<=3;i2++)

{

for (i1 = 7; i1 >= 0; i1--)

{

if ((1 << i1) & mass[i2])

{

cout << "1";

mass\_2[i2][i1] = 1;

}

else

{

cout << "0";

mass\_2[i2][i1] = 0;

}

}

cout << ".";

}

cout << endl;

int y=0;

//вызываем массив(он уже поменял цифры месами в прошлом цикле) и считаем нули до первой 1

for (int i = 3; i >= 0; i--)

{

for (int x =0; x<=7;x++)

{

if (mass\_2[i][x] == 0)

{

y += 1;

}

else

{

break;

}

}

}

cout<<"количество нулей: " << y;

int v = pow(2, y) - 2;

cout << "количество подсетей: " << v;

}

Задача 16

Разработать программу, определяющую MAC-адреса всех доступных компьютеров сети класса A (IP-адреса в сети выбрать самостоятельно).
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#include <iostream>

using namespace std;

#include <winsock2.h>

#include <iphlpapi.h>

#include <stdio.h>

#include <conio.h>

#include <Ws2tcpip.h>

#include <vector>

#include <bitset>

#include <string>

#pragma comment(lib , "iphlpapi.lib")

#pragma comment(lib , "ws2\_32.lib")

void GetMacAddress(unsigned char\*, struct in\_addr);

bool CheckAddress(string ip) {

int points = 0, numbers = 0;

string buff;

for (int i = 0; i < ip.length(); i++) {

if (ip[i] <= '9' && ip[i] >= '0') {

if (numbers > 3) return false;

buff.push\_back(ip[i]);

numbers++;

}

else {

if (ip[i] == '.') {

if (stoi(buff) > 255) return false;

if (numbers == 0) return false;

points++;

buff.clear();

numbers = 0;

if (ip[i + 1] == '.') return false;

}

else return false;

}

if (numbers > 3) return false;

if (points > 3) return false;

}

return true;

}

int main()

{

setlocale(LC\_ALL, "RUS");

unsigned char mac[6];

struct in\_addr srcip = { 0 };

struct sockaddr\_in sa;

char ip\_address[32];

bool flag = true;

WSADATA firstsock;

if (WSAStartup(MAKEWORD(2, 2), &firstsock) != 0)

{

cout << "Ошибка инициализации winsock";

cout << WSAGetLastError();

return -1;

}

do

{

if (!flag) cout << "Wrong address" << endl;

cout << "Enter IP: ";

cin >> ip\_address;

} while (!(flag = CheckAddress(ip\_address)));

//преобразование IP адреса другим способом

//srcip.s\_addr = inet\_addr(ip\_address);

inet\_pton(AF\_INET, ip\_address, &(sa.sin\_addr));

//Получение MAC по IP

GetMacAddress(mac, sa.sin\_addr);

//GetMacAddress(mac, srcip);

printf("MAC адрес : %.2X-%.2X-%.2X-%.2X-%.2X-%.2X",

mac[0], mac[1], mac[2], mac[3], mac[4], mac[5]);

printf("\n");

//\_getch();

return 0;

}

void GetMacAddress(unsigned char\* mac, struct in\_addr

destip)

{

DWORD ret;

IPAddr srcip;

ULONG MacAddr[2];

ULONG PhyAddrLen = 6;

int i;

srcip = 0;

//Послать ARP пакет

ret = SendARP((IPAddr)destip.S\_un.S\_addr,

srcip, MacAddr, &PhyAddrLen);

//Преобразовать адрес

if (PhyAddrLen)

{

BYTE\* bMacAddr = (BYTE\*)&MacAddr;

for (i = 0; i < (int)PhyAddrLen; i++)

{

mac[i] = (char)bMacAddr[i];

}

}

}

Задача 17

Разработать программу, определяющую MAC-адреса всех доступных компьютеров сети класса B (IP-адреса в сети выбрать самостоятельно).

![](data:image/png;base64,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)

#include <iostream>

using namespace std;

#include <winsock2.h>

#include <iphlpapi.h>

#include <stdio.h>

#include <conio.h>

#include <Ws2tcpip.h>

#include <vector>

#include <bitset>

#include <string>

#pragma comment(lib , "iphlpapi.lib")

#pragma comment(lib , "ws2\_32.lib")

void GetMacAddress(unsigned char\*, struct in\_addr);

bool CheckAddress(string ip) {

int points = 0, numbers = 0;

string buff;

for (int i = 0; i < ip.length(); i++) {

if (ip[i] <= '9' && ip[i] >= '0') {

if (numbers > 3) return false;

buff.push\_back(ip[i]);

numbers++;

}

else {

if (ip[i] == '.') {

if (stoi(buff) > 255) return false;

if (numbers == 0) return false;

points++;

buff.clear();

numbers = 0;

if (ip[i + 1] == '.') return false;

}

else return false;

}

if (numbers > 3) return false;

if (points > 3) return false;

}

return true;

}

int main()

{

setlocale(LC\_ALL, "RUS");

unsigned char mac[6];

struct in\_addr srcip = { 0 };

struct sockaddr\_in sa;

char ip\_address[32];

bool flag = true;

WSADATA firstsock;

if (WSAStartup(MAKEWORD(2, 2), &firstsock) != 0)

{

cout << "Ошибка инициализации winsock";

cout << WSAGetLastError();

return -1;

}

do

{

if (!flag) cout << "Wrong address" << endl;

cout << "Enter IP: ";

cin >> ip\_address;

} while (!(flag = CheckAddress(ip\_address)));

//преобразование IP адреса другим способом

//srcip.s\_addr = inet\_addr(ip\_address);

inet\_pton(AF\_INET, ip\_address, &(sa.sin\_addr));

//Получение MAC по IP

GetMacAddress(mac, sa.sin\_addr);

//GetMacAddress(mac, srcip);

printf("MAC адрес : %.2X-%.2X-%.2X-%.2X-%.2X-%.2X",

mac[0], mac[1], mac[2], mac[3], mac[4], mac[5]);

printf("\n");

//\_getch();

return 0;

}

void GetMacAddress(unsigned char\* mac, struct in\_addr

destip)

{

DWORD ret;

IPAddr srcip;

ULONG MacAddr[2];

ULONG PhyAddrLen = 6;

int i;

srcip = 0;

//Послать ARP пакет

ret = SendARP((IPAddr)destip.S\_un.S\_addr,

srcip, MacAddr, &PhyAddrLen);

//Преобразовать адрес

if (PhyAddrLen)

{

BYTE\* bMacAddr = (BYTE\*)&MacAddr;

for (i = 0; i < (int)PhyAddrLen; i++)

{

mac[i] = (char)bMacAddr[i];

}

}

}

Задача 18

Разработать программу, определяющую MAC-адреса всех доступных компьютеров сети класса C (IP-адреса в сети выбрать самостоятельно).

#include <iostream>

using namespace std;

#include <winsock2.h>

#include <iphlpapi.h>

#include <stdio.h>

#include <conio.h>

#include <Ws2tcpip.h>

#include <vector>

#include <bitset>

#include <string>

#pragma comment(lib , "iphlpapi.lib")

#pragma comment(lib , "ws2\_32.lib")

void GetMacAddress(unsigned char\*, struct in\_addr);

bool CheckAddress(string ip) {

int points = 0, numbers = 0;

string buff;

for (int i = 0; i < ip.length(); i++) {

if (ip[i] <= '9' && ip[i] >= '0') {

if (numbers > 3) return false;

buff.push\_back(ip[i]);

numbers++;

}

else {

if (ip[i] == '.') {

if (stoi(buff) > 255) return false;

if (numbers == 0) return false;

points++;

buff.clear();

numbers = 0;

if (ip[i + 1] == '.') return false;

}

else return false;

}

if (numbers > 3) return false;

if (points > 3) return false;

}

return true;

}

int main()

{

setlocale(LC\_ALL, "RUS");

unsigned char mac[6];

struct in\_addr srcip = { 0 };

struct sockaddr\_in sa;

char ip\_address[32];

bool flag = true;

WSADATA firstsock;

if (WSAStartup(MAKEWORD(2, 2), &firstsock) != 0)

{

cout << "Ошибка инициализации winsock";

cout << WSAGetLastError();

return -1;

}

do

{

if (!flag) cout << "Wrong address" << endl;

cout << "Enter IP: ";

cin >> ip\_address;

} while (!(flag = CheckAddress(ip\_address)));

//преобразование IP адреса другим способом

//srcip.s\_addr = inet\_addr(ip\_address);

inet\_pton(AF\_INET, ip\_address, &(sa.sin\_addr));

//Получение MAC по IP

GetMacAddress(mac, sa.sin\_addr);

//GetMacAddress(mac, srcip);

printf("MAC адрес : %.2X-%.2X-%.2X-%.2X-%.2X-%.2X",

mac[0], mac[1], mac[2], mac[3], mac[4], mac[5]);

printf("\n");

//\_getch();

return 0;

}

void GetMacAddress(unsigned char\* mac, struct in\_addr

destip)

{

DWORD ret;

IPAddr srcip;

ULONG MacAddr[2];

ULONG PhyAddrLen = 6;

int i;

srcip = 0;

//Послать ARP пакет

ret = SendARP((IPAddr)destip.S\_un.S\_addr,

srcip, MacAddr, &PhyAddrLen);

//Преобразовать адрес

if (PhyAddrLen)

{

BYTE\* bMacAddr = (BYTE\*)&MacAddr;

for (i = 0; i < (int)PhyAddrLen; i++)

{

mac[i] = (char)bMacAddr[i];

}

}

}

Задача 19

Разработать программу, определяющую MAC-адреса всех доступных компьютеров сети из диапазона 172.16.192.100 – 172.16.193.10. Работу программы продемонстрировать на примере определения MAC-адресов двух компьютеров с IP-адресами 172.16.192.201 и 172.16.193.1.

Задача 20

Разработать программу, определяющую MAC-адреса всех доступных компьютеров сети из диапазона 172.16.192.100 – 172.17.193.10. Работу программы продемонстрировать на примере определения MAC-адресов двух компьютеров с IP-адресами 172.16.192.201 и 172.17.193.1.

Задача 21

Разработать программу, определяющую символьное имя компьютера по IP-адресу (IP-адрес ввести в диалоговом режиме). Для обработки исключительной ситуации – отсутствии в сети компьютера с введенным адресом – использовать процедуру try … catch.

ВАНЯ ЧТО-ТО НАКАЛЯКАЛ

(string name, string ip)[] bas= { ("ont", "192.16.172.1"), ("two", "192.16.172.2"), ("three", "192.16.172.3"), ("four", "192.16.172.4"), ("five", "192.16.172.5") };

Задача 22

Разработать программу, определяющую IP-адрес компьютера по символьному адресу (ввести в диалоговом режиме). Для обработки исключительной ситуации – отсутствии в сети компьютера с введенным адресом – использовать процедуру try … catch.

Задача 23

Разработать программу, определяющую IP-адрес компьютера по символьному адресу (ввести в диалоговом режиме). Организовать проверку на существование в символьном адресе следующих запрещенных символов.

Задача 24

Разработать программу, определяющую IP-адрес компьютера по символьному адресу (ввести в диалоговом режиме). Организовать использование шаблона имени следующего типа – знак «?» означает один любой символ (нижний регистр) латинского алфавита. Также сделать допущение, что знак «?» используется в имени лишь один раз.

Задача 25

Разработать программу, вычисляющую по IP-адресу и маске сети (вводятся в диалоговом режиме) NETWORK ID и HOST ID. Предусмотреть невозможность использования в качестве IP-адреса, адреса-исключения.

ИЗ ТОГО ФАЙЛА(С++)

#include <iostream>

#include <cmath>

#include <stdlib.h>

using namespace std;

/\*Разработать программу, вычисляющую по IP-адресу и маске сети NETWORK ID и HOST ID.\*/

bool check(int x, int x1, int x2, int x3) {

int arr[8], arr2[8], arr3[8], arr4[8];

int flag = 0;

for (int i = 7; i >= 0; --i)

{

arr[i] = ((int)((x >> i) & 1));

}

for (int i = 0; i < 8; i++) {

if (i < 7) {

if ((arr[i] == 1) && (arr[i + 1] == 0)) {

cout << "ТЫ ЛОХ ДАЖЕ МАСКУ НЕПРАВИЛЬНУЮ НАПИСАЛ" << endl;

break;

flag = flag + 1;

}

}

}

//

if (flag > 0) {

return 0;

}

else {

for (int i = 7; i >= 0; --i)

{

arr2[i] = ((int)((x1 >> i) & 1));

}

for (int i = 0; i < 8; i++) {

if (i == 0) {

if (arr[0] == 0 && arr2[0]) {

cout << "ТЫ ЛОХ ДАЖЕ МАСКУ НЕПРАВИЛЬНУЮ НАПИСАЛ" << endl;

break;

}

else {

if (i < 7) {

if ((arr2[i] == 1) && (arr2[i + 1] == 0)) {

cout << "ТЫ ЛОХ ДАЖЕ МАСКУ НЕПРАВИЛЬНУЮ НАПИСАЛ" << endl;

break;

flag = flag + 1;

}

}

}

}

}

//3 октет

if (flag > 0) {

return 0;

}

else {

for (int i = 7; i >= 0; --i)

{

arr3[i] = ((int)((x2 >> i) & 1));

}

for (int i = 0; i < 8; i++) {

if (i == 0) {

if (arr2[0] == 0 && arr3[0]) {

cout << "ТЫ ЛОХ ДАЖЕ МАСКУ НЕПРАВИЛЬНУЮ НАПИСАЛ" << endl;

break;

}

else {

if (i < 7) {

if ((arr3[i] == 1) && (arr3[i + 1] == 0)) {

cout << "ТЫ ЛОХ ДАЖЕ МАСКУ НЕПРАВИЛЬНУЮ НАПИСАЛ" << endl;

break;

flag = flag + 1;

}

}

}

}

}

//4 октет

if (flag > 0) {

return 0;

}

else {

for (int i = 7; i >= 0; --i)

{

arr4[i] = ((int)((x3 >> i) & 1));

}

for (int i = 0; i < 8; i++) {

if (i == 0) {

if (arr3[0] == 0 && arr4[0]) {

cout << "ТЫ ЛОХ ДАЖЕ МАСКУ НЕПРАВИЛЬНУЮ НАПИСАЛ" << endl;

break;

}

else {

if (i < 7) {

if ((arr4[i] == 1) && (arr4[i + 1] == 0)) {

cout << "ТЫ ЛОХ ДАЖЕ МАСКУ НЕПРАВИЛЬНУЮ НАПИСАЛ" << endl;

break;

flag = flag + 1;

}

}

}

}

}

}

}

if (flag > 0) {

return 0;

}

else {

return 1;

}

}

}

int main()

{

setlocale(LC\_ALL, "Russian");

string str;

cout << "Введите маску" << endl;

cin >> str;

string str\_x0, str\_x1, str\_x2, str\_x3;

int flag = 0;

for (int i = 0; i < str.size(); i++) {

if (str[i] == '.') {

flag = flag + 1;

}

if (flag == 0) {

if (str[i] != '.') {

str\_x0 = str\_x0 + str[i];

}

}

if (flag == 1) {

if (str[i] != '.') {

str\_x1 = str\_x1 + str[i];

}

}

if (flag == 2) {

if (str[i] != '.') {

str\_x2 = str\_x2 + str[i];

}

}

if (flag == 3) {

if (str[i] != '.') {

str\_x3 = str\_x3 + str[i];

}

}

}

//переведем в целочисленный

int x0 = atoi(str\_x0.c\_str()), x1 = atoi(str\_x1.c\_str()), x2 = atoi(str\_x2.c\_str()), x3 = atoi(str\_x3.c\_str());

int ch = check(x0, x1, x2, x3);

if (ch == 1) {

//IP

string str1;

cout << "Введите IP" << endl;

cin >> str1;

//сравнение полученного Ip с исключающим ip

if (str1 == "192.11.11.11")

{

cout << "IP адресс входит в адреса-исключения";

goto skip;

}

string str\_y0, str\_y1, str\_y2, str\_y3;

flag = 0;

for (int i = 0; i < str1.size(); i++) {

if (str1[i] == '.') {

flag = flag + 1;

}

if (flag == 0) {

if (str1[i] != '.') {

str\_y0 = str\_y0 + str1[i];

}

}

if (flag == 1) {

if (str1[i] != '.') {

str\_y1 = str\_y1 + str1[i];

}

}

if (flag == 2) {

if (str1[i] != '.') {

str\_y2 = str\_y2 + str1[i];

}

}

if (flag == 3) {

if (str1[i] != '.') {

str\_y3 = str\_y3 + str1[i];

}

}

}

//переведем в целочисленный

int y0 = atoi(str\_y0.c\_str()), y1 = atoi(str\_y1.c\_str()), y2 = atoi(str\_y2.c\_str()), y3 = atoi(str\_y3.c\_str());

cout << "NETWORK ID" << endl;

cout << (y0 & x0) << ".";

cout << (y1 & x1) << ".";

cout << (y2 & x2) << ".";

cout << (y3 & x3) << endl;

cout << "HOST ID" << endl;

x0 = ~x0; x1 = ~x1; x2 = ~x2; x3 = ~x3;

cout << (y0 | x0) \* (-1) << ".";

cout << (y1 | x1) \* (-1) << ".";

cout << (y2 | x2) \* (-1) << ".";

cout << (y3 | x3) \* (-1) << endl;

}

else {

cout << "Маска неправильная перезапусти прогу дурак" << endl;

}

skip:

cout << endl;

}