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Introduction

Stack

A stack is a basic data structure that can be logically thought of as a linear structure represented by a real physical stack or pile, a structure where insertion and deletion of items takes place at one end called top of the stack. The basic concept can be illustrated by thinking of your data set as a stack of plates where you can only take the top item off the stack in order to remove things from it. This structure is used all throughout programming.

The basic implementation of a stack is also called a LIFO (Last In First Out) to demonstrate the way it accesses data, since as we will see there are various variations of stack implementations.

There are basically three operations that can be performed on stacks. They are

1) inserting an item into a stack (push).

2) deleting an item from the stack (pop).

3) displaying the contents of the stack (peek or top).

Infix notation:

In infix expression, operators are written in-between their operands. This is the usual way we write expressions. An expression such as A \* ( B + C ) / D is infix.

Infix notation needs extra information to make the order of evaluation of the operators clear: rules built into the language about operator precedence and associativity, and brackets ( ) to allow users to override these rules.

Postfix notation (also known as "Reverse Polish notation"):

Operators are written after their operands. The infix expression given above is equivalent to A B C + \* D /

The order of evaluation of operators is always left-to-right, and brackets cannot be used to change this order. Because the "+" is to the left of the "\*" in the example above, the addition must be performed before the multiplication. Operators act on values immediately to the left of them.

Prefix notation (also known as "Polish notation"):

Operators are written before their operands. The expressions given above are equivalent to / \* A + B C D

As for Postfix, operators are evaluated left-to-right and brackets are superfluous. Operators act on the two nearest values on the right. I have again added (totally unnecessary) brackets to make this clear:

(/ (\* A (+ B C) ) D)

1. Perform push and pop operations in stack.

A)Push Operation

The algorithm to perform the push operation in stack is given below:

Push(Stack, MaxN, Data,Top)

If Top=N-1

Print “Stack Overflow!” and return null

Set Top=Top+1

Stack[Top]=Data

Return

B)Pop Operation

The algorithm to perform the pop operation in stack is given below:

Pop(Stack, Item, Top)

If TOP= -1 //stack is empty

Print “Underflow!” and return null

Set Item=Stack[Top]

Set Top=Top-1

Return

Program Code

#include <iostream>

using namespace std;

template <class t>

class Stack

{

  const int max;// =5;

  int top=-1;

  t\* stack;

  public:

  Stack(int maxN):max(maxN)

  {

      top=-1;

      stack= new t[max];

  }

  ~Stack()

  {

      delete[] stack;

  }

  bool isFull()

  {

    if(top==max-1)

        return true;

    return false;

  }

  bool isEmpty()

  {

    if(top==-1)

        return true;

    return false;

  }

  t pop()

  {

      t item;

      if(!isEmpty())

      {

          item = stack[top];

          top--;

      }

      else

      cout<<"Stack is empty!\nYou must add an item to proceed.";

      return item;

  }

  void push(t data)

  {

      if(!isFull())

      {

          top++;

          stack[top]=data;

      }

      else

      cout<<"Stack is Full!\nYou must pop an item to proceed.";

  }

};

int main()

{

    int max;

    cout<<"Enter maximum stack capacity: ";

    cin>>max;

    Stack<int> s(max);

    int item;

    char choice,op;

    do

    {

    cout<<"Which operation do you want to perform?\n1)Push\n2)Pop";

    cin>>choice;

    switch(choice)

    {

        case '1':

        {

            cout<<"Enter number to be pushed:";

            cin>>item;

            s.push(item);

            break;

        }

        case '2':

        {

            cout<<s.pop()<<" Popped";

            break;

        }

        default:

        {

            cout<<"Invalid Operation!";

            op='y';

        }

    }

    cout<<"Do you want to continue?(Y or N)";

    cin>>op;

    } while (toupper(op)=='Y');

    return 0;

}

Output

![](data:image/png;base64,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)

2. Convert :

Algorithm

a. Infix expression to postfix expression

1. START
2. Scan the infix expression form left to right
3. If the scanned character is an operand, then add it to postfix expression
4. The scanned character is an operator then:
5. If the operator currently at the top of the stack has lower precedence than the operator read or the stack is empty then push the operator to the stack
6. Else pop the stack and add the popped operator to postfix expression and push the read operator to the stack
7. If stack is not empty after reading all characters from infix expression then pop operators from stack to postfix expression until the stack is empty
8. Display the resulting postfix expression
9. END

b. Infix expression to prefix expression

1. START
2. Reverse the given infix expression
3. Interchange all ‘(‘ into ‘)’ and vice-versa.
4. Convert the obtained expression into postfix expression
5. Reverse the obtained expression so that it becomes the required prefix expression.
6. END

Program Code

#include<bits/stdc++.h>

using namespace std;

int precedence(char optr)

{

    if(optr=='^')

        return 3;

    else if(optr=='\*' || optr=='/')

        return 2;

    else if (optr=='+' || optr=='-')

        return 1;

    else

        return -1;

}

string infixToPostfix(string Expr)

{

    stack<char> st;

    string postExpr;

    int length=Expr.length();

    st.push('N');

    for(int i=0;i<length;i++)

    {

        if((Expr[i]>='a' && Expr[i]<='z') || (Expr[i]>='0' && Expr[i]<='9'))

        postExpr+=Expr[i];

        else if(Expr[i]==')')

        {

            while(st.top()!='(' && st.top()!='N')

            {

                    postExpr=postExpr+st.top();

                    st.pop();

            }

            if(st.top()=='(')

            {

                st.pop();

            }

        }

        else if(Expr[i]=='(')

        st.push('(');

        else if (Expr[i]=='+' || Expr[i]=='-' ||Expr[i]=='\*' ||Expr[i]=='/' ||Expr[i]=='^')

        {

            if(precedence(Expr[i])>precedence(st.top()))

            st.push(Expr[i]);

            else

            {

            postExpr=postExpr+st.top();

            st.pop();

            st.push(Expr[i]);

            }

        }

    }

    while(st.top()!='N')

    {

        postExpr=postExpr+st.top();

            st.pop();

    }

    return postExpr;

}

string infixToPrefix(string Expr)

{

    reverse(Expr.begin(),Expr.end());

    for(int i=0;i<Expr.length();i++)

    {

        if (Expr[i] == '(')

            Expr[i] = ')';

        else if (Expr[i] == ')')

            Expr[i] = '(';

    }

    string revExpr = infixToPostfix(Expr);

    reverse(revExpr.begin(),revExpr.end());

    return revExpr;

}

Int main()

{

    string Expr;

    cout<<"Enter infix expression:";

    cin>>Expr;

    cout<<"\nPostfix: "<<infixToPostfix(Expr)<<"\nPrefix: "<<infixToPrefix(Expr);

    return 0;

}

Output
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3. Evaluate the postfix expression

Algorithm

1. START
2. Scan each character of the postfix expression from left to right
3. If operand is encountered, push it onto Stack

[End If]

1. If operator is encountered
2. A -> Top element and pop
3. B-> Next to Top element and pop
4. Evaluate B operator A
5. push result of B operator A onto Stack
6. Set result = stack[top]
7. END

Program Code

#include<bits/stdc++.h>

using namespace std;

int toDigit(char c)

{

    if(c>47 && c<58)

        return ( c - 48);

    else

        return -1;

}

bool isOperator(char symbol)

{

    if(symbol=='+' || symbol=='-' || symbol=='\*' || symbol=='/' || symbol=='^')

    return true;

    return false;

}

int getRes(float a, float b, char op)

{

    switch(op)

            {

                case '+':

                    return b+a;

                case '-':

                    return b-a;

                case '\*':

                    return b\*a;

                case '/':

                    return b/a;

                case '^':

                    return pow(b,a);

                default:

                {

                cout<<"error!";

                exit(0);

                }

            }

}

int main()

{

    string  postfix;

    char symbol;

    int operand = 0;

    stack<int> opStack;

    opStack.push('N');

    int op1, op2;

    cout<<"\nEnter the postfix expression to evaluate [e.g. 10,20\* ]  ";

    cin>>postfix;

     for(int i=0 , p = -1;i<postfix.length();i++)

     {

        symbol = postfix[i];

         if(toDigit(symbol) != -1)

         {

             if(i == postfix.length() -1)

             {

                 cout<<"\nInvalid expression!!";

                 exit(0);

             }

            p++;

         }

         else if(symbol == ',' || isOperator(symbol) && !isOperator(postfix[i-1]))

         {

            for( ;p>=0;p--)

                operand += pow(10,p)\*toDigit(postfix[i-p-1]);

            opStack.push(operand);

            operand = 0;

         }

         else if (isOperator(postfix[i-1])) {}

         else

         {

            cout<<"\nInvalid symbol in expression!!";

            exit(0);

         }

         if(isOperator(symbol))

         {

             op2 = opStack.top();

             opStack.pop();

             op1 = opStack.top();

             opStack.pop();

             opStack.push(getRes(op2,op1,symbol));

         }

    }

    int result = opStack.top();

    opStack.pop();

    if(opStack.top()=='N')

        cout<<postfix<<" = "<<result;

    else

        cout<<"\nInvalid expression";

return 0;

}

Output
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4. Check the paired parenthesis in mathematical expression.

Algorithm

1. START
2. Scan each character of the expression from left to right
3. If left parenthesis is encountered, push it onto Stack
4. If right parenthesis is encountered
5. And stack is not empty i.e it contains one left parenthesis then pop it out.
6. And stack is empty then print “Unbalanced Parentheses” and exit
7. If stack is empty after scanning all the characters then

Print “Balanced parentheses”

1. END

Program Code

#include <bits/stdc++.h>

using namespace std;

bool checkParan(string expr)

{

    stack <char> st;

    st.push('T');

    for(int i=0;i<expr.length();i++)

    {

        if(expr[i]=='(' || expr[i]=='{' || expr[i]=='[')

        st.push(expr[i]);

        else if(expr[i]==')')

        {

            if(st.top()!='T' && st.top()!='{' && st.top()!='[')

            st.pop();

            else

            return false;

        }

        else if(expr[i]=='}')

        {

            if(st.top()!='T' && st.top()!='(' && st.top()!='[')

            st.pop();

            else

            return false;

        }

        else if(expr[i]==']')

        {

            if(st.top()!='T' && st.top()!='(' && st.top()!='{')

            st.pop();

            else

            return false;

        }

    }

    if(st.top()=='T')

    return true;

    else

    return false;

}

int main()

{

    string str;

    cout<<"Enter expression:";

    cin>>str;

    if(checkParan(str))

    {

        cout<<"All paranthesis are paired";

    }

    else

    {

        cout<<"Unpaired paranthesis.";

    }

    return 0;

}

Outputs
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