**16.35 Final Project: Delivery Drone Simulator**

**Requirements Doc**

Our project is based on expanding on the GroundVehicle simulator to simulate a drone delivery system. As such, our primary focus has been to create an ATC class that can schedule the fastest possible routes for delivery requests while subject to time, space and other resource constraints. We have also created FlightVehicle, FlightController and Route classes to account for the drones’ differing operational capabilities compared to GroundVehicle objects, to control the drones in order to follow a designated route and to store the route from headquarters to delivery location and back, respectively.

For this project we have modeled our system drones on Amazon PrimeAir delivery drones which feature both rotor and fixed-wing flight. For simplicity, the modeled drones operate in a 2-1\2 dimensional space. While taking off or landing the drone can only move and rotate along the z-axis while in-flight it behaves like a GroundVehicle object with a fixed turn radius and minimum and maximum velocity requirements.

In terms of system architecture, the Simulator creates a set number of FlightVehicles located at the drone headquarters (0,0) at the start of its thread and periodically generates delivery requests for random locations in x and y coordinates and sends these requests to the ATC for scheduling. The ATC then finds the fastest feasible Route consisting of only vertical and horizontal segments from the headquarters to delivery location (Figure 1) and assigns this route to an available FlightVehicle and signals the FlightController associated with the specific vehicle to begin executing the route. Once the FlightVehicle has executed the delivery and returned to headquarters the FlightVehicle is cleared of its assigned Route and the FlightController clears its computed controller for that Route.

![Screen Shot 2016-05-12 at 10.31.44 AM.png](data:image/png;base64,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)

**Figure 1: Delivery route overview**
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**Figure 2: ATC class architecture**

1. **ATC Class**
   1. Variables
      1. vehicles shall be an array of FlightVehicles that the ATC can direct
      2. numVehicles shall denote the total number of FlightVehicles that the ATC can direct
      3. startLoc shall be a tuple denoting the start location coordinates (x,y) of a delivery request
      4. vmax shall be the maximum velocity that the ATC will give to a FlightVehicle
      5. vmin shall be the minimum velocity that the ATC will give to a FlightVehicle
      6. Constraints
         1. vehicles shall be an array of FlightVehicle objects
         2. numVehicles shall be an integer
         3. numVehicles shall be equal to the number of FlightVehicle objects in vehicles
         4. The startLoc x-coordinate shall be a float
         5. The startLoc y-coordinate shall be a float
         6. vmax shall be a float
         7. vmax shall be non negative
         8. vmax shall be greater than or equal to vmin
         9. vmin shall be a float
         10. vmin shall be non negative
         11. vmin shall be less than or equal to vmax
   2. Constructor
      1. The constructor shall take no arguments
      2. The constructor shall instantiate numVehicles to 0
      3. The constructor shall instantiate vehicles to an empty array
      4. The constructor shall instantiate startLoc to (5,5)
      5. The constructor shall instantiate vmax to 5
      6. The constructor shall instantiate vmin to 1
   3. Methods
      1. canHandleMore() method
         1. Inputs
            1. The canHandleMore() method shall take no arguments
         2. Outputs
            1. The canHandleMore() method shall return a Boolean variable
            2. The returned Boolean shall be True if at least 1 FlightVehicle is available to execute a delivery route
            3. The returned Boolean shall be False if there are no FlightVehicles available to execute a delivery route
      2. handleRequest(destination, time)
         1. Inputs
            1. The handleRequest() method shall take in a tuple (destination) of the x-coordinate (x) and y-coordinate (y) of a new delivery request and the current time as an argument
            2. destination shall be a tuple of length 2
            3. x shall be a float
            4. x shall be in the range [6,100]
            5. y shall be a float
            6. y shall be in the range [6,100]
            7. Time shall be a float in seconds
         2. Outputs
            1. None, handleRequest() is a set method
         3. Invalid Inputs
            1. The handleRequest method shall raise an IllegalArgumentException if destination is not a tuple of length 2
            2. The handleRequest method shall raise an IllegalArgumentException if x is not within the range[1,250]
            3. The handleRequest method shall raise an IllegalArgumentException if y is not within the range [1,250]
            4. The handleRequest method shall raise an IllegalArgumentException if time is negative
         4. Routing of drone to delivery location (x,y)
            1. The handleRequest() method shall use the location of the requested delivery (x,y) to create a new piecewise route for a drone to follow in executing a delivery request
            2. The route shall be determined according to the shortest horizontal and vertical line segments from the drone location to the delivery location
            3. The route horizontal and vertical line segments shall intersect at a 90-degree angle
            4. The handleRequest() method shall add this new route to an available FlightVehicle if the route is compatible with all other current routes
            5. The handleRequest() method shall discard this route if it is not compatible with all other current routes
            6. The handleRequest() method shall create new routes by adjusting the velocity and time until one is found that is compatible with all other current routes
      3. addVehicles(vehicle) method
         1. Inputs
            1. addVehicles() shall take in a FlightVehicle object as input
         2. Outputs
            1. None, addVehicles() is a set method
         3. The addVehicles() method shall add the vehicle to the ATC vehicles list
      4. rmVehicle() method
         1. Inputs
            1. The rmVehicle() method shall take no arguments
         2. Outputs
            1. None, rmVehicle() method is a set method
         3. The rmVehicle() method shall raise an IllegalArgumentException if the ATC vehicle list is empty
         4. The rmVehicle() method shall raise an IllegalArgumentException if there are no available FlightVehicles in the ATC vehicle list
         5. If there is at least 1 available FlightVehicle in the ATC vehicle list the rmVehicle() method will remove the first instance of an available FlightVehicle from the ATC vehicle list
      5. checkRoutes(route) method
         1. Inputs
            1. The checkRoutes() method shall take a Route object (route) as an argument
         2. Outputs
            1. The checkRoutes() method shall return a Boolean variable
            2. The returned Boolean shall be True if the route is compatible with all other current routes
            3. The returned Boolean shall be False if the route is not compatible with all other current routes
         3. Invalid Inputs
            1. The checkRoutes() method shall raise an IllegalArgumentException if route if route is not a Route object
         4. Checking compatibility of a route
            1. The checkRoutes() method shall check that the route does not intersect the route of any other FlightVehicle in the ATC vehicle list in the 4 dimensions of space and time
      6. getVMax() method
         1. Inputs
            1. The getVMax() method shall take no arguments
         2. Outputs
            1. The getVMax() method shall return vmax
      7. getVMin() method
         1. Inputs
            1. The getVMin() method shall take no arguments
         2. Outputs
            1. The getVMin() method shall return vmin
      8. setVMax(v) method
         1. Inputs
            1. The setVMax() method shall take a float v as input
         2. Outputs
            1. None, setVMax() method is a set method
         3. The setVMax() method shall raise an IllegalArgumentException if v is negative
         4. The setVMax() method shall raise an IllegalArgumentException if v < vmin
         5. The setVMax() method shall set vmax to v
      9. setVMin() method
         1. Inputs
            1. The setVMin() method shall take a float v as input
         2. Outputs
            1. None, setVMin() method is a set method
         3. The setVMin() method shall raise an IllegalArgumentException if v is negative
         4. The setVMin() method shall raise an IllegalArgumentException if v > vmax
         5. The setVMin() method shall set vmin to v
2. **Route Class**
   1. Variables
      1. X1 shall denote the Route’s starting x-coordinate
      2. Y1 shall denote the Route’s starting y-coordinate
      3. X2 shall denote the Route’s horizontal and vertical segments intersection x-coordinate
      4. Y2 shall denote the Route’s horizontal and vertical segments intersection y-coordinate
      5. X3 shall denote the Route’s ending x-coordinate
      6. Y3 shall denote the Route’s ending y-coordinate
      7. T shall denote the Route’s starting time in milliseconds since simulation start time
      8. Constraints
         1. X1 shall be a float
         2. X1 shall be in the range [5,100]
         3. Y1 shall be a float
         4. Y1 shall be in the range [5,100]
         5. X2 shall be a float
         6. X2 shall be in the range [5,100]
         7. Y2 shall be a float
         8. Y2 shall be in the range [5,100]
         9. X3 shall be a float
         10. X3 shall be in the range [5,100]
         11. Y3 shall be a float
         12. Y3 shall be in the range [5,100]
         13. T shall be a float
         14. T shall be in the range [0,sys.float\_info.max)
   2. Constructor
      1. The internal representation of the route’s starting, segment intersection and ending coordinates shall be initialized according to the constructor’s arguments
      2. The constructor shall take in an array with 4 values
         1. The first value shall be a tuple of the route’s starting coordinates (X1,Y1)
         2. The second value shall be a tuple of the route’s Route horizontal and vertical segments intersection coordinates (X2,Y2)
         3. The third value shall be a tuple of the route’s ending coordinates (X3,Y3)
         4. The fourth value shall be the time that the route starts in milliseconds after the simulation start
      3. Invalid Inputs
         1. The constructor shall raise an IllegalArgumentException if the input array is not of length 4
         2. The constructor shall raise an IllegalArgumentException if the first value if not a tuple of length 2
         3. The constructor shall raise an IllegalArgumentException if the second value is not a tuple of length 2
         4. The constructor shall raise an IllegalArgumentException if the third value is not a tuple of length 2
         5. The constructor shall raise an IllegalArgumentException if X1 is not within the range [5,100]
         6. The constructor shall raise an IllegalArgumentException if Y1 is not within the range [5,100]
         7. The constructor shall raise an IllegalArgumentException if X2 is not within the range [5,100]
         8. The constructor shall raise an IllegalArgumentException if Y2 is not within the range [5,100]
         9. The constructor shall raise an IllegalArgumentException if X3 is not within the range [5,100]
         10. The constructor shall raise an IllegalArgumentException if Y3 is not within the range [5,100]
         11. The constructor shall raise an IllegalArgumentException if T is not within the range [5,sys.float\_info.max]
   3. Methods
      1. getStart() method
         1. Inputs
            1. The getStart() method shall take no inputs
         2. Outputs
            1. The getStart() method shall return an array of 2 elements [x,y]
            2. x shall be the x-coordinate of the start
            3. y shall be the y-coordinate of the start
      2. getIntersection() method
         1. Inputs
            1. The getintersection() method shall take no inputs
         2. Outputs
            1. The getIntersection() method shall return an array of 2 elements [x,y]
            2. x shall be the x-coordinate of the intersection
            3. y shall be the y-coordinate of the intersection
      3. getEnd() method
         1. Inputs
            1. The getEnd() method shall take no inputs
         2. Outputs
            1. The getEnd() method shall return an array of 2 elements [x,y]
            2. x shall be the x-coordinate of the end
            3. y shall be the y-coordinate of the end
      4. getStartTime() method
         1. Inputs
            1. The getStartTime() method shall take no inputs
         2. Outputs
            1. The getStartTime() method shall return the start time given at initialization
      5. getVelocity() method
         1. Inputs
            1. The getVelocity() method shall take no inputs
         2. Outputs
            1. The getVelocity() method shall return the velocity given at initialization
3. **FlightVehicle class (inherits from GroundVehicle class)**
   1. Variables
      1. availability shall denote whether a FlightVehicle is available for executing a route or not
      2. selfID shall denote the FlightVehicle’s assigned number
      3. numRotors shall denote the number of rotors the FlightVehicle has
      4. wingspan shall denote the wingspan of the FlightVehicle in meters
      5. maxThurst shall denote the maximum thrust that the FlightVehicle can provide
      6. x shall denote the FlightVehicle’s x-coordinate
      7. y shall denote the FlightVehicle’s y-coordinate
      8. z shall denote the FlightVehicle’s altitude
      9. dx shall denote the FlightVehicle’s x-translational velocity
      10. dy shall denote the FlightVehicle’s y-translational velocity
      11. dz shall denote the FlightVehicle’s z-translational velocity
      12. theta shall denote the FlightVehicle’s orientation
      13. dtheta shall denote the FlightVehicle’s rotational velocity
      14. route shall denote the FlightVehicle’s current executing route
   2. Constraints
      1. availability shall be a Boolean
      2. selfID shall be an integer
      3. selfID shall be within the range [0,numVehicles]
      4. numRotors shall be an integer
      5. numRotors shall be in the range [4,8]
      6. wingSpan shall be a float
      7. wingSpan shall be in the range [0,10]
      8. maxThrust shall be a float
      9. maxThrust shall be in the range [0,100]
      10. x shall be a float
      11. x shall be in the range [5,100]
      12. y shall be a float
      13. y shall be in the range [5,100]
      14. z shall be a float
      15. z shall be in the range [0,100]
      16. dx shall be a float
      17. dx shall be in the range [0,15]
      18. dy shall be a float
      19. dy shall be in the range [0,15]
      20. dz shall be a float
      21. dz shall be in the range [-10,10]
      22. theta shall be a float
      23. theta shall be in the range [-π,π]
      24. dtheta shall be a float
      25. dtheta shall be in the range [-π/4,π/4]
      26. route shall be a Route object
   3. Constructor
      1. The constructor shall take arguments for the FlightVehicle’s position and velocity
      2. Position shall be an array of length 4 consisting of the FlightVehicle’s x and y coordinates, theta orientation and z altitude (x,y,theta,z)
      3. Velocity shall be an array of length 4 consisting of the FlightVehicle’s x and y velocities, theta velocities and theta velocity (dx,dy,dtheta,dz)
      4. The constructor shall initialize the internal representation of the FlightVehicle’s position, orientation and velocities according to the input arguments
      5. The constructor shall initialize availability to False
      6. The constructor shall initialize selfID to the number of currently initialized FlightVehicles
      7. The constructor shall initialize numRotors to 4
      8. The constructor shall initialize wingSpan to 0.75
      9. The constructor shall initialize maxThrust to 10
      10. The constructor shall initialize route to None
      11. Invalid Inputs
          1. The constructor shall raise an IllegalArgumentException if the position array is not of length 4
          2. The constructor shall raise an IllegalArgumentException if the velocity array is not of length 4
          3. The constructor shall raise an IllegalArgumentException if x is not within the range [5,100]
          4. The constructor shall raise an IllegalArgumentException if y is not within the range [5,100]
          5. The constructor shall raise an IllegalArgumentException if z is not within the range [0,100]
          6. The constructor shall raise an IllegalArgumentException if theta is not within the range [-π,π]
          7. The constructor shall raise an IllegalArgumentException if dx is not within the range [0,15]
          8. The constructor shall raise an IllegalArgumentException if dy is not within the range [0,15]
          9. The constructor shall raise an IllegalArgumentException if dz is not within the range [-10,10]
          10. The constructor shall raise an IllegalArgumentException if dtheta is not with the range [-π/4,π/4]
   4. Methods
      1. isAvailable() method
         1. Inputs
            1. The isAvailable() method takes no arguments
         2. Outputs
            1. The isAvailable() method returns availability
      2. setAvailable(av) method
         1. Inputs
            1. The setAvailable() method shall take the FlightVehicle’s availability (av) as an argument
            2. av shall be a Boolean
         2. Outputs
            1. None, setAvailable() is a set method
         3. Invalid Inputs
            1. The setAvailable() method shall raise and IllegalArgumentException if av is not a Boolean
         4. Setting the FlightVehicle’s availability
            1. The setAvailable() method shall set the internal availability of the FlightVehicle to av
      3. setRoute(route) method
         1. Inputs
            1. The setRoute() method shall take a Route object (route) as an argument
         2. Outputs
            1. None, setRoute() is a set method
         3. Invalid Inputs
            1. The setRoute() method shall raise an IllegalArgumentException if route is not a Route object
         4. Setting the FlightVehicle’s Route
            1. The setRoute() method shall set the internal route of the FlightVehicle to route
      4. getRoute() method
         1. Inputs
            1. The getRoute() method shall take no arguments
         2. Outputs
            1. The getRoute() method shall return route
      5. getID() method
         1. Inputs
            1. The getID() method shall take no arguments
         2. Output
            1. The getID() method shall return selfID
      6. getPosition() method
         1. Inputs
            1. The getPosition() method shall take no arguments
         2. Outputs
            1. The getPosition() method shall return an array of 4 elements (x,y,theta,z)
            2. x shall be the FlightVehicle’s current x-coordinate (x)
            3. y shall be the FlightVehicle’s current y-coordinate (y)
            4. z shall be the FlightVehicle’s current z-altitude (z)
            5. theta shall be the FlightVehicle’s current orientation (theta)
      7. getVel() method
         1. Inputs
            1. The getVel() method shall take no arguments
         2. Outputs
            1. The getVel() method shall return an array of 4 elements (dx, dy, theta, dz)
            2. dx shall be the FlightVehicle’s current x-translational velocity
            3. dy shall be the FlightVehicle’s current y-translational velocity
            4. dz shall be the FlightVehicle’s current z-translational velocity
            5. dtheta shall be the FlightVehicle’s current rotational velocity
      8. advance(sec,msec) method
         1. Inputs
            1. The advance() method shall take the seconds (sec) and milliseconds (msec) of a time period t as arguments
            2. sec and msec shall be integers
         2. Outputs
            1. None, advance() is a set method
         3. Invalid Inputs
            1. The advance() method shall raise an IllegalArgumentException if sec is not an integer
            2. The advance() method shall raise an IllegalArgumentException if msec is not an integer
         4. Modifying the internal state of the FlightVehicle
            1. Modifying the internal state of the FlightVehicle while climbing or descending

The advance() method shall set the internal theta-orientation of the FlightVehicle to theta = theta + dtheta\*t

The advance() method shall set the internal z-altitude of the FlightVehicle to z = z + dz\*t

* + - * 1. Modifying the internal state of the FlightVehicle while turning

The advance() method shall calculate the kinematic and dynamic change of the FlightVehicle that occurs after time period t while the FlightVehicle is turning according to a circular dynamics model

The advance() method shall set the internal theta-orientation (theta) of the FlightVehicle to theta = theta + dtheta\*t

The advance() method shall set the internal x-position (x) of the FlightVehicle to x = xcirc + r\*sin(theta)where xcirc is the x-distance traveled by the FlightVehicle while in circular motion and r is the radius of the circle

The advance() method shall set the internal y-position (y) of the FlightVehicle to y = ycirc - r\*cos(theta) where ycirc is the y-distance traveled by the FlightVehicle while in circular motion and r is the radius of the circle

The advance() method shall set the internal x-velocity (dx) of the FlightVehicle to dx = speed\*cos(theta)

The advance() method shall set the internal y-velocity (dy) of the FlightVehicle to dy = speed\*sin(theta)

* + - * 1. Modifying the internal state of the FlightVehicle while the vehicle is not turning

The advance() method shall set the internal x-position (x) of the FlightVehicle to x = x + dx\*t

The advance() method shall set the internal y-position (y) of the FlightVehicle to y =y + dy\*t

* + - * 1. Constraints

The modified x-position (x) shall be within the range [5,100]

The modified y-position (y) shall be within the range [5,100]

The modified y-position (z) shall be within the range [0,100]

The modified theta-orientation (theta) shall be within the range [-π,π]

The modified x-velocity (dx) shall be within the range [0,15]

The modified y-velocity (dy) shall be within the range [0,15]

The modified z-velocity (dz) shall be within the range [-10,10]

1. **FlightController class**
   1. Variables
      1. maxForwardVel shall denote the maximum forward flight velocity of the FlightVehicle
      2. minForwardVel shall denote the minimum forward flight velocity of the FlightVehicle
      3. maxUpVel shall denote the maximum vertical flight velocity of the FlightVehicle
      4. minUpVel shall denote the minimum vertical flight velocity of the FlightVehicle
      5. oppertaingAlt shall denote the altitude at which the FlightVehicle shall operate
      6. Constraints
      7. maxForwardVel shall be a float
      8. minForwardVel shall be a float
      9. maxUpVel shall be a float
      10. minUpVel shall be a float
      11. opperatingAlt shall be a float
   2. Constructor
      1. The constructor shall take a Simulator object (sim) and FlightVehicle object (fv) as arguments
      2. The constructor shall initialize maxForwardVel to 5
      3. The constructor shall initialize minForwardVel to 1
      4. The constructor shall initialize maxUpVel to 5
      5. The constructor shall initialize minUpVel to -5
      6. The constructor shall initialize opperatingAlt to 30
   3. Invalid Inputs
      1. The constructor shall raise an IllegalArgumentException if sim is not a simulator object
      2. The constructor shall raise an IllegalArgumentException if fv is not a FlightVehicle object
   4. Methods
      1. initializeController() method
         1. Inputs
            1. The initializeController() method shall take no arguments.
         2. Outputs
            1. None
         3. Discretizing route into time segments
            1. The initializeController() method shall calculate the amount of time needed in seconds + milliseconds for the FlightVehicle to reach the operatingAlt.
            2. The initializeController() method shall calculate the amount of time needed in seconds + milliseconds for the FlightVehicle to fly a direct route from the starting location to the intersection location.
            3. The initializeController() method shall calculate the amount of time needed in seconds + milliseconds for the FlightVehicle to fly a direct route from the intersection to the ending location.
      2. getControl(sec,msec) method
         1. Inputs
            1. The getControl() method shall take the simulator time in seconds (sec) and milliseconds (msec) as arguments.
         2. Outputs
            1. The getControl() method shall return a Control based on the current Simulator time to apply the proper control for a FlightVehicle to complete a specified Route.
         3. Calculating new control
            1. The getControl() method shall calculate a new Control based on the Simulator time.